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Abstract—This paper considers the evaluation of design choices
in multiprocessors with a single, shared bus interconnect operat-
ing in a throughput-oriented, multiprogrammed environment, that
is, an environment in which each task is being executed on a single
processor and the performance of the multiprocessor is measured
by its overall throughput. To evaluate design choices, we develop
mean value analysis analytical models and validate our models
by comparing their results against the results of a trace-driven
simulation analysis for 5376 multiprocessor configurations. The
trace-driven simulation uses actual programs and simulates their
execution in a throughput-oriented environment.

Using multiprocessor throughput as a performance metric and
the mean value analysis models as tools, we evaluate several
design choices. We find that: 1) cache block sizes that yield the
best performance in a multiprocessor differ from the block sizes
that yield the best uniprocessor performance metrics, 2) a larger
cache set associativity might be warranted in a multiprocessor
even though it might not be warranted in a uniprocessor, 3) a
split transaction, pipelined bus yields much higher multiprocessor
throughput than a circuit switched bus, especially for larger main
memory latencies, and 4) increasing the bus width appears to be
an effective way of improving multiprocessor throughput.

Index Terms—Cache block size, cache set associativity, circuit
switched buses, mean value analysis, shared bus multiprocessors,
split transaction pipelined buses, trace-driven simulation.

1. INTRODUCTION

OW-COST microprocessors have led to the construction

of small- to medium-scale shared memory multiproces-
sors with a shared bus interconnect. Such multiprocessors,
which have been referred to as multis by Bell [6], are popular
for two reasons: 1) the shared bus interconnect is easy to
implement and 2) the shared bus interconnect allows an easy
solution to the cache coherence problem [11]. Currently, many
major computer manufacturers have a commercial product or
a research project that uses the multi paradigm.

A typical shared bus, shared memory multiprocessor (here-
after called a multi in this paper) is shown in Fig. 1. The
multi consists of several processors (typically microproces-
sors) connected together to a memory system. The memory
system includes the private caches of each processor, the
shared bus interconnect, and the main memory. The overall
performance of such a multi is heavily influenced by the
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design of the memory system. Starting with processors at
a particular performance level, to design a multi with a
desired performance level, the multi designer must provide
an adequate-performance memory system.

To design a memory system with an adequate performance,
the designer must have access to sophisticated performance
evaluation tools. These tools can vary from analytical models
to detailed trace-driven simulation. Analytical models are
computationally much cheaper than trace-driven simulation
and allow a much larger design space to be explored. However,
they are generally considered to be less accurate than trace-
driven simulation.

In this paper, we consider a methodology for evaluating
design choices in the memory system of multis operating
in a throughput-oriented multiprogramming environment, and
use the methodology to evaluate key design choices in such
an environment. By a throughput-oriented multiprogramming
environment, we mean an environment in which each task
is being executed on a single processor and the performance
of the system is measured by the overall throughput of the
multiprocessor.'

At the heart of our methodology are mean value analysis
(MVA) analytical models. We develop MVA models of a
multi and compare the results of the MVA models to actual
trace driven simulation for over 5000 configurations. Having
validated the models, we use them to evaluate key design
choices in the memory system.

The remainder of this paper is as follows. In Section II,
we discuss the memory system model of the multi and present
some of the design choices that we consider. In Section III, we
discuss the MVA models and the trace-driven simulation setup
and summarize the results of a detailed analysis comparing
the results of the MVA models with those of trace-driven
simulation. In Section IV, we use the validated MVA models
to evaluate some key design choices and in Section V we
present concluding remarks.

II. MEMORY SYSTEM MODEL AND DESIGN CHOICES

As mentioned earlier, the memory system of a typical
multi consists of three main components: 1) the private caches
of each processor (which may be multilevel), 2) the shared
bus interconnect, and 3) the shared main memory. In such a

! The most popular multis on the market today. those designed by Sequent
Computer Systems, are designed for such an environment.
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memory system, the average memory access time (or latency)
seen by a processor, T.L, is

TP =TE + M x T, 1)

where

« TZ is the cache access time.

* M is the cache miss ratio.

+ TC is the average time taken to service a cache miss.

Equation (1) is applicable in general to any processing
system (uniprocessor or multiprocessor) with a cache and
a memory. However, the components of the equation are
variable and depend upon the parameters of the memory
system. For example, TE is a function only of the cache
organization. Likewise, M is also a function only of the cache
organization and is not dependent on other parameters of the
memory system. However, TS can be a function of several
parameters of the memory system, such as the characteristics
of the shared bus and the main memory.

A major difference between the design of a memory sys-
tem for a uniprocessor and a multiprocessor operating in a
throughput-oriented environment is in the impact of TS . Ina
uniprocessor, TS can be approximated as Ty, = a + (- B,
where B is the cache block size and « and 3 are constants
that represent the fixed overhead and the unit transfer cost of
transferring a cache block [26].

In a multi, 7S cannot be approximated as T}, = a+ 3 B.
This is because TS includes a queueing delay that can have
a significant overall contribution to TF. This queueing delay
is dependent upon the utilization of the bus which in turn is
dependent upon several system-wide characteristics such as:
1) the traffic on the bus, which is influenced by the number
of processors connected to the bus, and the organizations
of their caches, 2) the bus switching strategy, and 3) main
memory latency. If accurate results are to be obtained for
design choices in shared bus multiprocessor memory systems,
all system factors and their complex interdependencies must
be taken into account.

Before proceeding further, let us consider some design
choices in the three main components of the memory system
and see how they might influence one another. A compre-

Memory System

A shared bus multiprocessor (muiti).

hensive evaluation of design choices is not possible in this
paper (but can be carried out with our methodology) and we
focus our attention on some key design choices for throughput-
oriented multiprocessors.’

A. Cache Memory

The key component of the memory system is the cache and
most of the issues are concerned with how the choice of cache
parameters influences the design of the other components and
vice-versa. We consider three important cache parameters:
1) the cache size, 2) the cache block size, and 3) the cache
set associativity.

A large cache is able to lower TF directly by lowering M 3
Furthermore, because of lower bus traffic (assuming a constant
number of processors N), the utilization of the bus and the
queueing delay for a bus request is lowered and consequently
TS is reduced. Alternately, a lower per-processor bus utiliza-
tion allows more processors to be connected together on the
bus, possibly increasing the peak throughput (or processing
power) of the multi.

While it is clear that larger caches allow more processors
to be connected together in a throughput-oriented environ-
ment by reducing per-processor bus bandwidth demands and
improving T.F, the relationship between the cache size and
other memory system parameters (such as the block size, the
set associativity, the bus switching strategy, bus width, and
the main memory latency) needs to be investigated and the
improvement quantified.

Cache block size is perhaps the most important parameter
in the design of each cache. The block size not only dictates
the performance but also the implementation cost of the
cache (smaller block sizes result in a larger tag memory

2For the remainder of this paper, all references to multis shall assume
a multi operating in a throughput-oriented environment, unless specifically
mentioned otherwise. i

3When a multi is executing parallel programs, 1/ can be variable even for
a fixed size cache. The value of A depends on the number of processors on
which the parallel program is executing, as a result of a phenomenon called
reference spreading [19]. Consequently, a larger cache may not necessarily
be able to lower the value of A[. However, for a throughput-oriented multi,
there is no reference spreading and a larger cache will result in a lower value
of AL
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than larger block sizes). In a detailed study, Smith mentions
several architectural factors that influence the choice of a block
size and evaluates them in a uniprocessor environment [26].
Smith’s main result that is of interest to us in this paper is
that the miss ratio decreases with increasing block size up to
a point at which internal cache interference increases the miss
ratio. However, larger block sizes also cause more traffic on the
cache—memory interconnect. Since this additional traffic uses
up more bus bandwidth and since the bandwidth of the shared
bus is the critical resource in a multi, Goodman has suggested
that small block sizes are preferable for cache memories in
multis [11].

As Smith points out, minimizing the bus traffic alone is
not the correct optimization procedure in multiprocessors and
neither is a minimization of the miss ratio, independent of the
other parameters of the memory system [26]. This point, which
is also apparent from (1), is central to the topic of this paper
and cannot be overemphasized. If maximizing multiprocessor
system throughput is the goal, the choice of the block size
should not be decoupled from the parameters of the shared
bus and the main memory. Furthermore, any cvaluation must
consider (1) in its complete generality and include not only the
main memory latency and the bus transfer time of a request,
but also the queueing delays experienced by the memory
request.

Cache set associativity is also an important design consid-
eration. It is well known that a larger set associativity reduces
M (in most cases) and, if £ and T}, are constant, a larger
set associativity is preferable, subject to implementation con-
straints [25]. However, as several researchers have observed,
T/ is not independent of the cache set associativity since a
large set associativity requires a more complex implementation
and consequently has a higher TE . If the decrease in TE by
going to a lower set associativity is greater than the increase
in M x T, then a lower set associativity results in a lower
overall T, and consequently a higher processor throughput.

In a uniprocessor, 7%, is a constant for a given block
size and memory configuration. If M is sufficiently small
(because of a large cache size, for example), the decrease
in TL due to a lower set associativity can easily overcome
an increase in M x TS [12], [13], [24]). In a multiprocessor,
however, 7€ contains a queucing delay, which can be a large
fraction of TC if the bus utilization is high. Increasing cache
set associativity not only decreases TP directly by reducing
M. it also reduces T} indirectly by reducing the utilization
of the bus and consequently the queueing delay component
of TS . Therefore, the impact of cache set associativity on
multiprocessor memory system design is another important
design issue that needs to be investigated.

B. Shared Bus

The main design issues in the shared bus are the choice of
the bus width and the bus switching strategy (or protocol).
Using a wider bus is an effective way to increase the bus
bandwidth. Increasing bus bandwidth reduces TC in two
ways: directly by reducing the bus transfer time of a block,
and indirectly by reducing the bus queucing delay duc to

the decreased bus tenure of each memory request. However,

increasing the bus width affects the design of other modules.
For example, the bandwidth of the cache and main memory
should match that of the bus. This implies that the block size
of the cache and main memory should be made at least as
large as the bus width.

Bus switching methods fall into two broad categories:
1) circuit switched buses and 2) split transaction, pipelined
buses (hereafter referred to as STP buses in this paper). In a
circuit switched bus, the bus is held by the bus master until
the entire transaction is complete. The time that the bus is
held by the master (or the bus tenure) includes the latency of
the slave device. Such a switching strategy is used in most
existing bus designs. For example, the block read and block
write transactions in the IEEE Futurebus employ a circuit
switched protocol [7].

In an STP bus, the bus is not held by the master if the slave
device is unable to respond to the request immediately. The
bus is released by the master and is made available to other
bus requesters. When the slave device is ready to respond to
a request, it obtains bus mastership and transfers data to the
requesting device. An STP bus is used in the Sequent Balance
and Symmetry multiprocessors [5], [10], and is also being
considered for the IEEE Futurebus+.

C. Main Memory

The final component of the multiprocessor memory system
is the main memory and the parameter of importance is the
main memory latency. Many studies choose to ignore this
parameter (or assume that it is a constant). As we shall see,
including main memory latency is crucial since it influences
other memory system design parameters such as the cache
block size, especially with a circuit switched bus.

1Il. PERFORMANCE EVALUATION METHODS

For evaluating design choices, the favorite tool of a com-
puter architect is trace-driven simulation using traces generated
by the actual execution of sample benchmark programs (we
call this an actual trace-driven simulation in this paper).
Unfortunately, trace-driven simulation is expensive, both in
execution time and storage requirements (required to store the
traces). The storage expense of actual trace-driven simulation
can be reduced by parameterized trace driven simulation.
In parametrized simulation, artificial traces are generated on
the fly using probability distributions that have the same
characteristics as the actual program traces. Parameterized
simulation is still computationally expensive and is generally
not considered to be as accurate as actual trace-driven simula-
tion. Finally, one can develop an analytical model. Iterative
solutions of analytical models generally are much cheaper
computationally than trace-driven simulation and consequently
allow the designer to explore a much larger design space.

Multiprocessors with arbitrary interconnection networks
have been the subject of several previous studies [16],
[20]-{23]. Studies of bus-based multiprocessor  design
issues have used trace-driven simulation [9], parameterized
simulation [4], as well as analytical modeling [27], [28]. For a
system as complex as a multi, ideally a system designer would
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like to use an accurate analytical model to explore the design
space with a minimal computational requirement.

We use both analytical modeling as well as actual trace-
driven simulation. The analytical models that we use are based
on a “customized” mean value analysis technique that has been
proposed in [28] and applied in [14], [18], and [29]. Trace-
driven simulation is used to study a few thousand cases and,
more importantly, build confidence in the analytical models.
Once the validity of the analytical models has been established,
we use the models to evaluate our design choices.

A. Customized Mean Value Analysis (CMVA)

Our CMVA models build on similar models developed to
study bus-based multiprocessors {14], [18], [28], [29]. The
CMVA method is appealing because it is simple and intuitive.
To start we simply follow the path of a cache miss request
and sum up the waiting times and processing times along the
way to form the equations for the cache miss response time.
Equations of waiting times are then constructed assuming the
relationship between the mean values of these times are stable
and consistent.

As mentioned earlier, the operational environment that
we consider for the multi is a throughput-oriented, general
multiuser environment where each processor is running a
different user task. We also assume that the average task
characteristics for the tasks executing on each processor are
the same, i.e., the environment is homogeneous.

1) Processor Execution Model: A processor’s execution his-
tory can be viewed as consisting of two alternating phases, an
execution phase and a blocking phase. During the execution
phase the processor executes instructions uninterrupted, with
all memory requests satisfied by its local cache. The processor
changes to the blocking phase when it makes a blocking bus
request. We distinguish between blocking and nonblocking
bus requests. A processor cannot proceed unless its blocking
request (read miss or invalidation) is satisfied; it can proceed
without waiting for its nonblocking request (write back of a
dirty block) to finish. The relationship of these events is shown
in Fig. 2.

The throughput of a processor during a time period rep-
resented by consecutive execution and blocking phases is the
number of instructions executed during the two phases divided
by the duration of the two phases. Since the processor is
blocked during the blocking phase, the throughput can be
calculated as the mean number of instructions executed by
the processor during an execution phase, divided by the mean
total time of the execution and the blocking phases. The mean
number of instructions executed in an execution phase, and the
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mean length of the phase are derived from the trace-driven
simulation of a single processor and its cache since these
values are not influenced by other processors in the system.
The mean length of a blocking phase, or the mean response
time of a blocking bus request, is calculated using a CMVA
model of the shared bus and main memory.

2) Circuit Switched Bus: We use the following notation:

Input Parameters

s T, is the mean processing time of a processor between
two successive blocking bus requests, i.e., the dura-
tion of the execution phase. 7T, can be expressed as
IT/(M x M), where IT is the average instruction
execution time, assuming all memory references are cache
hits. M is the sum of cache miss and invalidation ratios,*
and M. is the average number of memory references
generated per instruction.

T, is the bus arbitration time. One cycle is charged for
bus arbitration when a request arrives at the bus and the
bus is not busy.

¢ Ty (Tyo, Two) is the time for which the bus is needed
to carry out a read (invalidation, write back) operation,
excluding the bus arbitration time. The main memory
latency is included as a part of 7., for a circuit switched
bus.

» P, is the probability that a blocking bus request is a read
operation.

* P, is the probability that a blocking bus request is an
invalidation operation; note that P, + P, = 1.

* P, is the probability that a cache miss results in a write
back of a dirty cache block.

« N is the total number of caches (or processors) connected
to the shared bus.

Output Parameters

* R is the mean time between two successive blocking bus
requests from the same cache.

* Rs, (Rs,) is the mean response time of a read (invalida-
tion) request, weighted by P, (P,).

* W,, is the mean bus waiting time of a read or an
invalidation request.

* T.(T,,T,) is the bus access time of a read (invalidation,
write back) request, including the bus arbitration time.

* U, (U,,U,) is the partial utilization of the bus by the
reads (invalidations, writes back) from one cache.

« U,, is the partial utilization of the bus by the blocking
(read and invalidation) requests from one cache.

4Invalidation ratio is defined in a similar way to cache miss ratio. A write
hit to a clean block generates an invalidation, and invalidation ratio is the
percentage of memory references that cause invalidation.
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« U is the partial utilization of the bus by the requests from
one cache; NU is the total bus utilization.

* B, (B,,By) is the probability that the bus is busy
servicing a read (invalidation, write back) request from a
particular cache, when a new read or invalidation request
arrives.

* Re’ (Re",Re") is the residual service time of a read
(invalidation, write back) request, when the request is
currently being serviced by the bus and a new read or
invalidation request arrives.

« W, is the mean bus waiting time of a write back request.

« Q,(Q,.Q,) is the mean number of read (invalidation,
write back) requests from the same cache in the bus.

o K’ (K!..Kq) is the mean waiting time of a read or an
invalidation request, due to the read (invalidation, write
back) requests already in the bus.

« K7 (KE.KU) is the mean waiting time of a write back
request, due to the read (invalidation, write back) requests
already in the bus.

Response Time Equations: The mean time between two
successive blocking bus requests (read miss or invalidation)
from the same cache, IR, is the sum of T, and the mean time
spent in the blocking phase, which is the weighted mean of the
delays of the two types of blocking bus requests. Therefore,

R=T.+ Rs, + Rs.:
Rs, = Pr'(Wrr + Tx'):

where

€r=T,0.

The time that a request spends on the bus is the time that is
needed to service the request once it has obtained mastership
of the bus, plus any time that might be spent in arbitration for
bus mastership. If the bus is busy servicing a request while
the arbitration for mastership for the next request takes place,
the arbitration time is overlapped completely and does not
contribute to the time spent by a request on the bus. On the
other hand, the entire time to carry out arbitration is added to
the time spent on the bus by a request if the request arrives
when the bus is free. We approximate the arbitration time
component of a request’s bus tenure by considering it to be
proportional to the probability that the bus is busy when a
request from a cache arrives.

The probability that the bus is idle is (1 — NU). How-
ever, since a cache can have only one outstanding blocking
request at a time, a blocking request will never see another
blocking request from the same cache using the bus when
the request reaches the bus. The fraction of time that the
bus is servicing a blocking request from a particular cache
is U,.,. A new blocking request from the same cache can
therefore arrive at the bus only during the remaining fraction
of time, i.e., (1 = U,,). Of this fraction, (NU — U,,) is spent
servicing other requests. Therefore, the probability that the
bus is busy when a blocking request arrives from a cache is
(NU = U,,)/(1 = U,,), and the probability that the bus is
idle is (1 — (NU = Up) /(1 = Up))-

For a nonblocking request (write back) this probability
becomes (1 — (NU — U)/(1 = U)). U instead of U, is used
because we assume that a write back request can only be issued
immediately after a cache block is returned from the main

memory (a result of an earlier blocking request on a cache
miss), and it should never see any other request, blocking or
nonblocking, from the same cache using the bus. Therefore, the
total bus access times for blocking and nonblocking requests
are

NU = Uy, . 1-NU _
T,[,- — <1 - 1 . U”» ) X T‘u +110 - 1 _ U“y X Ta +T1r:<
€r=ruv
NU-U 1-NU
, = _—— N = —————— Too-
T[L (1 1 _ (I > X 7—‘“ +TUU l _ U x T' + uo

Waiting Time Equations: Using the mean value technique
for queueing network models [17], we decompose the waiting
time of an arriving request into three components based on the
types of the requests that delay the service of the new request.
For a blocking request

W, =K'+ K!, + K&
where

K?, = (N - 1)((@, — B.) x Tc + B, x Re"):
€£r=ru

1

K" = N((Q, — Bu) x Tu + By X Re").

The residual service time for the request that is being serviced
when a new read or invalidation request arrives is [17]

Re” =~ =T

2
The probabilities that the bus is busy servicing the request from
a particular cache when a new read or invalidation request

arrives can be approximated as

U,
B, = = 'Uw: £ =T,0,W
where
P.T,
U, = —R_ €r=1r.
PP T,
Uu,» = =
R
U, =U,.+U,

U=U,+U.+U,.

A scaling factor of (1 — U,.,,) is used because when a blocking
request such as a read or an invalidation arrives at the bus it
will not see any blocking request from the same cache being
serviced by the bus.

The mean number of requests from a particular cache, or the
mean partial queue lengths contributed by a particular cache
seen by the arriving request can be approximated by

— Rs,  P.(W,, .

QI:——}? :—————( R+T): r=7ruv
- _ Pu*Pr(VVu' + Tw)
Qu; - R .

Here the queue lengths include the request that is currently
being serviced by bus. K. Ky and K2 can now be

T
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Fig. 3. Trace-driven simulation setup.

computed as
PR (=
R
XTT—I-B,XR(‘,I); r=7,v

Ko = N((Prpw(w;w +Tw) Bw>

x Ty + By X Rew)

Similarly, we can derive the waiting time equations for a write
back request:
Ww = K; + K:i, + K:IU
where
PCIT(WTL' + TJ,‘)

K*=(N-1)Q,T,=(N-1)x = X Ts
=70
_ P (W,
K% = (N = 1)@, T = (N — 1) x Lufe@WutTu) o

R

In the above equations for K2 and K, we assume that a
write back request immediately follows a cache miss read and
is issued after the main memory reply to the miss read arrives
at the cache. Therefore, when the write back request arrives
at the bus, the residual service time of the request is simply a
complete service time of the request.

3) STP Bus: The derivation of the CMVA model for an STP
bus is carried out along similar lines as in the case of a circuit

switched bus and is summarized in the Appendix.

B. Trace Driven Simulation

1) Simulators: Our trace-driven simulation, whose main pur-
pose is to validate the models of Section III-A, is carried out

using a software simulator which simulates program execution
on a Sequent Symmetry-like multiprocessor. The simulator
consists of three modules: 1) a program interpreter or tracer,
2) a cache simulator, and 3) a shared bus (and main memory)
simulator. Fig. 3 shows the basic setup of the simulator.

The benchmark program whose execution is to be simulated
is compiled into the Intel 80386 machine language using the
Sequent Symmetry C compiler. The tracer program then uses
the prrace facility of Dynix® and interprets the program to
obtain a dynamic memory trace. It does so by stopping after
the execution of each instruction, examining the core image of
the instruction, and interpreting the instruction to generate the
memory reference trace records. Each memory trace record
contains the virtual memory address accessed, the access type
(a read or a write), and the time the access is made. The time
associated with each memory reference in the trace generated
by the tracer program is the dynamic instruction number which
generated the memory reference and is an ideal number that
would represent the time at which the memory reference
would be generated if: 1) all memory references generated
by an instruction are generated simultaneously, 2) all memory
references are serviced in zero time, and 3) all instructions
take the same amount of time to execute.

Since the time at which memory references are generated
during the execution of an instruction and the execution time of
each instruction are highly dependent upon the implementation
of the processor, we shall assume that all instructions take
the same amount of time to execute, and that all memory
references from an instruction are generated at the same time
(of course they are submitted to the memory onc at a time). To
obtain realistic times at which the memory references would
be generated and serviced in the multiprocessor environment,

SDynix is the Unix operating system adapted to run on the Sequent
Symmetry.
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the memory traces have to be passed through the cache and
bus simulators.

The memory trace generated by the tracer program is used
to drive a cache simulator. By filtering out references that are
cache hits (of course depending upon the cache organization),
the cache simulator generates a cache miss, write back, and
invalidation trace, i.c., a trace of bus requests. Each bus trace
record contains the time of generation (still an ideal time) and
the type of the bus request. We use the Berkeley Ownership
protocol for generating the invalidation requests [15], though
any other protocol could be used in a straightforward manner
in the cache simulation. Although our throughput-oriented
environment precludes any sharing of data between caches,
we assume that the coherence protocol is enforced at all times,
and an invalidation request is generated when a write occurs
to a clean cache block.

Bus traces from several benchmark programs are then used
to drive a bus simulator which simulates the operation of the
shared bus and the main memory. In deciding which request
is to be serviced next, the bus simulator uses a FCFS policy.
The relevant delays and timing parameters in our simulation
model are shown in Fig. 4. For each input bus request, the
latency seen by the request is the sum of bus queueing delay,
the bus transfer time of the request, and for a cache miss read,
the reply. As a result of the bus simulation, the realistic time
at which each memory reference is serviced is obtained. Note
that the decoupling of cache and bus simulations is possible
due to the assumption of a throughput-oriented multiuser
environment. In such an environment the actual memory
performance will not affect the occurrences and the partial
ordering of the events that happen on each processor and
cache (this may not be true if the multiprocessor is executing
a parallel program). The bus simulation simply calculates a
total ordering with a correct time scale for all the events in
the system.

In our simulation, we assume that a processor stalls until its
blocking request (cache miss read or invalidation) is serviced,
L.e., it can have only one outstanding memory request.® We also
assume that there is no task migration. The latter assumption

®This is true in shared bus multiprocessors that use microprocessors as

their CPU’s. Most microprocessors allow only a single outstanding memory
request.

is made to keep the simulator manageable and does not affect
our purpose of the simulation, which is to validate our CMVA
models.

C. Model Validation

The benchmark programs that we use to validate the models
are: 1) as, which is the assembler for the Intel 80386 proces-
sor, 2) cache, the cache simulator itself, 3) csh, the command
interpreter, 4) nroff, the nroff text processing program. These
benchmarks are used for validation since they are commonly
used in the Unix environment and also so that we can simulate
their execution and obtain complete and accurate knowledge
about which memory references are associated with each
instruction. This information is necessary to associate an ideal
time of generation for each memory request. We would like
to mention that cache and bus simulation (mentioned later)
to validate the models could be carried out using other traces.
However, most such traces are typically a sequence of memory
references, with no explicit notion of the time of generation
of each reference, and associating an ideal time of generation
with each reference is not always possible.

Using the tracer program a memory trace is collected for
each benchmark for 1 million instructions executed. The traces
are then passed through the cache simulator. For each cache
configuration and for each memory trace we collect a set of
statistics and generate a bus request trace file. The statistics
(M. Myot. Pr. P, and P,,) are used as inputs to the CMVA
models, and the bus request trace file is used to drive the bus
simulator.

Bus simulation is then carried out using the bus request trace
files for each configuration. More details on the bus simulation,
and how statistics are gathered during bus simulation, can be
found in [8].

To validate the model, we consider several multiprocessor
configurations with varying number of processors, memory
system parameters, and instruction execution speeds. More
specifically, we consider: 1) average zero memory-wait-state
instruction execution times of 2, 3, or 4 bus cycles,” 2) 8
or 16 processors, 3) cache sizes of 4K, 8K, 16K, 32K, 64K,

7All times in our model are in terms of bus cycles where a bus cycle is the
time taken for a single transfer on the bus.
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128K, or 256K bytes, 4) cache block sizes of 4, 8, 16, 32,
64, 128, 256, or 512 bytes, 5) direct mapped or two-way set-
associative caches, 6) main memory latencies of 3, 5, 7, or
9 cycles, and 7) circuit switched or STP buses, each with a
bus width of 32 bits, and multiplexed address and data lines.
The cross product of the parameters therefore allows us to
evaluate and compare system performance using our trace-
driven simulation and our CMVA models for 5376 system
configurations.

Using inputs to the CMVA models obtained from the cache
simulations mentioned above, and the other parameters of the
memory system configuration, we solve the models iteratively
and obtain the average multiprocessor throughput, which is the
sum of the throughputs of the individual processors. Having
obtained the results using both techniques, we compute the
percentage difference between the values obtained. Since our
emphasis in this paper is evaluating design choices, and since
we shall use processor throughput as the performance metric
(see Section 1V), we only consider the validity of the models
in determining processor throughput here. A comprehensive
comparison between the results of the models and simulation
for other metrics, such as read latency and bus utilization, is
carried out in [8].

Fig. 5 histograms the percentage difference between the val-
ues of the average multiprocessor thoughput obtained from the
trace-driven simulation and the CMVA analysis. Fig. 5(a) and
(b) each represent 2688 system configurations using circuit
switched and STP buses, respectively. In the histograms, a
negative difference indicates that the value obtained by the
CMVA models is less than the value obtained by simulation.
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Difference in processor throughput between the results of the CMVA models and trace-driven simulation. (a) Circuit switched bus. (b) STP bus.

Each step in the histogram represents a 2% difference.

Fig. 5(a) and (b) show that in about 80% of the 2688 cases
of a circuit switched bus and 60% of the 2688 cases of an
STP bus, the magnitude of the difference in multiprocessor
throughput obtained from the two techniques is less than 1%.
We can also see that in more than 92% of the cases the
magnitude is less than 3%, in less than 0.5% of the cases
the magnitude of the difference is greater than 5%, and all
the differences are within 8%. This is quite encouraging since
it establishes the accuracy of our CMVA models and allows
the evaluation of the design choices to be carried out using
the models.

IV. EVALUATION OF DESIGN CHOICES

Since our models are quite accurate over a wide range of
multiprocessor configurations as illustrated in the previous
section and in [8], and since their solution is 4-5 orders
of magnitude faster than trace-driven simulation, we use the
models for our evaluation of design choices. To provide inputs
to the models, we need to obtain values of M, Mc¢, Py, Py,
and P, from traces that are representative of the workload for
which we want to evaluate design choices. While the miss
ratio characteristics, i.e., M, of various cache organizations
are easily available from the literature for a wide variety of
workloads, the values of M., P, P, and P, are typically
not available.

We could use the traces of Section III-C which were used
to validate our models. However, while those traces were
adequate for model validation, we feel that they are not
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sufficiently representative of workloads for which we would
like to evaluate design tradeoffs, especially since they contain
no operating system activity. Moreover, to put our results in
perspective, we would like to use workloads that have been
used previously for uniprocessor cache studies. Therefore,
we use traces generated using the Address Tracing Using
Microcode (ATUM) technique [1].

In the ATUM technique, patches are made to the microcode
of the machine to generate addresses for all the memory
references made by the processor. These refercnces include
references made by the user programs as well as references
made by the operating system. The ATUM traces that we
use are gathered via microcode patches on a VAX 8200 by
Agarwal and Sites. These traces are distributed by DEC,
are considered to be the best public-domain traces for a
multiprogrammed, multiuser environment, and they have been
widely used in recent cache studies [2], [3], [12], [13], [24].
By passing the ATUM traces through a uniprocessor cache
simulator we obtain the values of M. M,.¢. P.. P,.. and ..

Keeping in mind that our goal is to evaluate the impact
of a particular design choice in the memory system on the
peak multiprocessor throughput that can be supported by the
memory system, we compute the maximum multi throughput
for the memory system configuration (cache, shared bus, and
main memory). This is done using the following procedure.
For each memory system configuration, we compute the total
multi throughput (which is the sum of the throughputs of each
processor in the multi) for an increasing number of processors.
The maximum multi throughput is the throughput at the point
beyond which the addition of more processors contributes less
than 1% to the total throughput of the multi, i.c., the throughput
when the bus is saturated. The exact number of processors in
the multi at the point at which the maximum multi throughput
is achieved varies with the parameters of thc memory system.

Unless mentioned otherwise, for all the system configura-
tions that we evaluate in the coming sections, we assume that
the bus is 32 bits wide with multiplexed address/data lines
and has a cycle time of 50 ns (or is a 20 MHz bus), the
processor CPU’s have a peak performance of 5 VAX MIPS
and all caches are write back. We would like to mention that
the results we present are not tied specifically to the processor
and bus speeds. We have obtained similar results for other
CPU and bus speeds but we do not present them in this paper
due to space considerations. In all our experiments, throughput
is measured in VAX MIPS since the traces that we use are
relevant only to VAXen.

A. Cache Performance Metrics and Uniprocessor Performance

Before we evaluate our design tradeoffs, we consider the
performance of several uniprocessor cache organizations using
the ATUM traces and traditional uniprocessor cache per-
formance metrics. This allows the design choices for the
multiprocessor memory system to be compared with equiv-
alent choices for a uniprocessor memory system.

The miss ratio (in percentage) is presented in Fig. 6(a) for
various cache sizes and block sizes (all caches are direct

mapped and write back). For bus traffic. we distinguish
between data only traffic [Fig. 6(b)] and data and address
traffic [Fig. 6(c)]. The data traffic includes only the actual
data transfer cycles whereas the address and data traffic also
includes the addressing overhead (the bus is 32 bits with
multiplexed address and data lines). The data traffic ratio (in
percentage) is the ratio of the traffic that appears on the bus
in the presence of a cache to the traffic that appears without
the cache. Thus, if the data traffic ratio is 400%, it means that
the traffic on the bus with the cache is 4 times as much as the
traffic without the cache. We will use the data of Fig. 6 shortly.

As mentioned ecarlier, the impact of the memory system
on processor performance is directly governed by (1). In a
uniprocessor, if we assume that T and T are independent
of the cache organization, the best cache organization is one
that minimizes the overall miss ratio. However, as mentioned
carlier, TL and T, are not independent of cache organization,
and to evaluate the impact of the entire memory system on
processor throughput, the impact of TE and T¢ must be
considered. This is illustrated in Figs. 7 and 8.

In Fig. 7, we plot the throughput of a uniprocessor (in
VAX MIPS) as a function of the main memory latency for
several cache sizes and main memory latencies. For all cases,
the cache is direct mapped. The trends to be observed from
Fig. 7 are somewhat obvious: 1) as the main memory latency
increases, 1<, increases and consequently the throughput of the
uniprocessor decreases and 2) the impact of the main memory
latency on processor throughput is sensitive to the cache block
size. As we shall see, in multiprocessors neither trend needs
to be as pronounced as in the case of uniprocessors, especially
with an STP bus. More on this in Section IV-B.

Fig. 8(a)—(d) plots the processor throughput for cache sizes
of 4K, 16K, 64K, and 256K bytes, respectively, each with
varying set associativity and block size. The main mem-
ory latency is kept fixed at 250 ns (5 cycles) in all cases.
To account for the impact of set associativity on processor
throughput, Tg of caches with set associativities of 2, 4,
and 8 is 10% greater than TX for a direct mapped cache
[12]. Two trends are obvious from Fig. 8. The first trend is
that as cache size increases, the block size that results in
the best uniprocessor throughput increases. Furthermore, the
throughput tends to “flatten” out, indicating that several block
sizes may give roughly the same performance. The second
trend to note is that as cache size increases, the need for set
associativity decreases. For larger caches, when the cycle time
advantages of direct mapped caches are taken into account,
direct mapped caches can actually provide better throughput
than set associative caches even though the set associative
caches may have a better miss ratio. Both trends apparent in
Fig. 8 are well known and have been described in detail in
the literature on uniprocessor caches [13], [26]. Our purpose
of presenting them here is again to show that neither trend
may occur for multiprocessor caches that we discuss in the
upcoming sections.

8Bus traffic includes traffic generated to service miss requests, as well as
write back and invalidation requests.
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Fig. 6. Cache performance metrics for the ATUM traces. (a) Miss ratio. (b) Bus traffic ratio (data only). (c) Bus traffic ratio (data and address).

B. Cache Block Size Choice

To evaluate the choice of a block size, we consider only
direct mapped caches (we consider other set associativities

in Section IV-C). Using our CMVA models, we calculate the
maximum multi throughput as the block size is varied, for
different cache sizes and main memory latencies. Fig. 9(a)—(d)
presents the maximum multi throughput (in VAX MIPS) with
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Fig. 7. Maximum uniprocessor throughput (in VAX MIPS) with varying main memory latency. (a) Cache size = 4K bytes. (b) Cache size = 16K bytes.

various cache sizes and main memory latencies for a circuit
switched bus and Fig. 10(a)—(d) presents the same for an

STP bus.

(c) Cache size = 64K bytes. (d) Cache size = 256K bytes.

From Fig. 9, we can make several observations about mem-

ory system design choices with a circuit switched bus. First,
larger block sizes tend to be favored as the cache size is
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increased. However, the trend towards larger block sizes is not
as strong as in the case of a uniprocessor (compare Fig. 9 with
Fig. 7). While the trend towards larger block sizes may seem

obvious, we point out that this conclusion can not be derived
from a simple consideration of the bus traffic and/or the miss
ratio cache metrics. From Fig. 6 we see that the miss ratio
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Fig. 9. Maximum multi throughput (in VAX MIPS) with a circuit switched bus. (a) Main memory latency = 150 ns. (b) Main memory latency = 250 ns.
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metric favors larger block sizes as cache size is increased but  not sufficient since the bus is held by the master until the entire
the bus traffic metrics still favor smaller block sizes. In a circuit  transaction is complete. A read transaction includes the main
switched bus, consideration of the bus traffic alone is clearly ~memory latency and therefore, the data traffic performance
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metric (which is influenced only by the cache organization and ~ choices, all factors that can influence performance must be
not by other parameters of the memory system) is not a good taken into account.
indicator of the bus utilization. To accurately evaluate design Second, the choice of the block size is also sensitive to the
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main memory latency in a circuit switched bus. When main
memory latency is high, larger block sizes tend to be favored
(Fig. 9), just as in the case of a uniprocessor (Fig. 7).

Third, the main memory latency has a significant impact on
the maximum performance that can be achieved. For example,
in going from a main memory latency of 150 ns to 450 ns
with a 256K byte cache, the maximum multi throughput, with
the best block size, decreases from about 100 MIPS to about
67 MIPS. This is becausc the communication protocol of a
circuit switched bus is such that the bus is not available for
use until the entire transaction is complete, and a large main
memory latency contributes significantly to the bus utilization.

For an STP bus (Fig. 10), the results are somewhat different.
First, larger block sizes seem to be favored as cache size
increases (up to a point), just as in the case of a circuit
switched bus. In an STP bus, the bus traffic (address plus data)
is an accurate indicator of the utilization of the bus. Therefore,
why might larger block sizes be favored with STP buses even
though smaller block sizes result in a lower bus utilization? To
understand this, we need to look at (1) as well as the shapes
of the miss ratio and the traffic ratio in Fig. 6.

The memory latency in (1), TP, includes both the prob-
ability of making a bus request (the miss ratio A7) as well
as the queueing delay that the request experiences (a part of
T<). While the queueing delay increases as the utilization of
the bus increases with a larger block size, M may decrease
sufficiently with the larger block size to offset the additional
queueing delay. That is, with a larger block size, the processor
may be able to achieve a higher throughput by carrying out
local (in cache) computation more often than with a smaller
block size, even though it experiences a bigger penalty for
nonlocal access. The opposing trends in miss ratio and bus
traffic (or bus utilization in case of an STP bus) in Fig. 6 lead
to a best block size that may not result in either the best miss
ratio or the best bus traffic.

Second, the choice of the block size that allows the best
maximum multi throughput seems to be insensitive to the
main memory latency. In fact, this is just one facet of a more
interesting phenomenon that the maximum multi throughput
appears quite insensitive to the main memory latency.

These seemingly counter-intuitive observations can be ex-
plained as follow. If we view a main memory reply in
response to an eariier memory read from a processor as part
of the bus access activity of the processor, increasing the
main memory latency has the same effect as increasing the
idling time between the two accesses (the bus read and
the subsequent main memory reply). The resulting smaller bus
access rate of each processor (due to the increased idling time)
reduces the bus utilization and hence the bus queueing delay.
Therefore, the cache miss latency, T, which includes the
main memory latency as well as the queueing delay, does not
increase to the same extent as the increase in the main memory
latency. Fig. 11 shows this effect. In the initial configuration
the main memory latency is 3 cycles (or 150 ns) and each
processor has a 64K byte cache. By connecting a sufficient
number of processors to the bus, the system saturates and
delivers its maximum throughput. Keeping the same number of
processors that saturate the bus with a main memory latency of

3 cycles, the increase of cache miss latency is plotted against
larger values of main memory latency. From Fig. 11 we can
see that, for example, when block size is 64 bytes, changing
main memory latency from 3 cycles to 15 cycles (750 ns)
increases the cache miss latency by only 2 cycles (100 ns); the
difference represents a decreasc in the queueing delay because
of the slightly slower bus access rate of each processor, and
the conscquent lower bus utilization.

The increase in miss latency, however reduced, still de-
creases the throughput of an individual processor. However,
since the bus utilization is also reduced, more processors can
be added to compensate for the loss of the performance of
the individual processors. This is illustrated in Fig. 12 which
shows the number of processors used to deliver the maximum
multi throughput for different main memory latencics. As
we can see, the number of processors that can be connected
together to achieve the maximum multi throughput increases
with the decrease in throughput of cach processor due to
the increase in main memory latency. Putting it together, the
maximum throughput of a multi with an STP bus seems to
be quite insensitive to the main memory latency, as evidenced
by the nearly identical graphs for varying memory latencies in
Fig. 10(a)—(d). Of course, if the number of processors in the
muiti were fixed, the throughput of the multi would decrease
as the memory latency was increased.

C. Cache Set Associativity Choice

We now consider the choice of the set associativity for the
cache in a multi. In Fig. 13(a)—(d), we present the maximum
multi throughput that can be supported by a memory system
using cache sizes of 4K, 16K, 64K, and 256K bytes, respec-
tively, with varying set associativities. For each cache size, we
consider a direct mapped, two-way, four-way, and eight-way
set associative organizations. Again the cycle time of a cache
with set associativity of 2, 4, or 8 is assumed to be 10% longer
than the cycle time of a direct mapped cache. The bus is an
STP bus and the main memory latency is 250 ns (5 cycles).

In Fig. 13 we can see that for all four cache sizes, the
maximum multi throughput increases at least 20% when two-
way set associative instead of direct mapped caches are
used, if these caches always choose the block sizes that
give the best performance. For example, when cache sizes
are 256K bytes and block sizes are 16 bytes, the maximum
multi throughput increases from 128 MIPS with direct mapped
caches to 156 MIPS with two-way set associative caches,
an improvement of 22%. These data suggest that two-way
or four-way set associativity may be warranted in a multi
even when the cache size is quite large (256K bytes). This is
unlike uniprocessor caches where the need for set associativity
diminishes significantly as the cache size increases [12],
[13], [24].

The reason why a larger associativity is favored for the
multiprocessor caches is due to the fact that caches with
a larger associativity lower the miss ratio as well as the
per-processor utilization of the shared bus. The lower bus
utilization results in a lower queueing delay and consequently
a lower overall TS . Therefore, the product M x TS might

m

decrease sufficiently to offset the increase in T2, resulting in
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a lower T This is in contrast to a uniprocessor in which TS  of M alone may not be sufficient to offset the increase in
is independent of the cache set associativity, and a decrese TE due to the increased cache set associativity. Furthermore,
in the value of M x TS due to a decrese in the value the lower per-processor bus utilization with an increased set
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associativity allows more processors to be connected together,
and to improve the multiprocessor throughput, even though the
throughput of each processor might suffer. Therefore, keeping
in mind that caches in multiprocessors serve to reduce memory
latency as well as to increase system throughput (by reducing
the demand for the shared bus) whereas the main purpose
of a cache in a uniprocessor is to reduce memory latency
and to improve uniprocessor throughput, we see that a larger
set associativity may be warranted in a multiprocessor even
though it may not be warranted in a uniprocessor with similar
memory system parameters.

Also observe that set associativity has little effect on the
choice of the best block size. This reinforces our results of
Section [V-B on block size choice that were derived for direct
mapped caches.

D. Bus Choice

From the results presented in Figs. 9 and 10, it is clear
that an STP bus can provide much better maximum system
performance than a circuit switched bus, especially when the
main memory latency is large. Furthermore, an STP bus is
able to sustain maximum system performance for a wide range
of main memory latencies. However, for low main memory
latencies, circuit switched buses can compete in performance
with STP buses.

Finally, we consider the bus width choice. Fig. 14 shows
the performance impact of increasing the bus width. In all
cases the main memory latency is 250 ns and an STP bus
is used. For both 64K and 256K bytes caches, doubling the
bus width from 4 bytes to 8 bytes increases the maximum
multi throughput by about 50% (at a block size of 16 bytes).
Each further doubling of the bus width improves performance
less (about 30%). A wider bus decreases the block transfer
time and consequently the bus utilization and the queueing
delay. The reduced queueing delay and bus transfer time
improve the read latency and the throughput of an individual
processor; the reduced bus utilization allows more processors
to be added to the system. Increasing the bus width appears to
be an effective way of improving system performance, but has
diminishing returns. It warrants investigation when a system is
being designed, just as any other memory system parameter.

While our results on bus choice are not unexpected, we
reiterate the need to include all components of the memory
system in evaluating any design choices and determining
the magnitude of the maximum system processing power.
Furthermore, our analytical models allow one to determine
quantitatively the magnitude of performance difference be-
tween arbitrary design choices in the memory system.

V. SUMMARY AND CONCLUDING REMARKS

We have considered the evaluation of design choices for
shared bus multiprocessors (multis) operating in a multiuser,
throughput-oriented environment. We developed “customized”
mean value analysis (CMVA) models for evaluating multis and
compared the values of processor throughput obtained from
the models with the values obtained from actual trace-driven
simulation for 5376 system configurations. Our results indicate

that the CMVA models can predict the processor throughput
with an error of less than 3% in about 90% of the cases and
with an error of less than 5% in almost all cases (99%). This
is done with computational requirements that are typically
about five orders of magnitude less than that of trace-driven
simulation. Therefore, we believe that the CMVA models
are a very useful tool in exploring the design space and in
evaluating design choices in bus-based, throughput-oriented
multiprocessors.

Using our CMVA models and processor memory reference
characteristics derived from the widely-used ATUM traces,
we evaluated some design choices in the memory system of
a multi. We found that a simple consideration of traditional
performance metrics (such as miss ratio and bus traffic),
independent of the parameters of the shared bus and the main
memory, is likely to result in erroneous conclusions. With a
circuit switched bus, it is especially important to consider all
components of the memory system, including main memory
latency. With a split transaction, pipelined (STP) bus, main
memory latency is less crucial to maximum multi throughput,
but the best block size is neither the one that results in
the lowest cache miss ratio nor the one that results in the
lowest bus traffic. Also, an STP bus is preferable to a circuit
switched bus if the system performance is to be maximized.
The performance of an STP bus can be further improved, with
diminishing returns, by increasing the bus width.

We also considered the need for set associativity in
the caches. Although the importance of set associativity
in uniprocessor caches diminishes when the cache size
is as large as 256K bytes, we find that set associativity
is desirable in multiprocessors even with such large
caches. This is because the additional set associativity
reduces the per-processor bus bandwidth demand and allows
more processors to be connected together in the multi,
thereby increasing the maximum multiprocessor through-
put.

Our evaluation of design choices is specific to the traces that
we use and while we caution the reader against interpreting
our results as true in general, we encourage the reader to
use mean value analysis models similar to the ones we have
considered, customize them to their particular environment,
drive them with program characteristics particular to their
environment, and use the models to evaluate their design
choices.

APPENDIX
THE CMVA MODEL FOR AN STP Bus

We use the following additional notation for an STP bus:

Input Parameters

e T,, is the main memory latency.

* T,, is the bus access time of a read request, excluding
the bus arbitration time.

* Ty, is the bus access time of a block transfer either for a
cache write back or a main memory reply, excluding the
bus arbitration time.

Qutput Parameters

* W, is the mean bus waiting time of a read or an
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Fig. 13. Maximum multi throughput (in VAX MIPS) with varying cache set associativity. (a) Cache size = 4K bytes. (b) Cache size = 16K bytes. (c) Cache
size = 64K bytes. (d) Cache size = 256K bytes.

the bus arbitration time.
» T, is the bus access time of a write back or a main
memory reply, including the bus arbitration time.

invalidation request.
e W, is the mean bus waiting time of a main memory reply.
« T, is the bus access time of a read operation, including
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14. Maximum multi throughput (in VAX MIPS) for an STP bus with varying bus width. (a) Cache size = 64K bytes. (b) Cache size = 256K bytes.

Fig.

U, denotes the partial utilization of the bus by the read
requests from one cache.

U, denotes the partial utilization of the bus by the main
memory replies to one cache.

U, denotes the partial utilization of the bus by the reads,
invalidations from, and the main memory replies to onc
cache.

Qq denotes the mean number of read requests from the
same cache in the bus.

@, denotes the mean number of main memory replies to
the same cache in the bus.

B, (B..B,) is the probability that the bus is busy
servicing a read (invalidation, write back) request from a
particular cache, when a new read, invalidation, or main
memory reply arrives.

B, is the probability that the bus is busy servicing a
main memory reply to a particular cache, when a new
read, invalidation, or main memory reply arrives.

Re? is the residual transfer time of a read request when
the request is serviced by the bus and a new read,
invalidation, or main memory reply arrives.

Re? is the residual transfer time of a main memory reply
when the memory reply is serviced by the bus and a new
read, invalidation, or main memory reply arrives.

K¢ (K. Kj.l) is the mean bus waiting time of a read re-
quest, an invalidation from, or a main memory reply, due
to the read (invalidation, main memory reply) requests
already in the bus.

K\ is the mean bus waiting time of a read request or an

invalidation, due to the writes back already in the bus.
« K} is the mean bus waiting time for a main memory
reply, due to the writes back already in the bus.
« K is the mean bus waiting time of a write back request,
due to the main memory replies already in the bus.
Response Time Equations: The response time equations of
the CMVA model for an STP bus can be derived in a way
similar to that for a circuit switched bus.

R="T.+ Rs, + Rs,
Rs, =P (W + T, + T + Wa+ Ty)
Rs, = Po(Wy + T0)

where

NU -U, 1—- NU
Tr =|1—-——— a Tro = T Ta Tro:
: ( 1—U,.>XT+‘ -, et

x=q.u.d

(N-1)U 1-NU
T,=|1-——— T o= —— X Ty + Ty
u: < 1-U X u+Zi 1-U X + 14

Waiting Time Equations: The waiting time equations for an
STP bus are more complicated than those for a circuit switched
bus because there are four kinds of requests in the system: a
cache can generate read, write, and invalidation requests, and
the main memory can generate replies in response to read
requests. An arriving request can see all four kinds of requests
in the bus queue, hence its average waiting time consists of
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four components.
Wy, = K+ K + Ki + K,
K =(N- 1)((@1 — BI) x Ty + By x Re’); r=q,v,d
K% = N((Q, — Bw) X Tw + By, x Re")
Wy=Ki+ K+ K!+ K

Ky = (N -1)((Q, — Bw) x Tuw + By x Re")

W, = Ki, + K + K, + K

Kza; = (N - l)asz

r=gq,d,v,w.

The multiplication factor for K3, is N and for Ky is
(N — 1) because an arriving read or invalidation request
may see a write back request from the same cache in the
bus, whereas a main memory reply destined for a particular
cache will never see a write back from the same cache on
the bus. The equations for the residual service time of the
request that is currently being serviced, when a new read or
invalidation request from some cache, or a reply from main
memory arrives, are

z=q,v,d,w.

The remaining equations are

U]) . , —
Ba:—'mv Jf—fIW»daw
— P.(Wy, + T,

Qq — ( QR q)
= P (Wep+T,
3, - B0t T
— P (Wi+1Ty)
QU=""F
— P.P,(Wy + Tw)
Qu= ="
P.T,
U, = }31 5 z= qu
P,T,
U= =%
P.P,T,
V="

rT viy
Urqu+Ud+Uu:P( q+11—‘;)+PT

U=U,+Us+Uy,+U,
Pr(Tq+Td)+PvTv+PerTw
R .
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