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AUGMENTING FRAME-BASED VISION WITH TEMPORAL
CONTEXT

Matthew Dutson

Under the supervision of Professor Mohit Gupta
At the University of Wisconsin-Madison

An evolving scene can be represented as a series of instantaneous snapshots,
i.e., frames. In fact, this is often the most natural representation, as it cor-
responds directly to the manner in which images are captured by a sensor.
Many vision systems operate in a frame-based manner, processing each time
slice independently. For example, an object detection model might be applied
to each frame of a video to produce a series of predictions. There are some
practical benefits to frame-based processing—for example, training a single-
image model requires fewer computational resources than training a video

model.

However, frame-based processing also has several drawbacks. First is band-
width: transmitting a series of independent frames ignores temporal redun-
dancy, limiting opportunities for compression. Although this problem has
been explored extensively in prior work, existing compression methods fail
under high-speed conditions, where bandwidth is especially critical. The
second problem is compute cost. Temporal redundancy also implies repeti-
tive, unnecessary computation—e.g., recomputing features for a static image
region. Third and finally, frame-by-frame processing can lead to temporal
consistency, and limit a vision system’s robustness against intermittent image

corruptions.

In this thesis, we mitigate these drawbacks by augmenting frame-based ap-
proaches with recent temporal context. This allows us to avoid redundant
bandwidth and compute, and to improve the temporal coherence of the vision
system. We emphasize compatibility with existing frame-based architectures,
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retaining the advantages of frame-based vision (e.g., ease of training) while

leveraging the information present in recent context.

Mohit Gupta
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Abstract

An evolving scene can be represented as a series of instantaneous snapshots,
i.e., frames. In fact, this is often the most natural representation, as it cor-
responds directly to the manner in which images are captured by a sensor.
Many vision systems operate in a frame-based manner, processing each time
slice independently. For example, an object detection model might be applied
to each frame of a video to produce a series of predictions. There are some
practical benefits to frame-based processing—for example, training a single-
image model requires fewer computational resources than training a video

model.

However, frame-based processing also has several drawbacks. First is band-
width: transmitting a series of independent frames ignores temporal redun-
dancy, limiting opportunities for compression. Although this problem has
been explored extensively in prior work, existing compression methods fail
under high-speed conditions, where bandwidth is especially critical. The
second problem is compute cost. Temporal redundancy also implies repeti-
tive, unnecessary computation—e.g., recomputing features for a static image
region. Third and finally, frame-by-frame processing can lead to temporal
consistency, and limit a vision system’s robustness against intermittent image

corruptions.

In this thesis, we mitigate these drawbacks by augmenting frame-based ap-
proaches with recent temporal context. This allows us to avoid redundant
bandwidth and compute, and to improve the temporal coherence of the vision
system. We emphasize compatibility with existing frame-based architectures,
retaining the advantages of frame-based vision (e.g., ease of training) while

leveraging the information present in recent context.



1 Introduction

1.1 Frame-Based Vision

In the days of analog cameras (not too far past), video was stored as a sequence
of still frames. At the time, this was impossible to avoid. The camera optics
directly mapped incoming rays onto the physical layout of the film; “image

processing” occurred in the realm of lenses and photons.

The advent of digital photography opened a new world of possibilities. Digital
capture allows us to represent video not as molecules arranged on a sheet of
paper, but as an easily-manipulable data stream. This paradigm shift enabled
innovations including modern video codecs, which achieve remarkable com-
pression ratios in part through temporal modeling. A video is not stored as a
sequence of independent time slices, but rather as a series of evolutions from
an initial state.

Despite these changes, the frame-oriented perspective continues to inform
the way we design algorithms and systems. For example, visual perception
systems (e.g., for object detection or image segmentation), are commonly

trained and deployed for frame-by-frame operation.

The continued prevalence of this mindset is not just a historical artifact. Com-
pared to video, single-frame data is available at greater scale and variety,

supporting the training of more accurate and robust perception models. In a



similar vein, training a single-image model is less computationally burden-
some than training a video model; the cost of time-domain training generally
scales with the size of the temporal window. Finally, frame-based models offer
greater flexibility than video-centric models, supporting both single-image

operation and frame-by-frame video processing.

The question is, can we leverage temporal reasoning to improve the perfor-
mance of vision systems, while retaining the aforementioned advantages
of frame-based processing? In this work, we consider three candidates for

improvement: bandwidth, compute, and stability.

Bandwidth. Of these threads, bandwidth is the arguably the most well-
explored. Sequential video frames are highly redundant; this redundancy is a
prime candidate for compression. By detecting repetition and not re-encoding
repeated patterns, video codecs can compress orders of magnitude beyond
single-image methods. Compared to image codecs, which only account for
spatial structure, video codecs consider both spatial and temporal context.

If existing methods are so mature and effective, what is left for us to do? The
cracks begin to show at high capture rates, such as those obtainable using
emerging image sensors (Chapter 2). At these speeds, we run up against
fundamental photon noise, which causes the heuristics employed by con-
ventional codecs to break down. In effect, this reduces the codec’s ability to
recognize temporal redundancy and makes compression much less effective.
Further, encoding video with conventional methods is relatively expensive;
at high speeds, the encoder may not be able to keep up with the torrent of
incoming data.

Our goal in Chapter 2 is to develop novel compression mechanisms that are
noise-tolerant, lightweight, and retain relevant high-speed information.

Compute. In the same way that temporal redundancy leads to increased
bandwidth, it can also lead to unnecessary computation. In the case of (widely-



deployed) single-frame neural networks, this means re-computing deep fea-
tures for parts of the scene that have changed very little. This waste is amplified
at high frame rates. At higher frame rates, amount of visual information and
scene content change does increase, but the computational cost scales lin-
early with frame rate. In Chapters 3 and 4, we propose methods for making
existing neural network models “redundancy aware,” so that the amount
of computation scales with the amount of scene change, not the number of

frames.

Stability and robustness. Finally, in Chapter 5, we consider how we might
use temporal context to improve the quality of model predictions. This takes
the form of two closely related objectives: stability and robustness. By stability,
mean the consistency of the model’s predictions over time. Robustness refers
to the model’s accuracy when the inputs are influenced by some corruption,
for example, adverse weather or noise. Frame-by-frame models lack temporal
context—therefore, when they inevitably make errors, those errors will tend
to be incoherent over time, producing outputs with jarring flickering artifacts.
In this situation, considering recent temporal context can greatly improve the
stability of the outputs. Likewise, in cases where the input is affected by a
time-varying image corruption, we can produce more accurate predictions by
combining information from recent frames.

Overview. In the broadest terms, our objective is this: to improve the per-
formance of imaging systems by adding temporal context, without entirely
abandoning the abstraction of frames. Especially for post-capture processing,
where single-frame neural network models are prevalent, there are good rea-
sons to start with frames—convenience, data availability, and compute costs,
to name a few. Rather than replacing these models with entirely new architec-
tures, we propose methods that lift frame-based vision into the video domain.
Specifically, we find ways to inject lightweight logic that accounts for tempo-
ral dynamics and changes. In many cases, these modifications do not even
require re-training the existing network. Our hope is that these approaches



can serve as a general toolbox for practitioners deploying vision systems in
challenging scenarios where bandwidth and compute may be limited, and
where inputs may be noisy or otherwise unreliable.

In the remainder of this chapter, we continue our exploration of these three
threads, before diving into technical details in subsequent chapters.

1.2 Bandwidth

Conventional video pipelines, combining CMOS sensors and compression
algorithms such as h264, perform strongly in ordinary conditions with typical
motion speeds. However, these components exhibit failures in more challeng-
ing high-speed conditions. CMOS sensors are subject to read noise—a noise
penalty paid each time a frame is recorded. As we increase the frame rate,

this read noise can overwhelm the underlying signal.

We consider an emerging type of image sensor, the SPAD (single-photon
avalanche diode), that is not subject to read noise and thus can faithfully
capture scenes at very high frame rates. SPADs record the arrival of individual
photons; each pixel in a SPAD frame has a binary value, with value of 1 indicat-
ing that a photon was observed during the frame. Due to the random nature
of photon arrivals, individual SPAD frames are extremely noisy. However, a
sequence of SPAD frames provides a complete picture of a scene’s evolution
over time.

Due to their high frame rates, the raw output of a SPAD requires significant
bandwidth and storage. Therefore, a key practical challenge in unlocking the
power of these sensors is compression. Intuitively, we would expect high-speed
data to be more compressible along the time axis. Most scene content is either
static or changes relatively slowly—we would like to compress (average) this

content while preserving precise measurements of high-speed phenomena.



Our first thought might be to apply a mainstream video compression algorithm.
However, there are two problems with this idea. First, conventional codecs
are ineffective at detecting redundancy under heavy noise (like that found in
SPAD frames). This negates many of the compression gains we see on typical,
less-challenging video. Second, these methods have a relatively high compute
cost. Because this cost scales with the number of frames we are compressing,
it would be impractical to run these codecs at the frame rate of a SPAD.

To tackle these challenges, we turn to event-based sensing. Instead of measur-
ing scene intensity at regular intervals, event cameras on transmit information
when a change has been detected. This behavior allows them to preserve
high time resolution without exorbitant bandwidth costs. Event detection is
lightweight and can be computed near-sensor, and can be tuned for robustness

against noise.

Despite commercial availability, existing event cameras have failed to gain
widespread adoption. We believe this is due to a key technical limitation:
current event cameras are not capable of capturing “normal” (i.e., intensity)
images. Because they only transmit information when a change is detected,
static and background objects are effectively invisible. Modifying event cam-
eras to enable intensity reconstruction is non-trivial, due to the analog nature
of the event-detection circuitry.

This is where single-photon sensors (SPADs) come to the rescue. SPADs pro-
vide digital access to high-speed photon arrivals. This digital representation
is inherently flexible—harkening back to the revolution in image representa-
tions enabled by the advent of digital photography. This flexibility enables us
to define a new space of generalized event cameras.

In Chapter 2, we describe the space of generalized event cameras and propose
several concrete designs. Our methods compress raw single-photon data
by 2-3 orders of magnitude, while producing high-quality intensity images
and faithfully capturing high-speed phenomena. As an additional benefit,



by compressing out noise, our approach makes single-photon data more
easily digestible by downstream restoration and processing models. And
unlike conventional codecs, generalized events are lightweight enough to be
computed at high speed near (or in) the image sensor.

1.3 Compute

The idea of event-based vision naturally extends to downstream processing
models. In this case, our goal is not to reduce bandwidth, but rather to
reduce compute cost. There is a clear biological motivation here; mainstream
deep neural networks update neuron activations in lockstep. In the context of
frame-based video processing, this means the network activations and outputs
are recomputed from scratch on each frame. This approach stands in stark
contrast to biological neural networks, where neurons act as independent
processing nodes, and send messages asynchronously to each other via “spikes”
(synaptic transmissions). This sparse, as-needed processing is one of the
reasons the brain is so energy efficient.

This thinking is the driver behind an existing body of work on spiking neural
networks (SNNs). Neurons in an SNN emulate biological neurons by trans-
mitting one-bit spikes. Information is encoded in the timing and frequency of
spikes.

We were initially drawn to this idea, especially given the conceptual similari-
ties between one-bit neuron spikes and one-bit SPAD photon detections. In
fact, we published a paper that sought to improve the practicality and real-
world efficiency of SNNs. However, we eventually abandoned this thread, for
three reasons.

First, realizing efficiency gains with an SNN requires specialized compute
hardware supporting asynchronous spiking updates. This hardware is com-
peting with mature parallel architectures (GPUs and TPUs), and it is not at



all clear that it will ever outperform the alternatives in real terms (watts or

milliseconds per frame).

Second, training SNNs presents a significant challenge. Binary spikes are
not differentiable, so approximations and workarounds are required. In gen-
eral, the best we can hope is to match the performance of conventional neu-
ral networks (ANNs). Clearly, complex learning is possible in spike-driven
networks—biological brains demonstrate this. However, the underlying mech-
anisms are likely far more sophisticated than current SNN training approaches.
After all, a real biological neuron is not a mathematical abstraction (a lin-
ear function composed with a nonlinearity), but rather an intricate micro-
machine containing ~billions of functional units (proteins).

Third and finally, it is not clear to us that there is anything special about
“spiking,” in the same way that “wing flapping” is not integral to flying. Many
of the most accurate SNN models (including our work) encode floating-point
activations as a mean firing rate. Accurately representing the activation gen-
erally requires sending far more bits over the synapse than transmitting the
underlying floating-point value.

These failings aside, the core insight underlying SNNs—that sparse, as-needed
computation can lead to improved efficiency—still holds water. Our goal is
then to turn this insight into a practical method. Notably, we would like
networks that are compatible with mainstream machine learning processes
(making them less likely to be left behind as the field advances). This means
not using a bespoke training algorithm, and retaining compatibility with
general-purpose hardware (i.e., floating-point arithmetic).

In Chapters 3 and 4, we address this challenge by presenting novel event-based
processing methods for convolutional networks (Chapter 3) and vision Trans-
formers (Chapter 4). We refer to these methods broadly as event networks.
As the name implies, these models have many similarities with the event
cameras described in Section 1.2. Event networks skip temporally redun-



dant computation, analogous to the way that event cameras skip redundant

communication.

An event network applies event detection across its depth, creating event neu-
rons at each layer. This design is necessary because temporal redundancy
can occur at various levels of visual complexity. Early layers can detect re-
dundancy in low-level structures (e.g., pixel values or simple texture). Later
layers, which operate in a higher-level space, can detect repetition in more
complex patterns.

Frame-based networks update masses of neurons in lockstep. An event net-
work is a “network” in perhaps a truer sense—event neurons can be viewed
as independent nodes that transmit asynchronous messages to one another.
When a neuron detects that its activation has changed, it sends a message
(event) to its synaptic neighbors, triggering cascading downstream updates.

Our event-based approach is applied on top of an existing frame-based net-
work. It does not require any changes to the original network’s weights or
representation, and makes minimal assumptions about the network architec-
ture. In this way, we ensure broad compatibility with mainstream machine
learning approaches, and increase the likelihood that our methods will remain
relevant through future innovations in the space.

Our methods can yield significant computation savings (approximately an
order of magnitude), while generally preserving the accuracy of the original
network. Further, event networks have the intriguing properties of adaptivity
and controllability. They are adaptive because the compute cost for each frame
varies according to the scene dynamics. When there is more change (less re-
dundancy), more computation is required, and vice versa. Event networks are
controllable because the compute cost can be configured at runtime, through
relatively simple parameter adjustments (e.g., by changing the event-firing
threshold).



However, there are still some unanswered questions here, primarily surround-
ing real hardware speedups. Although event networks are far more compatible
with conventional hardware than SNNss, there is still a gap between predicted
speedups (reduction in operation counts) and real time savings. Real runtime
depends on a multitude of factors—hardware sparsity support, cache sizes,
and memory access patterns—to name a few. A key question influencing the
long-term practicality of event networks is whether hardware manufacturers
will continue to optimize for monolithic operations (matrix multiplications),

or whether they will turn to more flexible, sparsity-aware design patterns.

1.4 Stability and Robustness

Converting a model to an event network has an unexpected side-effect: in
many cases, it increases the temporal stability of the predictions. For example,
in our experiments with pose estimation (Section 3.5.1), we observed less
frame-to-frame jittering in the predicted joint positions. Event truncation can
be seen as a type of temporal smoothing, where small variations around a

constant value are ignored.

This result points to additional drawbacks of frame-by-frame processing: tem-
poral inconsistency. If our models were error-free, then temporal inconsis-
tency would not be a concern—predictions would exactly match the true
world dynamics. However, current models are far from perfect. Under frame-
wise processing, there is nothing keeping model errors from varying wildly
between frames, with small variations in the inputs leading to disproportion-
ate changes in the outputs. Although the individual predictions may be mostly
correct, the dynamics of those predictions are often completely unrealistic.

Temporal incoherence is a clear problem in applications where model outputs
are intended for human consumption. Human vision is highly sensitive to

change and motion—introducing motion where it is not expected can be very
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perceptually jarring.

For example, consider the task of denoising, where a noisy (e.g., low-light)
image is used to infer a high-quality image. This is an ill-posed problem,
meaning the best a denoising model can do is make an “educated guess” as to
the correct image. If we naively apply a single-frame denoising model to a
video, the model will not necessarily make consistent guesses between frames.
The resulting output video will have noticeable flickering artifacts, including
in regions with little to no motion (background). These artifacts significantly
reduce the perceived quality of the video, even if the single-image predictions
are generally correct.

Temporal stability is closely related to the property of robustness under time-
varying image corruptions (robustness here equates to accurate predictions
under corruptions). Consider, for example, a segmentation model operating
under adverse weather conditions. Rain or snow occlude portions of the scene,
making accurate predictions more challenging. However, this occlusion is
transient—if we consider a few recent frames, we are likely to find an occlusion-
free version of the same image patch. By the same token, we can improve
performance under noise by considering more “samples” (frames) from recent

history.

A key conceptual question here is whether we can improve stability without
harming accuracy. After all, our eventual goal is a perfectly accurate model;
altering such a model for improved stability would constitute “over-smoothing
reality.” As part of our work in Chapter 5, we propose an objective function
that does not disturb correct (“oracle”) predictions, thereby ensuring the
desired behavior in the limiting case of a perfect model. We also discover
a failure mode, which we refer to as “collapse,” where an overly-aggressive
smoothing objective causes a model to repeat its initial predictions indefinitely,
regardless of its input. We use these theoretical findings to develop practical
guidelines for developing stabilization methods.
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Now that we have laid out our objective, we come to the question of imple-
mentation. Our goal is to take any off-the-shelf frame model, and inject it
with some additional logic to improve its temporal consistency and robustness.
Event networks are in fact a good starting point—they are compatible with
existing models, and already show signs of improving temporal consistency.
However, here we can consider designs beyond those based on change trun-
cation. In doing so, we can unlock new benefits such as differentiability in

time, allowing us to train our stabilization mechanisms if desired.

Many stabilizer implementations would be compatible with our overall design
goals. We propose a particular family of designs based on an exponential
smoothing mechanism. The stabilized activation is a weighted combination
of the current unstabilized activation and previous stabilized activations. This
mechanism has several advantages: it does not disturb the original feature
representation, has low memory overhead, and is straightforward to train.

We then introduce a controller network, which dynamically predicts the
degree of smoothing (the exponential weighting) for each activation value.
We provide the controller with the current and previous input frames, which
allows it to adjust the stabilization depending on the scene content and amount
of motion. For example, the controller can apply less-aggressive smoothing
along a moving edge in order to prevent motion blur.

By adding controlled stabilizers and training them using our proposed ob-
jective function, we achieve significant improvements in temporal stability
and robustness. These improvements come without an accuracy cost—in
fact, we see significant improvements in accuracy for many tasks. Unsurpris-
ingly, these accuracy gains are most pronounced in tasks like denoising where
temporal context contains information directly relevant to predictions.

In summary, we show that by injecting temporal context into a frame-based
model, we can make predictions better (more accurate), more stable, and more

reliable. We achieve this while retaining broad compatibility with existing
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single-image models. In this way, we retain the advantages of the frame-based
approach, including more readily-available training data, a greater selection
of models, and less resource-intensive training and inference.

1.5 Recap

Frame-centric approaches are still prevalent in deployed vision systems. How-
ever, emerging technologies, including single-photon cameras and large neu-
ral networks, push frame-based methods to their limits—inspiring us to de-
velop new strategies.

On the sensing side (Chapter 2) we consider emerging single-photon sensors,
which provide highly noisy data at extreme frame rates. Representing this
data in its raw form is completely impractical, quickly surpassing the limits
of downstream memory and storage. Instead, we propose a family of event-
based codecs that leverage temporal context to reduce bandwidth. Unlike
conventional codes, our methods are lightweight and noise-tolerant, providing
significant compression while producing high-quality images.

On the processing side, we leverage temporal context to achieve both com-
putation savings (Chapter 3 and 4) and improved stability and robustness
(Chapter 5). A major theme in these works is injecting recurrences into ex-
isting single-frame models to impart a desired property. By injecting these
recurrences at all depths of the network, we enable reasoning in both the
low-level input space and the abstract feature space. Because we are not
proposing a specific architecture but rather a family of techniques, our meth-
ods have the potential for broad impact and continued relevance through
future architectural advancements.

In the following chapters, we provide the complete details of our methods and
experiments demonstrating their effectiveness. In the last chapter (Chapter 6),
we provide some final discussion and directions for future work.
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2 Bandwidth: Generalized
Event Cameras

In Chapters 3 and 4, we leveraged repetition between frames to reduce com-
putational costs. In this chapter, we explore another potential benefit of
redundancy-aware vision: data compression. This idea has been explored
extensively in the context of mainstream video codecs (e.g., h264), which
achieve impressive compression ratios on video from conventional cameras.
However, data from emerging single-photon sensors presents unique chal-
lenges: it is computationally infeasible to run conventional codecs at high
single-photon frame rates, and the extreme noise in individual frames makes
codec heuristics less effective.

We explore an alternative compression approach based on event-based sensing.
Existing event cameras capture the world at high time resolution and with
minimal bandwidth requirements. However, their event streams, which only
encode changes in brightness, do not contain sufficient scene information to
support a wide variety of downstream tasks. In this chapter, we design gener-
alized event cameras that preserve scene intensity in a bandwidth-efficient
manner. We generalize event cameras in terms of when an event is generated
and what information is transmitted. Single-photon sensors, by providing
digital access to individual photon detections, give us the flexibility to realize
arich space of generalized event cameras.
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Our single-photon event cameras are capable of high-speed, high-fidelity
imaging at low readout rates. Consequently, they can support plug-and-play
downstream inference, without capturing new event datasets or designing
specialized event-vision models. As a practical implication, our designs, which
involve lightweight and near-sensor-compatible computations, provide a way

to use single-photon sensors without exorbitant bandwidth costs.

2.1 Introduction

Event cameras [135, 181, 13] sense the world at high speeds, providing visual
information with minimal bandwidth and power. They achieve this by trans-
mitting only changes in scene brightness, when significant “events” occur.
However, there is a cost. Raw event data, a sparse stream of binary values, does
not hold sufficient information to be used directly with mainstream vision
algorithms. Therefore, while event cameras have been successful at certain
tasks (e.g., object tracking [61, 127], obstacle avoidance [77, 16, 199], and
high-speed odometry [31, 276, 81]), they are not widely deployed as general-
purpose vision sensors, and often need to be supplemented with conventional
cameras [61, 81, 60]. These limitations are holding back this otherwise pow-
erful technology.

Is it possible to realize the promise of event cameras, i.e., high temporal reso-
lution at low bandwidth, while preserving rich scene intensity information?
To realize these seemingly conflicting goals, we propose a novel family of gen-
eralized event cameras. We conceptualize a space of event cameras along two
key axes (Figure 2.1 (top)): (a) “when to transmit information,” formalized
as a change detection procedure A; and (b) “what information to transmit,”
characterized by an integrator X that encodes incident flux. Existing event
cameras represent one operating point in this (£, A) space. Our key observa-
tion is that by exploring this space and considering new (X, A) combinations,
we can design event cameras that preserve scene intensity. We propose more
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Conventional event camera

Integrator Change detector Sensor output Intensity imaging

Low-pass filtered Threshold-based detector Stream of E2VID+, 1000 FPS
brightness Analog comparator change polarites 20 FPS bitrate

Generalized event camera

Integrator

Motion adaptive, Spatiotemporal support Stream of 3025 FPS
spatial, coded Noise-aware thresholding integrator values 30 FPS bitrate

Plug-and-play event vision

B
=
Tennis shot Tracking at 0.3 lux  Night detection =~ High-speed OCR Segmentation
Reconstruction CoTracker DETR Tesseract Segment Anything

Figure 2.1: Generalized event cameras. (top) Event cameras generate
outputs in response to abrupt changes in scene intensity. We describe this
as a combination of a low-pass integrator and a threshold-based change de-
tector. (middle) We generalize the space of event cameras by designing
integrators that capture rich intensity information, and more reliable change
detectors that utilize larger spatiotemporal contexts and noise-aware thresh-
olding (Sections 2.4.1, 2.4.2, and 2.4.3). Unlike existing events, our generalized
event streams inherently preserve scene intensity, e.g., this ping-pong ball
slingshotted against a brick wall backdrop. (bottom) Generalized event cam-
eras enable high-fidelity bandwidth-efficient imaging: providing 3025 FPS
reconstructions with a readout equivalent to a 30 FPS camera. Consequently,
generalized events facilitate plug-and-play inference on a multitude of tasks
in challenging scenarios (insets depict the extent of motion over 30 ms).
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general integrators, e.g., that represent flux according to motion levels, that
span spatial patches, or that employ temporal coding (Figure 2.1 (middle)).
We also introduce robust change detectors that better distinguish motion from
noise, by considering increased spatiotemporal contexts and modeling noise

in the sensor measurements.

Despite their conceptual appeal, physically implementing generalized event
cameras is a challenge. This is because the requisite computations must be
performed at the sensor to achieve the desired bandwidth reductions. For
example, existing event cameras perform simple integration and thresholding
operations via analog in-pixel circuitry. However, more general (£, A) combi-
nations are not always amenable to analog implementations; even feasible
designs might require years of hardware iteration and production scaling. To
build physical realizations of generalized event cameras, we leverage an emerg-
ing sensor technology: single-photon avalanche diodes (SPADs) that provide
digital access to photon detections at extremely high frame rates (~100 kHz).
This allows us to compose arbitrary software-level signal transformations, such
as those required by generalized event cameras. Further, we are not locked to
a particular event camera design and can realize multiple configurations with

the same sensor.

Implications: extreme, bandwidth-efficient vision. Generalized event
cameras support high-speed, high-quality image reconstruction, but at low
bandwidths quintessential of current event cameras. For example, Figure 2.1 (mid-
dle, bottom) shows reconstructions at 3025 FPS that have an effective readout
of a 30 FPS frame-based camera. Further, our methods have strong low-
light performance due to the SPAD’s single-photon sensitivity. As we show
in Figure 2.1 (bottom), preserving scene intensity facilitates plug-and-play
inference in challenging scenarios, with state-of-the-art vision algorithms.
Critically, this does not require retraining vision models or curating dedicated
datasets, which is a significant challenge for unconventional imagers. This

plug-and-play capability is vital to realizing universal event vision that retains
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the benefits of current event cameras.

Scope. We consider full-stack event perception: we conceptualize a novel
space of event cameras, provide relevant single-photon algorithms, analyze
their imaging capabilities and rate-distortion trade-offs, and show on-chip
feasibility. We demonstrate imaging capabilities in Sections 2.5.1 and 2.5.2
using the SwissSPAD2 array [223], and show viable implementations of our
algorithms for UltraPhase [7], a recent single-photon compute platform. All
of these are critical to unlocking the promise of event cameras. However, our
objective is not to develop an integrated system that incorporates all these
components; this work merely takes the first steps toward that goal.

2.2 Related Work

Event camera designs. Perhaps most widespread is the DVS event cam-
era [135], where each pixel generates an event in response to measured
changes in (log) intensity. The DAVIS event camera [20, 13] couples DVS
pixels with conventional CMOS pixels, providing access to image frames.
However, the frames lack the dynamic range of DVS events. A recent de-
sign, Celex-V [89], provides log-intensity frames using an external trigger.
ATIS [181], a less prevalent design, features asynchronous intensity events,
but its sophisticated circuitry reduces pixel fill factor. The above designs are
based on analog processing; we instead design event cameras on digital photon
detections.

Intensity imaging with event cameras. Several approaches have been
explored to obtain images from events, including Poisson solvers [11], man-
ifold regularization [163], assuming knowledge of camera motion [111, 42]
or optical flow [270], and learning-based methods [188, 201, 277, 213, 174].
However, because events often lack sufficient scene information, they are
often supplemented by conventional frames [200, 21, 205, 171], either from
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sensors such as DAVIS or using a multi-camera setup. Fusing events and
frames presents challenges due to potential spatiotemporal misalignment and
discrepancies in imaging modalities. Even when these challenges are over-
come, we show that fusion methods produce lower fidelity than our proposed

generalized event cameras.

Passive single-photon imaging. In the past few years, SPADs have found
compelling passive imaging applications; this includes high-dynamic range
imaging [95, 94, 144, 164], motion deblurring [96, 150, 151, 119, 120], high-
speed tracking [71], and ultra wide-band videography [241]. A particularly
relevant method is proposed by Seets et al. [203], which uses flux changepoint
estimation to perform burst photography on single-photon sequences. This
approach uses flux changepoints to estimate motion, then integrates along
spatiotemporal motion trajectories to circumvent the noise-blur tradeoff. This
spatiotemporal integration allows for high-quality reconstructions under chal-
lenging lighting and motion conditions. In contrast, our work emphasizes
changepoint estimation as a means to compress single-photon data. Further,
since we aim to run our proposed techniques near sensor, where there are
limited memory and compute capabilities, we focus on online changepoint

estimation that processes photon detections in a single pass.

The fine granularity of passive single-photon acquisition makes it possible to
emulate a diverse set of imaging modalities [216], including event cameras,
via post-capture processing. In this work, we go beyond emulating existing
event cameras and design alternate event cameras that preserve high-fidelity
intensity information.

2.3 Whatis an Event Camera?

The defining characteristic of event cameras is that they transmit information
selectively, in response to changes in scene content. This selectivity allows
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event cameras to encode scene information at high time resolutions required
to capture scene dynamics, without proportionately high bandwidth. This is
in contrast to frame-based cameras, where readout occurs at fixed intervals.

We characterize event cameras in terms of two axes: what the camera transmits
and when it transmits. As a concrete example, consider existing event cameras.

They trigger events (“when to transmit”) based on a fixed threshold:
|(D(Xa t) - q)ref(x)l 2T, (21)

where ®(x,t) is a flux estimate at pixel x and time ¢, and 7 is the thresh-
old. Event cameras such as the DVS [20] measure a temporally low-pass
filtered estimate of log-flux; we absorb this into ®(x, t) for brevity. ®,(x) is a
previously-recorded reference, set to ®(x, ) whenever an event is triggered.
Each event consists of a packet

(X’ [ Sigl’l(q)(X, t) - q)ref(x))) (22)

that encodes the polarity of the change (“what to transmit”).

Event polarities, although adequate for some applications, do not retain suffi-
cient information to support a general set of computer vision tasks. A stream
of event polarities is an extremely lossy representation. Notably, it only de-
fines scene intensity up to an initial unknown reference value, and it does not
encode any information in regions not producing events, i.e., regions with

little or no motion.

Our key observation is that existing event cameras represent just one operating
point in a broader space of generalized event cameras, which is defined by two
axes: “what to transmit” and “when to transmit.” By considering alternate
points in this space, we can design event cameras that preserve high-fidelity
scene intensity. This enables plug-and-play inference with a host of algorithms
developed by the mainstream vision community.
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1-bit events Flux levels Adaptive exposures
Figure 2.2: Altering “what to transmit.” (left) We sum the events generated
by a jack-in-the-box toy as it springs up. This sum gives a lossy encoding of
brightness changes in dynamic regions. (middle) Transmitting levels instead
of changes helps recover details in static regions. (right) Adaptive exposures,
which accumulate flux between consecutive events, provide substantial noise

reduction.

We begin with a conceptual exploration of this generalized space, before
describing its physical implementation.



Table 2.1: Summary of generalized event cameras. Our designs integrate photon detections (Z) and detect
scene-content changes (A) in distinct ways. We compare our designs to existing DVS event cameras based on
their event streams, latencies, and intensity-preserving nature. While providing a direct power comparison to
DVS is difficult, we compare the power characteristics among our designs in Section 2.5.4.

Event camera Integrator (%) Change detector (A) Event packets Min latency Intensity info? = Low light
Existing DVS [135] logarithmic comparator binary 10°t0 107 s X poor
Section 2.4.1 adaptive exposure  Bayesian change detector [4] scalar 10° s v good
Section 2.4.2 adaptive exposure  variance-aware differences patches 10*s v good
Section 2.4.3 coded exposure Binomial confidence interval vector 103 s v good

IcC
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Generalizing “what to transmit.” As a first step, we can modify the event
camera such that it transmits n-bit values instead of one-bit change polarities.
When an event is triggered, we send the current value of ®(x, t); if a pixel
triggers no events, we transmit ® during the final readout. As we show in
Figure 2.2 (b), this simple change allows us to recover scene intensity, even
in static regions. It is important to note that, while the transmitted quantity
differs from conventional events, we retain the defining feature of an event
camera: selective transmission based on scene dynamics (where we transmit
according to Equation 2.1). Thus, the readout remains decoupled from the
time resolution.

If d(x,t) were a perfect estimate of scene intensity, then the changes thus
far would suffice. However, ® is fundamentally noisy: to capture high-speed
changes, ® must encompass a shorter duration, which leads to higher noise.
This is a manifestation of the classical noise-blur tradeoff.

To address this problem, we introduce the abstraction of an integrator (or X),
that defines how we accumulate incident flux and, in turn, what we transmit.
Ideally, we want the integrator to adapt to scene dynamics, i.e., accumulate
over longer durations when there is less motion, and vice versa. We observe
that event generation, which is based on scene dynamics, can be used to
formulate an adaptive integrator. Specifically, we propose an integrator X,
that computes the cumulative flux since the last event:

t
Yeum (X, t) = f d(x, s)ds, (2.3)
T,
where T, is the time of the last event. When an event is triggered at time T},
we communicate the value of X,,(x, T;), which we interpret as the intensity
throughout [T, T; ] (we can either transmit values of £, or changes to Z.,.i;
we treat this as an implementation detail here). This approach yields a piece-
wise constant time series, with segments delimited by events. We note that a
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similar idea, of virtual exposures beginning and ending with change points,
was also explored in [203] as part of a motion-adaptive deblurring pipeline.
Adaptive exposures significantly reduce noise while preserving dynamic scene
content, as we show in Figure 2.2 (right).

Generalizing “when to transmit.” The success of the adaptive integrator
crucially depends on the reliability of events; for example, triggering false
events in static regions causes unnecessary noise. We refer to the event-
generation procedure as the change detector, denoted by A. Current event
cameras detect changes by applying a fixed threshold to measured intensity
differences (Equation 2.1). This method has two key limitations: it only
considers the value of ® at pixel location x and time ¢ and is not attuned to
the stochasticity in ®.

We design more robust change detectors that (1) leverage enhanced spatiotem-
poral contexts, and (2) incorporate noise awareness, either explicitly by tuning
thresholds, or implicitly by modulating the detector’s behavior. Specifically,
we improve reliability by using temporal forecasters (Section 2.4.1), by lever-
aging correlated changes in patches (Section 2.4.2), or by exploiting integrator
statistics (Section 2.4.3).

Realizing generalized event cameras. The critical detail remaining is how
we implement our proposed designs in practice. We need direct access to flux
estimates at a high time resolution. Conventional high-speed cameras can
provide such access, however, they incur substantial per-frame read noise
(~20-40e~ [93]) that grows with frame rate [19].

We turn to an emerging class of single-photon sensors, single-photon avalanche
diodes (SPADs [193]), that has witnessed dramatic improvements in device
practicality and key sensor characteristics (e.g., array sizes and fill factors) in re-
cent years [223, 161]. SPADs can operate at extremely high speeds (~100 kHz)
without incurring per-frame read noise. Each ®(x, t) measured by a SPAD is
limited only by the fundamental stochasticity of photon arrivals (shot noise).
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This allows SPADs to provide high timing resolution without a substantial
noise penalty. In the next section, we describe the image formation model of
SPADs and provide single-photon implementations of our designs.

2.4 Single-Photon Generalized Event Cameras

A SPAD array can operate as a high-speed photon detector, producing binary
frames as output. Each binary value indicates whether at least one photon
was detected during an exposure. The SPAD output response, ®(x, t), can be

modeled as a Bernoulli random variable, with
P(®(x,t)=1)=1—eN&D, (2.4)

where N(x, t) is the average number of photo-electrons during an exposure,
including any spurious detections. The inherently digital SPAD response
allows us to compute software-level transformations on the signal ®(x, t),
including operations that may be challenging to realize via analog processing.
These transformations can be readily reconfigured, which permits a spectrum
of event camera designs, not just one particular choice. However, there is one
consideration: our designs should be lightweight and computable on chip.
As we show in Section 2.5.4, this is vital to implementing generalized event
cameras without the practical costs associated with reading off raw SPAD

outputs.

We now describe a set of SPAD-based event cameras (summarized in Table 2.1),

beginning with the adaptive exposure method from the previous section.

Adaptive-exposure event camera. We obtain a SPAD implementation of
the adaptive exposure described in Equation 2.3 by replacing the integral with

a sum over photons:
t

Zeum(X, 1) = D (%, 5). (2.5)

s=T
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To generate events, we can use a threshold-based change detector (Equa-
tion 2.1). Differences between individual binary values are not sufficiently
informative; therefore, we apply Equation 2.1 to an exponential moving aver-
age (EMA) computed on ®. We call this an “adaptive-EMA” event camera.

2.4.1 Bayesian Change Detector

A fixed-threshold change detector such as Equation 2.1 does not account for
the SPAD’s image formation model; it uses the same threshold irrespective
of the underlying variance in photon detections. As a result, such a detector
may fail to detect changes in low-contrast regions without producing a large
number of false-positive detections (see Figure 2.3 (left)).

In this section, we consider a Bayesian change detector, BOCPD [1], that is
tailored to the Bernoulli statistics of photon detections. BOCPD uses a series
of forecasters to estimate the likelihood of an abrupt change. At each time
step, a new forecaster v, is initialized as a recurrence of previous forecasters,

and existing forecasters are updated:

t—1

t = - ls s
v = J/)SZ:; v 2.6)

v, < yly, Vs <i,

where y € [0, 1] is the sensitivity of the change detector, with larger y resulting
in more frequent detections. L is the predictive likelihood of each forecaster,
which we compute by tracking two values per forecaster, a, and S, that
correspond to the parameters of a Beta prior. For a new forecaster, these
values are initialized to 1 each, reflecting a uniform prior. Existing («ay, 5,),
Vs < t, are updated as

a, < o; + D(x,t)

2.7
By < B+ 1—d(x,t). @7
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Figure 2.3: Bayesian- vs. EMA-based change detector. (left) A fixed-
threshold change detector (used in adaptive-EMA) makes it difficult to seg-
ment low-contrast changes. (center) The Bayesian formulation attunes to
the stochasticity in incident flux and can detect fine-grained changes such as
the corners of the hole saw bit; (right) as a result, the integrator captures the
rotational dynamics.

l; is given by o /(o + B,) if ®(x,t) = 1, and B,/(a, + ;) otherwise. An
event is triggered if the highest-value forecaster does not correspond to T, the

timestamp of the last event; mathematically, if argmax, v, # T,,.

To make BOCPD viable in memory-constrained scenarios, we apply extreme
pruning by retaining only the three highest-value forecasters [239]. We also in-
corporate restarts, deleting previous forecasters when a change is detected [4].

Compared to an EMA-based change detector, the Bayesian approach more
reliably triggers events in response to scene changes while better filtering out
stochastic variations caused by photon noise—which we show in Figure 2.3.

2.4.2 Spatiotemporal Chunk Events

Section 2.4.1 leverages an expanded temporal context for change detection;
however, it treats each pixel independently and does not exploit spatial in-
formation. In this section, we devise an event camera with enhanced spatial
context that operates on small patches, e.g., of 4x4 pixels. It is difficult to
derive efficient Bayesian change detectors for multivariate time series; thus,
we adopt a model-free approach that does not explicitly parameterize the patch
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distribution. To afford computational breathing room for more expensive
patch-wise operations, we employ temporal chunking. That is, we average
d(x, t) over a small number of binary frames (e.g., 32 binary frames) instead
of operating on individual binary frames; generally, this averaging does not
induce perceptible blur.

Let vector @« (Y, t) represent the chunk-wise average of photon detections
at patch location y. Let vector ,.,(y, ) be an integrator representing the
cumulative mean since the last event, but excluding ®,,,.. We want to
estimate whether ®,,,, belongs to the same distribution as X,,.;,. We do so
with a lightweight approach, that computes the distance between ®,,,,, and
2 atch in the linear feature space of matrix P. As we show in Figure 2.4, linear
features allow us to capture spatial structure within a patch. Geometrically,
P induces a hyperellipsoidal decision boundary, in contrast to the spherical
boundary of the L2 norm.

This method generates an event whenever

”P((i,chunk(Ya t) - ipatch(y’ t))”z 2T, (28)

where 7 is the threshold. When there is no event, we extend the cumulative
mean to include the current chunk. Before computing linear features, we
normalize @, and X, element-wise according to the estimated variance
in @y n — Zparecn; We annotate the normalized versions with a tilde. We
estimate the variance based on the fact that, in a static patch, the elements of
D, and X, are independent binomial random variables.

We train the matrix P on simulated SPAD data, generated from interpolated
high-speed video. We apply backpropagation through time to minimize the
MSE error of the transmitted patch values. To address the non-differentiability
arising from the threshold, we employ surrogate gradients. Please see Sec-
tion A.4 for complete details of this method.
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Figure 2.4: Spatiotemporal chunk events. We evaluate the difference
between the current chunk and a stored reference in a learned linear-feature
space. Unlike the L2 norm, which is permutation-invariant, the feature-space
norm is sensitive to spatial structure. Randomly shuffling the pixel values
reduces the transform-domain norm (the shuffled patch has a more “noise-
like” structure).

2.4.3 Coded-Exposure Events

In this section, we design a generalized event camera by applying change
detection to coded exposures [185, 82], which capture temporal variations by
multiplexing photon detections over an integration window. This is interesting
in two aspects. First, we are designing event streams based on an modality
not typically associated with event cameras. Second, we show that high-speed
information can be obtained even when the change detector operates at a
coarser time granularity. Coded-exposure events provide somewhat lower
fidelity than our designs in Sections 2.4.1 and 2.4.2, but are more compute-
and power-efficient, owing to less frequent execution of the change detector.

At each pixel, we multiplex a temporal chunk of T4 (~256-512) binary
values with a set of J (~2-6) codes C/(x,t)V1 < j < J, producing J coded

€xposures
t

Zioded(x,t)z Z ®(x,5)C/(x, s). (2.9)

s=t=Tcode
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The codes C/ are chosen to be random, mutually orthogonal binary masks,

each containing T 4. /max(2,J) ones [216].

We exploit the statistics of coded exposures to derive a change detector. Ob-
J

coded
tributed (iid) binomial random variables. Thus, we can expect them to

serve that in static regions, X (x,t) are independent and identically dis-
lie within a binomial confidence interval of one another. If not, we as-
sume the pixel is dynamic and generate an event. We trigger an event if
Zi odeq & confi(n, p) for any j. Here, “conf” refers to a binomial confidence
interval (e.g., Wilson’s score), n = Tgoqe/J draws, and p = 3] (X, 5)/Tcoqe 1S

the empirical success probability.

If a pixel is static, we store the sum of the J coded exposures, which is a long
exposure, denoted by Z,,,. If the pixel remains static across more than one
temporal chunk, we extend %, to include the entire duration. Whereas, if

coded
sity encoded in Z,,,. Downstream, we can apply coded-exposure restoration

the pixel is dynamic, we transmit {Zj } as well as any previous static inten-
techniques [255, 206] to recover intensity frames from the coded measure-
ments.

2.5 Experimental Results

We demonstrate the capabilities of generalized event cameras using a SwissS-
PAD2 array [223] with resolution 512x256, which we use to capture one-bit
frames at 96.8 kHz. We show the feasibility of our designs on UltraPhase [7],
a recent single-photon computational platform (Section 2.5.4).

Refinement model. For each of our event cameras, we train a refinement
model that mitigates artifacts arising from the asynchronous nature of events.
This model takes a periodic frame-based sampling of integrator values and
outputs a video reconstruction. The sampling rate is configurable; in practice,
we set it ~16-64X lower than the SPAD rate. We use a densely-connected
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High-speed camera Prophesee events SPAD events + frames

Infinicam at 500 FPS - E2VID+ EDI++
(3590 bps/pixel) (236 bps/pixel) (425 bps/pixel)

Generalized event cameras

Spatiotemporal chunk (Section 4.2, 431 bps/pixel, rendered at 3025 FPS)

Figure 2.5: High-speed videography of a stress ball hurled at a coffee
mug. (top row) This indoor scene is challenging for existing imaging systems,
including: high-speed cameras (SNR-related artifacts), event cameras (poor
restoration quality), and even hybrid event + frame techniques (reconstruction
artifacts). (bottom rows) In contrast, our generalized event cameras capture
the stress ball’s extensive deformations with high fidelity and an efficient
readout.

residual architecture [231], trained on data generated by simulating photon
detections on temporally interpolated [90] high-speed videos from the XVFI
dataset [211]. See Section A.4 for training details.
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Figure 2.6: Event imaging in urban nighttime (7 lux, sensor side). (left to right) Low-light conditions
necessitate long exposures in frame-based cameras, resulting in unwanted motion blur. The Prophesee EVK4
suffers from severe degradation in low light, causing E2VID+ to fail. Running EDI++ on perfectly aligned

SPAD-frames and -events improves overall restoration quality but still gives failures on fast-moving objects.

Our generalized events recover significantly more detail in low light, as seen in the inset of the motorcyclist.
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Figure 2.7: Plug-and-play inference on a tennis scene. (middle) Conventional events encode temporal-
gradient polarities; this lossy representation limits performance on downstream tasks. (bottom) Generalized
events encode rich scene-intensity information, with a readout comparable existing event cameras. They
facilitate high-quality plug-and-play inference, without requiring dedicated algorithms. (top) Generalized event

cameras give image quality comparable to burst photography techniques that require much more bandwidth.
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2.5.1 Extreme Bandwidth-Efficient Videography

High-speed videography. In Figure 2.5, we capture the dynamics of a
deformable ball (a “stress ball”) using a SPAD, a high-speed camera (Photron
Infinicam) operated at 500 FPS, and a commercial event camera (Prophesee
EVK4). The high-speed camera suffers from low SNR due to read noise, which
manifests as prominent artifacts after on-camera compression. Meanwhile,
conventional events captured by Prophesee, when processed by “intensity-
from-events” methods such as E2VID+ [212] fail to recover intensities reliably,
especially in static regions. We also evaluate EDI [170], a hybrid event-frame
method. We consider an idealized variant that operates on SPAD events
(obtained via EMA thresholding), which gives perfect event-frame alignment
and a precisely known event-generation model. We refine the outputs of EDI
using the same model as for our methods. We refer to this idealized, refined
version of EDI as “EDI++.” While EDI++ recovers more detail than other
baselines, there are considerable artifacts in its outputs.

Our method achieves high-quality reconstructions at 3025 FPS (96800/32)
that faithfully capture non-rigid deformations, with only 431 bits per second
per pixel (bps/pixel) readout, which is a 227x compression (96800/431) of the
raw SPAD capture. Viewed differently, for a 1 MPixel array, we would obtain
a bitrate of 431 Mbps, implying that we can read off these 3025 FPS recon-
structions over USB 2.0 (which supports transfer speeds of up to 480 Mbps).

Event imaging in low light. Figure 2.6 compares the low-light performance
of frame-based, event-based, and a generalized event camera on an urban
night-time scene at 7 lux (lux measured at the sensor). For frame-based
cameras, a short exposure that preserves motion may be too noisy, while a long
exposure can be severely blurred. The Prophesee’s performance deteriorates in
low light, resulting in blurred temporal gradients. EDI++, benefiting from the
idealized SPAD-based implementation, can image this scene, but finer details
like the motorcyclist are lost. Our generalized event cameras, on the other
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hand, provide reconstructions with minimal noise, blur, or artifacts—while
retaining the bandwidth efficiency of event-based systems. The compression
here is 307X with respect to raw SPAD outputs.

2.5.2 Plug-and-Play Inference

Generalized event cameras preserve scene intensity, which enables plug-and-
play event-based vision. We consider a tennis sequence (of 8196 binary frames)
containing a range of object speeds. We evaluate a range of tasks: pose estima-
tion (HRNet [215]), corner detection [74], optical flow (RAFT [220]), object
detection (DETR [29]), and segmentation (SAM [114]). We compare against
event-based methods applied to Prophesee events; we use Arc* [5] for corner
detection and E-RAFT [62] for optical flow. For the remaining tasks, which
do not have equivalent event methods, we run HRNet, DETR, and SAM on
E2VID+ reconstructions.

As Figure 2.7 (middle) shows, traditional events are bandwidth efficient
(331 bps/pixel), but do not provide sufficient information for successful infer-
ence. Generalized events (bottom) have a modestly higher readout (520 bps/pixel),
but support accurate inference without requiring dedicated algorithms. To
provide context for these rates, we compare them against frame-based methods
(top). A long exposure (120 bps/pixel) blurs out the racket. Burst methods [75]
recover a sharp image from a stack of short exposures, but with a large readout

of 15100 bps/pixel.

2.5.3 Rate-Distortion Analysis

Each method in Section 2.4 features a sensitivity parameter that controls
the sensor readout rate (event rate), which in turn influences image qual-
ity.In this subsection, we evaluate the impact of readout on image quality
(PSNR) by performing a rate-distortion analysis. For ground truth, we use
a set of YouTube-sourced high-speed videos captured by a Phantom Flex4k
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at 1000 FPS; see the supplement to our paper [217] for thumbnails and links.
We upsample these videos to the SPAD’s frame rate and then simulate 4096
binary frames using the image formation model described in Equation 2.4.
When computing readout for our methods, we assume that events encode
10-bit values and account for the header bits of each event packet.

As baselines, we consider EDI++, a long exposure, compressive sensing with
8-bucket masks, and burst denoising [75] using 32 short exposures. As Fig-
ure 2.8 shows, generalized event cameras provide a pronounced 4-8 dB PSNR
improvement over baseline methods. Further, our methods can compress the
raw SPAD response by around 80X before a noticeable drop-off in PSNR is
observed.

Among our methods, the spatiotemporal chunk approach of Section 2.4.2
gives the best PSNR, followed by the Bayesian method (Section 2.4.1) and
coded-exposure events (Section 2.4.3). That said, all methods are fairly similar
in terms of rate-distortion (e.g., all three give comparable results for the scenes
in Sections 2.5.1 and 2.5.2). The methods are better distinguished by their
practical characteristics. The Bayesian method gives single-photon temporal
resolution; however, as we show in Section 2.5.4, it is the most expensive to
compute on-chip. The chunk-based method occupies a middle ground in
terms of latency and cost. Coded-exposure events have the highest latency—
events are generated only every ~256-512 binary frames—but the lowest
on-chip cost. This provides an end user the flexibility to choose from the
space of generalized event cameras based on the latency requirements and
the compute constraints of the target application.

2.5.4 On-Chip Feasibility and Validation

A critical limitation of single-photon sensors is the exorbitant bandwidth
and power costs involved in reading off raw photon detections. However,

the lightweight nature of our event camera designs allows us to sidestep this
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Figure 2.8: Rate-distortion evaluation. Our techniques feature a tunable
parameter that controls the output event rate. Generalized events offer a
4-8 dB improvement in PSNR over EDI++ (at the same readout), and can
compress raw photon data by 80x.

limitation by performing computations on-chip. We demonstrate that our
methods are feasible on UltraPhase [7], a SPAD compute platform. UltraPhase
consists of 3X6 compute cores, each of which is associated with 4x4 pixels.

We implement our methods for UltraPhase using custom assembly code.
Some methods require minor modifications due to instruction-set limitations;
see Section A.9 for details. We process 2500 SPAD frames from the tennis
sequence used in Section 2.5.2, cropped to the UltraPhase array size of 12x24
pixels. We determine the number of cycles required to execute the assembly

code and estimate the chip’s power consumption and readout bandwidth.

The coded-exposure method is particularly efficient; on most binary frames,
it only requires multiplying a binary code with incident photon detections.
Our proof-of-concept evaluation may pave the way for future near-sensor
implementations of generalized event cameras, which with advances in chip-
to-chip communication, could involve a dedicated “photon processing unit,”
similar to a camera image signal processor (ISP).
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Figure 2.9: On-chip compatibility. We validate the feasibility of our ap-
proach on UltraPhase [7], a computational SPAD imager. Compared to reading
out raw photon data, all of our approaches give marked reductions in both
bandwidth (left) and power (right).

Rigid dynamics Phone screen Camera motion
(200x compression) (11X compression) (130x compression)

Figure 2.10: Limitations and failure modes. (left) Our reconstructions
(yellow inset) on dynamic scenes with rigid objects can be inferior to burst
photography (green inset). (center) Modulated light sources, such as this
phone screen, can trigger a deluge of events (change points shown in the
inset). (right) Rapid camera motion can result in an event rate divergent
from scene dynamics.

2.6 Limitations and Discussion

Generalized events push the frontiers of event-based imaging; however, some
scenarios lead to sub-optimal performance. As seen in Figure 2.10 (left), if the
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scene dynamics is entirely comprised of rigid motion, burst photography [150]
gives better image quality, albeit with much higher readout. (middle) Similar
to current event cameras, modulated light sources trigger unwanted events
that reduce bandwidth savings. However, it may be possible to ignore some
of these events, perhaps by modeling the lighting variations [207].

Ego-motion events. Camera motion can trigger events in static regions,
although our methods still yield substantial compression (130X over SPAD
outputs, Figure 2.10 (right)). We analyze the impact of ego-motion on band-
width savings further in Section A.6. However, single-photon cameras can
emulate sensor motion by integrating flux along alternate spatiotemporal
trajectories [216]. We can imagine a generalized event camera that is “ego-

motion compensated,” by computing events along a suitable trajectory.

Photon-stream compression. SPADs generate a torrent of data—e.g., 12.5 GBps
for a MPixel array at 100 kHz—that can easily overwhelm data interfaces.
Generalized event cameras reduce readout by around two orders of magni-
tude, by decoupling readout from the SPAD’s frame rate and instead basing

it on scene dynamics. This could pave the way for practical, high-resolution
single-photon sensors.
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3 Compute: Event Neural
Networks

In this chapter, we present a method for modifying frame-based networks to
significantly reduce inference costs on video. We start with the observation
that video data is inherently repetitive. Further, this repetition occurs at
multiple levels of visual complexity, from low-level pixel values to textures and
high-level semantics. We leverage this multi-level redundancy by modeling
changes not only in the input images, but also in the intermediate features of
the network.

We propose Event Neural Networks (EvNets), in which neurons only transmit
an “event” (thereby triggering downstream computation) when they have
detected a sufficient change in their activation. A defining characteristic of
EvNets is that each neuron has state variables that provide it with long-term
memory. These state variables allow neurons to accurately track gradual, long-
term changes to their activations, such as those that occur in the presence of
camera motion.

We show that it is possible to transform a wide range of existing neural net-
works into EvNets without re-training. We demonstrate our method on state-
of-the-art architectures for both high- and low-level visual processing, includ-
ing pose recognition, object detection, optical flow, and image enhancement.
We observe roughly an order-of-magnitude reduction in computational costs
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compared to conventional networks, with minimal reductions in model accu-

racy.

3.1 Introduction

Real-world visual data is repetitive; that is, it has the property of persistence.
For example, observe the two frames in Figure 3.1 (top). Despite being sepa-
rated by one second, they appear quite similar. Human vision relies on the
persistent nature of visual data to allocate limited perceptual resources. In-
stead of ingesting the entire scene at high resolution, the human eye points
the fovea (a small region of dense receptor cells) at areas containing motion
or detail [240]. This allocation of attention reduces visual processing and

eye-to-brain communication.

Processing individual frames using artificial neural networks has proven to be
a competitive solution for video inference [247, 273]. This paradigm leverages
advances in image recognition (e.g., pose estimation or object detection) and
processes each frame independently without considering temporal continuity,
implicitly assuming that adjacent frames are statistically independent. This
assumption leads to inefficient use of resources due to the repeated processing

of image regions containing little or no new information.

There has been recent interest in leveraging temporal redundancy for efficient
video inference. One simple solution is to skip processing image regions con-
taining few changes in pixel values. However, such methods cannot recognize
persistence in textures, patterns, or high-level semantics when it does not

coincide with persistent pixel values. See Figure 3.1 (top).

Because neural networks extract a hierarchy of features from their inputs,
they contain a built-in lens for detecting repetition across many levels of vi-
sual complexity. Shallow layers detect low-level patterns, and deep layers
detect high-level semantics. Temporal repetition at a given level of complex-
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Without memory

With memory

Frame 0

Frame 100
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Figure 3.1: Event Neural Networks. (top) Two frames from a video se-
quence, separated by 1 second. Video source: [210]. Over this time, some areas
of the image maintain consistent pixel values (sky region). However, these
areas only represent a small fraction of the frame. In other regions, the pixel
values change but the textures (vertical lines) or semantics (tree branches)
remain the same. Each type of persistence corresponds to a different depth in
the neural hierarchy. EvNets leverage temporal persistence in video streams
across multiple levels of complexity. (bottom left) EvNets yield significant
computation savings while maintaining high accuracy. (bottom right) Event
neurons have state variables that encode long-term memory, allowing EvNets
to perform robust inference even over long video sequences with significant
camera motion. A network without long-term memory (left) fails to correctly
track the object due to gradual error accumulation.
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ity translates to persistent values at the corresponding depth in the neural
hierarchy [72]. Based on this observation, we propose Event Neural Networks
(EvNets), a family of neural networks in which neurons transmit (thereby
triggering downstream computation) only when there is a significant change
in their activation. By applying this strategy over all neurons and layers, we

detect and exploit temporal persistence across many levels of complexity.

One of the defining features of EvNets is that each neuron has state variables
that provide it with long-term memory. Instead of re-computing from scratch
for every new input, an EvNet neuron accumulates information over time.
Long-term memory allows EvNets to perform robust inference over long video
sequences containing significant camera motion. See Figure 3.1 (bottom
right).

We design various structural components for EvNets—both at the individual
neuron level (memory state variables) and the network level (layers and trans-
mission policies). We recognize that transmission policies, in particular, are
critical for achieving a good accuracy/computation tradeoff, and we describe
the policy design space in detail. We show that, with these components, it
is possible to transform a broad class of conventional networks into EvNets
without re-training. We demonstrate our methods on state-of-the-art mod-
els for several high- and low-level tasks: pose recognition, object detection,
optical flow, and image enhancement. We observe approximately an order-of-
magnitude reduction in arithmetic operations with minimal effects on model

accuracy.

Scope and limitations. In this work, we focus on the theoretical and con-
ceptual properties of EvNets. Although we show results on several video
inference tasks, our goal is not to compete with the latest methods for these
tasks in terms of accuracy. Instead, we show that, across a range of models and
tasks, EvNets can significantly reduce computational costs without decreasing

accuracy.
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In most of our analyses we do not assume a specific hardware platform or
computation model. We mainly report arithmetic and memory operations
(a platform-invariant measure of computational cost) instead of wall-clock
time (which depends on many situational variables). An important next step
is to consider questions relating to the design of hardware-software stacks for

EvNets, in order to minimize latency and power consumption.

3.2 Related Work

Efficient neural networks. There are numerous methods for reducing
the computational cost of neural networks. Many architectures have been
designed to require fewer parameters and arithmetic operations [84, 92, 137,
142, 189, 269]. Another line of work uses low-precision arithmetic to achieve
computation savings [44, 91, 186, 224]. Our approach is complementary
to both architecture- and precision-based efficiency methods. These meth-
ods reduce the cost of inference on a single time step, whereas EvNets elim-
inate repetitive computation between multiple time steps. Pruning algo-
rithms [73, 76, 121, 126] remove redundant neurons or synapses during train-
ing to improve efficiency. Instead of pruning universally redundant neurons,

an EvNet adaptively ignores temporally redundant neurons.

Adaptive networks. Adaptive models modify their computation based on
the input to suit the difficulty of each inference. Prior approaches consider an
ensemble of sub-networks [87, 226], equip a network with multiple exits [86,
221], select the input resolution at inference time [40, 157, 256], or dynamically
choose the feature resolution [245]. These methods are designed for image
recognition tasks and do not explore temporal redundancy. Further, many
require custom tailoring or re-training for each task and architecture. In
contrast, EvNets can be readily integrated into many existing architectures
and do not require re-training.
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Temporal redundancy. Several recent approaches consider temporal redun-
dancy for efficient video inference. Many take a keyframe-oriented approach,
computing expensive features on keyframes, then transforming those features
for the other frames [38, 97, 132, 208, 273, 275]. Other methods include using
visual trackers [253], skipping redundant frames [64, 246], reusing previous
frame features [158], distilling results from previous time steps [166], two-
stream computation [56], and leveraging video compression [244]. In general,
these methods require extensive modifications to the network architecture.

Skip-convolution networks (Skip-Conv) [72] are closely related to EvNets.
Skip-Conv reuses activation values that have not changed significantly be-
tween frames. However, the algorithm only tracks changes between consecu-
tive frames and thus requires frequent re-initialization to maintain accuracy.
Re-initialization leads to reduced efficiency, especially in the presence of
camera motion. In contrast, the long-term memory in an EvNet maintains
accuracy and efficiency over hundreds of frames, even when there is strong

camera motion. See Figure 3.1 (bottom right).

Sigma-Delta networks [167] exploit temporal redundancy by quantizing the
changes in neuron activations. Sigma-Delta networks have been limited so
far to simple tasks like digit classification. Unlike Sigma-Delta networks,
EvNets do not require quantization (although they do allow it). Compared
to Sigma-Delta networks, EvNets achieve superior accuracy/computation
tradeoffs (Figure 3.5) and generalize better to challenging, real-world tasks
(Figure 3.7).

DeltaCNN [175] is concurrent work with similar goals to this work. Like
EvNets, DeltaCNN models have mechanisms for integrating long-term changes.
They focus on translating theoretical speedups into GPU wall-time savings
by enforcing structured sparsity (all channels at a given location transmit
together). Despite its practical benefits, this design is inefficient when there is

camera motion. In contrast, we emphasize broad conceptual frameworks (e.g.,
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arbitrary sparsity structure) with an eye toward future hardware architectures
(Section 3.6).

Event sensor inference. Event sensors [136] generate sparse frames by com-
puting a quantized temporal gradient at each pixel. Many networks designed
for inference on event-sensor data have efficient, sparse dynamics [26, 159].
However, they make strong assumptions about the mathematical properties
of the network (e.g., that it is piecewise linear [159]). EvNets place far fewer
constraints on the model and are compatible with a broad range of existing
architectures.

Recurrent neural networks (RNNs). EvNets use long-term memory to
track changes, and are thus loosely connected to RNNs. Long-term memory
has been widely adopted in RNNs [83]. Several recent works also propose
adaptive inference for RNNs by learning to skip state updates [25] or updating
state variables only when a significant change occurs [165, 168]. Unlike
EvNets, these approaches are tailored for RNNs and generally require re-
training.

3.3 Event Neurons

Consider a neuron in a conventional neural network. Letx = [x1, X,, ..., X,,| be
the vector of input values and y be the output. Suppose the neuron composes

a linear function g (e.g., a convolution) with a nonlinear activation f. That is,

g(x) = ; Ww; X; 3.1
y = f(gx)),

where w = [w;, w,, ..., w,| contains the weights of the function g. In a con-
ventional network, every neuron recomputes f and g for every input frame
(Figure 3.2 (left)), resulting in large computational costs over a video sequence.
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Conventional Value-based event Delta-based event

Figure 3.2: Sparse, delta-based transmission. (left) Conventional neurons
completely recompute their activations on each time step. (middle) Value-
based event neurons only transmit activations that have changed significantly.
However, a value-based transmission can still trigger many computations.
(right) Delta-based event neurons only transmit differential updates to their
activations.

Inspired by prior methods that exploit persistence in activations [25, 72, 167],

we describe a class of event neurons with sparse, delta-based transmission.

Sparse, delta-based transmission. An event neuron transmits its output to
subsequent layers only when there is a sufficient change between its current
activation and the previous transmission. This gating behavior makes the
layer output sparse. However, a value transmission may still trigger many
downstream computations (neurons receiving updated input values must
recompute their activations from scratch). See Figure 3.2 (middle). Therefore,
instead of transmitting an activation value, an event neuron transmits a delta
(differential).

Suppose a neuron receives a vector of incoming differentials A;, (one element
per incoming synapse). A, is sparse, i.e., it only contains nonzero values for

upstream neurons that have transmitted. The updated g is given by

g(x + Ay,) = g(x) + g(Aiy)- (3.2)

Instead of computing g(x +A;,) from scratch, an event neuron stores the value
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Figure 3.3: Building event neurons. The state variables and update rules in
an event neuron. The incremental updates to a convert from a delta-based
representation to value-based. The subtraction f(a) — b returns the output to
delta-based.

of g(x) in a state variable a. When it receives a new input A;,, the neuron
retrieves the old value of g(x) from a, computes g(A,,), and saves the value
g(x) + g(A;,) in a. This process only requires computing products w;x; for
nonzero elements of A, i.e., computation scales linearly with the number of

transmissions.

The activation function f is nonlinear, so we cannot update it incrementally
like g. Whenever a changes, we recompute f(a), then store the updated value
in another state variable. f is usually a lightweight function (e.g., ReLU), so
the cost of recomputing f is far smaller than computing the products w;x;.

3.3.1 Building Event Neurons

An event neuron consists of three state variables, as shown in Figure 3.3. The
accumulator (a) stores the current value of g(x). The best estimate (b) stores
the current value of f(a). The difference (d) stores difference between b and
the most recent output. When a neuron receives a differential update Ai(fl)
at time ¢ from one or more of its inputs, it updates these state variables as
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follows:
a = a® 4 g(A")
dD =d® 4+ f(at+V) — p® (3.3)

b(t+1) — f(a(tﬂ)).

A neuron transmits an output A,,, when some condition on d is satisfied.
This condition is defined by the transmission policy. The transmission policy
also gives the relationship between d and A, .. The policies in this work
simply set A,,, = d. However, other relationships are possible, and the
properties described in Section 3.3.2 hold for other relationships. After a
neuron transmits, it sets d to d — A,,,. See Section 3.4.3 for more details on

transmission policies.

3.3.2 Properties of Event Neurons

Long- and short-term memory. The state variable d accumulates all not-
yet-transmitted corrections to the neuron output. It represents the neuron’s
long-term memory, whereas b represents its short-term memory. Including a
long-term memory keeps the neuron from discarding information when it
does not transmit. This error-retention property grants certain guarantees on

the neuron’s behavior, as we demonstrate next.

Error retention. Consider an event neuron receiving a series of inputs over
. 1 2
T time steps, AD, AP

in >~ in ’

have initial values a, f(a®), and zero, respectively. Let the transmitted
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output values at each time step be A
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zero). By repeatedly applying the neuron update rules, we arrive at the state

T
PR

t=1

b = f(a™) (3.4)
T

dD = pO _ p© _ Z AW

out*

t=1
See Section B.5 for a detailed derivation. Observe that d is equal to the dif-
ference between the actual and transmitted changes in the activation. This
is true regardless of the order or temporal distribution of the A;, and A;.
Because the neuron stores d, it always has enough information to bring the
transmitted activation into exact agreement with the true activation b. We
can use this fact to bound the error within an EvNet. For example, we can
constrain each neuron’s error to the range [—h, +h] by transmitting when
|d| > h.

The importance of long-term memory. For comparison, consider a model
in which neurons compute the difference between b on adjacent time steps,
then either transmit or discard this difference without storing the remainder.
This is the model used in Skip-Conv [72]. Under this model, the final state of
a neuron depends strongly on the order and temporal distribution of inputs.

For example, suppose a neuron transmits if the frame-to-frame difference
exceeds a threshold 8. Consider a scenario where the neuron’s activation
gradually increases from 0 to 26 in steps 0.16, 0.2, ..., 26. Gradual changes
like this are common in practice (e.g., when panning over a surface with an
intensity gradient). Because 0.15 < &, the neuron never transmits and ends
in a state with error —29. The neuron carries this error into all of its future
computations. Furthermore, because the neuron discards non-transmitted

activations, it has no way to know that this —26 error exists.
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3.4 Event Networks

3.4.1 Building Event Networks

So far, we have considered the design and characteristics of individual event
neurons. In this section, we broaden our view and consider layers and net-
works. A “layer” is an atomic tensor operation (e.g., a convolution). By this
definition, g and f as defined in Section 3.3.1 correspond to two different

layers.

We define three new layer types. An accumulator layer consists of a state
vector a that contains the a variables for a collection of neurons. A gate layer
contains state vectors b and d and the transmission policy. A buffer layer stores
its inputs in a state vector x for future use by the next layer; this is required
before non-pointwise, nonlinear layers like max pooling. The state vectors a,
b and d are updated using vectorized versions of the rules in Equation 3.3. An
accumulator layer converts its input from delta-based to value-based, whereas
a gate converts from value-based to delta-based.

To create an EvNet, we insert gates and accumulators into a pretrained network
such that linear layers receive delta inputs and nonlinear layers receive value
inputs (Figure 3.4). Note that residual connections do not require any special
treatment—in an EvNet, residual connections simply carry deltas instead of
values. These deltas are added or concatenated to downstream deltas when

the residual branch re-joins the main branch (like in a conventional network).

We place a gate at the beginning of the network and an accumulator at the
end. At the input gate, we use pixel values instead of f(a) and update b and
d at every time step. At the output accumulator, we update a sparsely but
read all its elements at every frame. Throughout the model, the functions
computed by the preexisting layers (the f and g) remain the same.
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Figure 3.4: Building event networks. We insert accumulators and gates
to make the input to linear layers (e.g., convolutions, fully-connected layers)
delta-based and the input to nonlinear layers (e.g., ReLU activations) value-
based.

3.4.2 Network Initialization

The equations in Section 3.3.1 define how to update the neuron state variables,
but they do not specify those variables’ initial values. Consider a simple
initialization strategy where a = 0 and d = 0 for all neurons. Since the
activation function f is nonlinear, the value of the state variable b = f(a)
may be nonzero. This nonzero b usually translates to a nonzero value of a
in the next layer. However, we initialized a = 0 for all neurons. We have an
inconsistency.

To address this problem, we define the notion of internal consistency. Consider
a neuron with state variables a, d, and b. Let b;, and d;,, be vectors containing
the states of the neurons in the previous layer. We say that a network is in an
internally consistent state if, for all neurons,

a = g(b;, — d;,)

(3.5)
b = f(a).
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The simplest way to satisfy these criteria is to flush some canonical input
through the network. Starting with neurons in the first layer and progressively
moving through all subsequent layers, we set a = g(b;,), b = f(a),and d = 0.
In our experiments, we use the first input frame as the canonical input.

3.4.3 Transmission Policies

A transmission policy defines a pair of functions M(d) and P(d) for each layer.
M outputs a binary mask m indicating which neurons should transmit. P
outputs the values of A,. In this subsection, we describe the transmission
policy design space. The choice of transmission policy is a critical design
consideration, strongly influencing the accuracy and efficiency of the final
model.

Locality and granularity. Policies may have different levels of locality,
defined as the number of elements from d required to compute each element
of m and A,;. A global policy considers all elements of d when computing
each value m; and A;. A local policy considers some strict subset of d, and

an isolated policy considers only the element d;.

In addition to its locality, each policy has a granularity. The granularity defines
how m-values are shared between neurons. A chunked policy ties neurons
together into local groups, producing one value of m for each group. Neurons
in the same group fire in unison. This might be practically desirable for easy
parallelization on the hardware. In contrast, a singular policy assigns every
neuron a separate value of m, so each neuron fires independently.

A linear-cost policy. In this work, we use an isolated, singular policy based
on a simple threshold. Specifically,

m; = H(|d;| — h;)
Aout,i = di’

(3.6)
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Figure 3.5: Policy design and quantization. (left) A few sample re-
sponse functions (assuming an isolated, singular policy). (right) A com-
parison between our policy and a rounding policy (used in Sigma-Delta net-
works [167]). Results are for a 3-layer fully-connected network on the Tempo-
ral MNIST dataset [167].

where H is the Heaviside step function and h; is the threshold for neuron i. A
key advantage of this policy is its low overhead. On receiving an incoming
transmission, a neuron evaluates |d| > h (one subtraction) in addition to the
usual updates to a, d, and b. Neurons not receiving any updates (e.g., those
in a static image region) do not incur any overhead for policy computations.
In other words, the policy’s cost is linear in the number of updated neurons.
Combined with the linear cost of computing the neuron updates, this results
in EvNets whose overall cost scales linearly with the amount of change in the
input, not with the quantity of input data received.

This linear cost has important implications for networks processing data from
high-speed sensors (e.g., event sensors [136] or single-photon sensors [52]).
Here, the differences between adjacent inputs are often minuscule, and the
cost of a policy with fixed per-frame overhead (e.g., a Gumbel gate [72]) could
come to dominate the runtime. EvNets with a linear-overhead policy are a

natural solution for processing this type of high-speed data.
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Policy design and quantization. When a policy is both isolated and singular,
we can characterize the functions M(d) and P(d) by scalar functions M(d;)
and P(d;). Taking the product M(d;) - P(d;) gives a response function R(d;)
that describes the overall behavior of the neuron. Figure 3.5 (left) illustrates
several possible response functions.

Some response functions employ quantization to reduce the cost of computing
dot product terms w;x; (Equation 3.1). Sigma-Delta networks [167] use a
rounding policy to quantize neuron outputs; a neuron transmits if this rounded
value is nonzero. This rounding policy has significantly worse accuracy-
computation tradeoffs (Figure 3.5 (right)) compared to our proposed policy.
This might be caused by coupling the firing threshold with the quantization
scale. To increase its output precision a Sigma-Delta network must reduce its
firing threshold, possibly resulting in unnecessary transmissions.

3.5 Experiments

EvNets are widely applicable across architectures and video inference tasks.
Any network satisfying a few basic requirements (i.e., frame-based and com-
posing linear functions with nonlinear activations) can be converted to an
EvNet without re-training. To demonstrate this, we select widespread, repre-
sentative models for our main experiments: YOLOvV3 [189] for video object
detection and OpenPose [28] for video pose estimation. Additionally, we
conduct ablation experiments and report results on low-level tasks (optical

flow and image enhancement).

In Appendix B, we include additional results on HRNet [215] for pose estima-
tion. We also analyze the effect of granularity on savings, improved temporal

smoothness, and provide a comparison to simple interpolation.
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3.5.1 Video Pose Estimation

Dataset and experiment setup. We conduct experiments on the JHMDB
dataset [99] using the widely adopted OpenPose model [28]. We use weights
pre-trained on the MPII dataset [6] from [28] and evaluate the models on a
subset of JHMDB with 319 videos and over 11k frames, following [72]. We
report results on the combination of the three JHMDB test splits. We use the
PCK metric [258] with a detection threshold of @ = 0.2, consistent with prior
works [72].

Implementation details. We resize all videos to 320x240, padding as needed
to preserve the aspect ratio of the content. The joint definitions in MPII (the
training dataset for OpenPose) differ slightly from those in JHMDB. During
evaluation, we match the JHMDB “neck,” “belly,” and “face” joints to the
MPII “upper neck,” “pelvis,” and “head top” joints, respectively.

Baselines. We consider the following baselines, all using the OpenPose
model.

« Conventional: This is the vanilla OpenPose model without modifica-

tions.

+ Skip-Conv: This is a variant of the Skip-Conv method with norm gates
and without periodic state resets.

« Skip-Conv-8: This adds state resets to Skip-Conv by re-flushing every 8

frames to reduce the effect of long-term activation drift.

We recognize that Skip-Conv networks can also incorporate a learnable gating
function (the Gumbel gate) that uses information from a local window around
each neuron. This can also be used for our EvNets (it is local and chunked
rather than isolated and singular), but it requires re-training of the network
and can incur a higher computational overhead. To keep the analysis fair, we
only compare to the Skip-Conv norm gate.
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Table 3.1: Accuracy and computation. Results on the best threshold for
each model. We choose the highest threshold that reduces PCK or mAP by
less than 0.5%.

Pose Estimation Object Detection
Model Thresh. PCK (%) Operations Thresh. mAP (%) Operations
Conventional — 76.40 7.055%x101° — 55.38 1.537x10'"°
Skip-Conv 0.01 76.03  1.027x10°  0.01 54.13 7.340x10°
Skip-Conv-8 0.01 76.21 1.092x10%° 0.01 54.06 8.111x10°
EvNet 0.04 76.37 6.780x10° 0.08 56.19 3.061x10°

Results. Figure 3.6 (a) presents our results. We vary the policy threshold
h to characterize the accuracy/computation Pareto frontier. For both Skip-
Conv and EvNets, increasing the threshold reduces the computational cost
but increases the error rate. EvNets consistently outperform their direct com-
petitors (Skip-Conv and Skip-Conv reset) on the Pareto frontier, achieving
significantly higher accuracy when using a similar amount of computation.
Surprisingly, compared to the conventional OpenPose model, EvNets some-
times have slightly better accuracy, even with a large reduction in computation.
We hypothesize that this is caused by a weak inter-frame ensembling effect.

Table 3.1 summarizes the accuracy and computation at the best operating
point on the Pareto curve. For each model, we choose the highest thresh-
old that reduces PCK by less than 0.5%. To better understand the accuracy-
computation tradeoff, we further report the compute and memory overhead
of our EvNets (at the best operating point) in Table 3.2. We report overhead
operations both as a number of operations and as a percentage. This per-
centage gives the ratio between “extra operations expended” and “number of
arithmetic operations saved.” For example, an arithmetic overhead of 0.12%
indicates that the neuron updates and transmission policy require 0.12 extra
arithmetic operations for every 100 operations saved. Overall, EvNets add

minimal operation overhead and manageable additional memory.
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Figure 3.6: Pareto curves. The performance of an EvNet over several different
thresholds, with baselines for comparison. The “Skip-Conv-8” model re-
flushes the network every 8 frames. EvNets give significant computation
savings without sacrificing accuracy. See the supplement to our paper [50]
for a table with this data.

Table 3.2: Overhead. “Weights” gives the amount of memory required for
model weights. “Variables” gives the amount of memory required for the state
variables a, b, and d. “Arithmetic” indicates the number of extra arithmetic
operations expended for neuron updates (Equation 3.3) and policy-related
computations. “Load and Store” indicates the number of extra memory access
operations. See the text for an explanation of the percentage notation.

Memory Costs Operation Overhead
Model Thresh.  Weights  Variables Arithmetic Load and Store

OpenPose  0.04 2068 MB 3462MB  7.570x107 (0.12%) 1.342x10° (0.21%)
YOLO 0.08  2488MB 2322MB  6.417x107 (0.52%) 1.040x10° (0.85%)
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3.5.2 Video Object Detection

Dataset, experiment setup, and baselines. We evaluate on the ILSVRC
2015 VID dataset [196] using the popular YOLOv3 model [189] with pre-
trained weights from [198]. We report all results on the validation set with
555 videos and over 172k frames, using mean Average Precision (mAP) with
an IoU threshold of 0.5 (following previous works [38, 198, 275]). We evaluate
the same model variants as in Section 3.5.1 (conventional, EvNet, Skip-Conv,
and Skip-Conv reset).

Implementation details. We resize all videos to 224x384, padding as needed
to preserve the aspect ratio. Unlike OpenPose, YOLOv3 includes batch normal-
ization (BN) layers. BN gives us a convenient way to estimate the distribution
of activations at each neuron. We use this information to adjust the threshold
values. Specifically, we scale the threshold at each neuron by 1/y (where y
is the learned BN re-scaling parameter). This scaling makes the policy more
sensitive for neurons with a narrower activation distribution, where we would

expect equal-sized changes to be more meaningful.

Results. Figure 3.6 presents our results with varying thresholds. Again, we
observe that our EvNets outperform Skip-Conv variants, and sometimes have
slightly higher accuracy than the conventional model with greatly reduced
compute cost. Table 3.1 presents the accuracy and computation at the best
operating points.

3.5.3 Low-Level Vision Tasks

We have so far considered only high-level inference tasks. However, EvNets
are also an effective strategy for low-level vision. We consider PWC-Net [214]
for optical flow computation and HDRNet [63] for video frame enhancement.
For brevity, we only show sample results in Figure 3.7 and refer the reader
to Section B.1 for more details. As with the high-level models, we observe
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PWC-Net

24.2X reduction 8.24X% reduction 18.3X% reduction 8.89% reduction

Figure 3.7: Versatility of EvNets. We demonstrate that EvNets are an ef-
fective strategy for many high- and low-level vision tasks. Across tasks, we
see significant computation savings while maintaining high-quality output.
This frame shows a person mid-jump. The EvNet tracks the subject correctly
under rapid motion.

minimal degradation in accuracy and significant computation savings.

3.5.4 Ablation and Analysis

Rounding policy comparison. Figure 3.5 (right) compares our transmission
policy and the rounding policy used in a Sigma-Delta network [167]. We
obtain these results by evaluating the fully-connected model from the Sigma-
Delta paper (with the authors’ original weights) on the Temporal MNIST
dataset [167]. We evaluate EvNets with thresholds of the form 10°, where p €
{-1.5,-14, ...,-0.3, -0.2}. We obtain results for the Sigma-Delta network using
the original authors’ code, which involves training the quantization threshold
(the Pareto frontier is a consequence of varying a training penalty scale 4).

Ablation of long-term memory. Figure 3.8 shows the effect of ablating
the long-term memory d (resetting it to zero after each input). We evaluate
the OpenPose model on the JHMDB dataset. Other than resetting d, the two
models shown are identical. Both models use a threshold of 0.05. We see that
long-term memory is critical for maintaining stable accuracy.
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Figure 3.8: Ablation of long-term memory. Removing the memory d, as
considered in Skip-Conv [72], causes a rapid decay in accuracy. Results using
the OpenPose model on the JHMDB dataset. See Section 3.5 for details.

Camera motion. Global camera or scene motion (e.g., camera shake or
scene translation) reduces the amount of visual persistence in a video. We
would therefore expect camera motion to reduce the savings in an EvNet.
To confirm this, we evaluate the OpenPose and YOLO models on a custom-
labeled video dataset. We label the camera motion in each video as “none”
(perfectly stationary camera), “minor” (slight camera shake), or “major.” See
Section B.4 for details. We test OpenPose with a threshold of 0.05 and YOLO
with a threshold of 0.06. Because this dataset does not have frame-level
labels for pose or object detection, we do not explicitly evaluate task accuracy.
However, the thresholds we use here give good accuracy on JHMDB and VID.

2 < b

For OpenPose, the computation savings for “none,” “major,” and “minor’
camera motion are 17.3%, 11.3%, and 8.40X, respectively. For YOLO, the
savings are 6.64X, 3.95%, and 2.65X. As expected, we see a reduction in
savings when there is strong camera motion, although we still achieve large

reductions relative to the conventional model.

Wall-time savings. We now show preliminary results demonstrating wall-
time savings in EvNets. We consider the HRNet [215] model (see Section B.3)
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on the JHMDB dataset. We evaluate on an Intel Core i7 8700K CPU.

We implement the model in PyTorch. For the EvNet, we replace the standard
convolution with a custom sparse C++ convolution. Our convolution uses
an input-stationary design (i.e., an outer loop over input pixels) to skip zero
deltas efficiently. In the conventional model, we use a custom C++ convolu-
tion with a standard output-stationary design (i.e., an outer loop over output
pixels). We use a custom operator in the conventional model to ensure a fair
comparison, given the substantial engineering effort invested in the default
MKL-DNN library. We implement both operators with standard best practices
(e.g., maximizing data-access locality). We compile with GCC 9.4 with the
-Ofast flag.

For evaluation, we use an input size of 256x256 and an EvNet threshold of
0.1. The EvNet achieves a PCK of 90.46% and runs in an average of 0.3497 s
(7.361x10® ops) per frame. The conventional model achieves a PCK of 90.37%
and runs in 1.952 s (1.019x10'° ops) per frame.

Layer trends. Figure 3.9 shows the computational cost of the OpenPose
model as a function of the layer depth. We show results both on the JHMDB
dataset and on our custom-labelled MPII dataset (to allow analysis of the effect
of camera motion). Overall, we see a reduction in the relative cost as we go
deeper in the network. This highlights the importance of leveraging repetition
in the deep layers of the network, not just near the input. We also observe that
the early layers transmit more frequently when there is large camera motion.
This corresponds to an increased number of changes in low-level features and

pixel values.

Temporal variation. Figure 3.10 shows the per-frame computational cost of
the OpenPose EvNet over the course of a video. The video in question has a
static background and a moving foreground object (person). Recognizable
events in the video (e.g., walking, jumping) correspond to temporary increases
in the number of operations. In this way, we see EvNets living up to their
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Figure 3.9: Operation costs by layer. Results for the OpenPose model on
the JHMDB and custom-labelled MPII datasets. The increasing savings with
depth show the importance of leveraging repetition at all levels of the network
hierarchy. We have applied a median filter of size 5 (along the layer axis) to
the data in this plot.

promise of “only computing when something interesting is happening.”
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Figure 3.10: Temporal variation in operation cost. Identifiable events in the video (e.g., jumping) correspond
to temporary increases in the number of operations. “Shallow” corresponds to the first 31 layers, “middle” to
the next 31, and “deep” to the final 30. We have applied a centered moving average of size 10 (along the time

axis) to the data in this plot.
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3.6 Discussion

Hardware platforms. Mainstream GPU hardware is designed for parallel,
block-wise computation with coarse control flow. EvNets with neuron-level
transmission are inefficient under this computation model. In the long term,
we expect to achieve the best performance on specialized hardware designed
for extreme parallelism and distributed control. It is important to emphasize
that event neurons do not need to operate by a shared clock. Each neuron
operates independently—consuming new input as it arrives and transmitting
output once it is computed. This independence permits an asynchronous,
networked execution model in contrast to the ordered, frame-based model in
conventional machine learning. Spiking neural networks (SNNs) [152] share
this asynchronous computation model and have motivated the development
of neuromorphic hardware platforms [3, 46] that could be re-purposed for
efficient implementation of EvNets.
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4 Compute: Eventful

Transformers

In this chapter, we extend the idea of event-based inference beyond CNNs to
another widely-used architecture: vision Transformers. Vision Transformers
achieve impressive accuracy across a range of visual recognition tasks. Un-
fortunately, their accuracy frequently comes with high computational costs.
This is a particular issue in video recognition, where a Transformer may be
applied repeatedly across frames or temporal chunks.

Similar to Chapter 3, we exploit temporal redundancy between subsequent
inputs to reduce the cost of video processing. However, there are significant
differences between CNNs and Transformers that require rethinking some
of our previous techniques. Specifically, the self-attention operator does not
satisfy the linearity assumption in Chapter 3; to address this challenge, we
propose a novel method for event-based self-attention updates. This approach
allows us to re-process only those token vectors that have changed significantly
over time.

Our proposed family of models, Eventful Transformers, can be converted from
existing Transformers (often without any re-training) and give adaptive control
over the compute cost at runtime. We evaluate our method on large-scale
datasets for video object detection (ImageNet VID) and action recognition
(EPIC-Kitchens 100). Our approach leads to significant computational savings
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(on the order of 2-4x) with only minor reductions in accuracy.

4.1 Introduction

Transformers, initially designed for language modeling [225], have been re-
cently explored as an architecture for vision tasks. Vision Transformers [48]
have achieved impressive accuracy across a range of visual recognition prob-
lems, attaining state-of-the-art performance in tasks including image classifi-
cation [48], video classification [8, 15, 53], and object detection [29, 130, 145,
233].

One of the primary drawbacks of vision Transformers is their high computa-
tional cost. Whereas typical convolutional networks (CNNs) consume tens of
GFlops per image [27], vision Transformers often require an order of magni-
tude more computation, up to hundreds of GFlops per image. In video pro-
cessing, the large volume of data further amplifies these costs. High compute
costs preclude vision Transformers from deployment on resource-constrained
or latency-critical devices, limiting the scope of this otherwise exciting tech-
nology. In this work, we present one of the first methods to use temporal
redundancy between subsequent inputs to reduce the cost of vision Transform-
ers when applied to video data.

Temporal redundancy. Consider a vision Transformer that is applied frame-
by-frame or clip-by-clip to a video sequence. This Transformer might be a
simple frame-wise model (e.g., an object detector) or an intermediate step
in some spatiotemporal model (e.g., the first stage of the factorized model
from [8]). Unlike in language processing, where one Transformer input rep-
resents a complete sequence, we consider Transformers applied to several
distinct inputs (frames or clips) over time.

Natural videos contain significant temporal redundancy, with only slight
differences between subsequent frames. Despite this fact, deep networks
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Figure 4.1: Eventful Transformers. Our method exploits temporal redun-
dancy between subsequent model inputs. (top) Within each Transformer
block, we identify and update only those tokens with significant changes over
time. Image: [23]. (bottom) In addition to improving efficiency, our method
gives fine-grained control over the compute cost at runtime. “Budget” refers
to parameter r as described in Section 4.4.3. “Flush” refers to the initialization
of all tokens on the first time step. This example shows the ViTDet [130]
object detection model on a video from the VID [196] dataset.



68

(including Transformers) are commonly computed “from scratch” on each
frame. This approach is wasteful, discarding all potentially relevant infor-
mation from previous inferences. Our key intuition is that we can reuse
intermediate computations from earlier time steps to improve efficiency on

redundant sequences.

Adaptive inference. For vision Transformers (and deep networks in general),
the inference cost is typically fixed by the architecture. However, in real-world
applications, the available resources may vary over time (e.g., due to competing
processes or variations in power supply). As such, there is a need for models
whose computational cost can be modified at runtime [160]. In this work,
adaptivity is one of our primary design objectives; we design our method to
allow real-time control over the compute cost. See Figure 4.1 (bottom portion)
for an example where we vary the compute budget throughout a video.

Challenges and opportunities. There are past works exploring temporal
redundancy [50, 72, 175] and adaptivity [157, 226, 252] for CNNs. However,
these methods are generally incompatible with vision Transformers, owing
to substantial architectural differences between Transformers and CNNs.
Specifically, Transformers introduce a new primitive, self-attention, that does
not conform to the assumptions of many CNN-based methods.

Despite this challenge, vision Transformers also represent a unique opportu-
nity. In CNN, it is difficult to translate sparsity improvements (i.e., the sparsity
gained by considering temporal redundancy) into concrete speedups. Doing
so requires imposing significant restrictions on the sparsity structure [72]
or using custom compute kernels [175]. In contrast, the structure of Trans-
former operations (centered on manipulating token vectors) makes it easier

to translate sparsity into reduced runtime using standard operators.

Eventful Transformers. We propose Eventful Transformers, a new class of
Transformer that leverages temporal redundancy between inputs to enable
efficient, adaptive inference. The term “Eventful” is inspired by event cam-
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eras [20, 136], sensors that produce sparse outputs based on scene changes.
Eventful Transformers track token-level changes over time, selectively up-
dating the token representations and self-attention maps on each time step.
Blocks in an Eventful Transformer include gating modules that allow control-
ling the number of updated tokens at runtime.

Our method can be applied to off-the-shelf models (generally without re-
training) and is compatible with a wide range of video processing tasks. Our
experiments demonstrate that Eventful Transformers, converted from existing
state-of-the-art models, significantly reduce computational costs while largely
preserving the original model’s accuracy. We publicly release our code, which
includes PyTorch modules for building Eventful Transformers.

Limitations. We demonstrate wall-time speedups on both the CPU and GPU.
However, our implementation (based on vanilla PyTorch operators) is likely
sub-optimal from an engineering standpoint. With additional effort to reduce
overhead (e.g., implementing a fused CUDA kernel for our gating logic), we
are confident that the speedup ratios could be further improved. Our method
also involves some unavoidable memory overheads. Perhaps unsurprisingly,
reusing computation from previous time steps requires maintaining some
tensors in memory. These memory overheads are relatively modest; see

Section 4.6 for further discussion.

4.2 Related Work

Efficient Transformers. Several past works improve the efficiency of Trans-
formers. Many of these methods focus on reducing the quadratic complexity
of self-attention, often using low-rank or sparse approximations [39, 41, 69, 98,
104,115, 148,190, 194, 232]. In this work, we consider standard self-attention
(with windowing in some cases). Our approach is orthogonal to the above

methods.
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Selecting and summarizing tokens. Some recent works improve the effi-
ciency of vision Transformers by exploiting spatial redundancy within each
input. Many of these methods prune or fuse tokens based on a salience mea-
sure 55, 66,134, 169, 184]. A notable example is the Adaptive Token Sampling
(ATS) algorithm [55], which has an adaptive computation cost and does not
require re-training. Other spatial redundancy methods include adaptive token
pooling [17, 155], hierarchical pooling [172], learned tokenization [197], and
progressive token sampling [264].

Unlike these works, which consider spatial redundancy, our method targets
temporal redundancy. This makes our work complementary to these ap-
proaches. A single model can leverage both spatial and temporal redundancy
by only updating tokens that are both salient and not temporally repetitive.
We illustrate this compatibility in our experiments by building a simple proof-
of-concept model that combines temporal and spatial redundancy.

Another related work is Spatiotemporal Token Selection (STTS) [230], which
exploits spatiotemporal redundancy for video inference. STTS is intended for
models with explicit temporal reasoning that take an entire video as input.
In contrast, our method is designed for models that are repetitively applied
to frames or clips. Compared to STTS, our method covers a wider range of
architectures and tasks.

Temporal redundancy between inputs. There has been recent work on
exploiting inter-frame temporal redundancy in CNNs [30, 50, 72, 175]. While
we draw some inspiration from these methods, directly applying them to
vision Transformers is not feasible due to significant architectural differences
between CNNs and Transformers.

There is limited existing research on exploiting temporal redundancy between
subsequent vision Transformers inputs. To our knowledge, the only past work
in this area is the Spatiotemporal Gated Transformers (STGT) method [131].
There are two noteworthy differences between STGT and our work. Most
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notably, STGT only considers temporal redundancy within token-level opera-
tions (e.g., token-wise linear transforms), and not within the self-attention
operator. Our method accelerates all major Transformer components, includ-
ing self-attention. Further, STGT uses lossy gating logic that leads to accuracy
degradation on long sequences with gradual changes. Our method avoids this

issue by employing an improved, reference-based gating mechanism.

Adaptive neural networks. Many existing methods add adaptivity to deep
CNNs [40, 57, 86, 157, 221, 226, 235, 245, 252, 256]. However, due to architec-
tural differences (e.g., the use of relative position embeddings in Transformers),
these methods (e.g., those based on input resizing) often do not translate to
vision Transformers.

There has been some recent work on adaptive vision Transformers [156, 238,
261]. These works leverage redundancy within a single input, whereas we
consider redundancy between inputs. Unlike our method, these approaches
generally require re-training or fine-tuning the model.

Efficient neural networks. There is a substantial body of work on improving
the efficiency of deep networks. Some works propose efficient CNN archi-
tectures [84, 92, 269]. Others use reduced-precision arithmetic [44, 91, 186]
or pruning [73, 76, 121, 126]. Our method is loosely connected to pruning; it

can be viewed as adaptively pruning redundant tokens on each time step.

4.3 Background: Vision Transformers

In this section, we describe the basic elements of a vision Transformer (see [48]
for more details) and define the notation we use throughout the rest of the
chapter.

A vision Transformer consists of a sequence of Transformer blocks. The input
to each block is a list of N, D-dimensional token vectors; we denote this as

x € RN*P_ Before the first Transformer block, a vision Transformer maps
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each image patch to a token vector using a linear transform. Positional embed-
ding [225] can be injected before the first block [48] or at every block [130].

A Transformer block. A Transformer block maps input x € R¥*P to output
z € RN¥*P according to

y = MSA(LN(x)) + x, (4.1)
z=MLP(LN(y)) + y, (4.2)

where “MSA” denotes multi-headed self-attention. “MLP” is a token-wise
multilayer perceptron with two layers and one GELU nonlinearity. “LN”

denotes layer normalization.
Multi-headed self-attention (MSA). The self-attention operator first ap-

plies three linear transforms W, W, W, € R”*® to its input x’ = LN(x).

g=x'W, k=xW, v=xW,. (4.3)

g, k, and v are the “query,” “key,” and “value” tensors, respectively. In practice,
Wy, Wy, W, are often fused into a single transform W, = [W,, W, W,].

These transforms may include a bias; we omit the bias here for brevity.

The self-attention operator then computes a normalized similarity matrix
(attention matrix) A € RM between the tokens of g and k.

A = Softmax (qkT / \/B) . (4.4)

Softmax normalization is applied along rows of the matrix.

The MSA output y’ is an attention-weighted sum of the value tokens v, fol-
lowed by a linear projection W ,.

Y =(Av)W,,. (4.5)
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Multi-headed self-attention (as opposed to single-headed self-attention) splits
q. k, and v into H tensors of shape RVX®/H) and applies self-attention in
parallel across these H heads. Before applying W, the results of all heads are
concatenated into a tensor with shape RNXP,

Windowed attention. Standard MSA has a complexity of O(N?) (quadratic
in the number of tokens). To reduce this cost, many vision Transformers adopt
windowed attention. Windowed attention constrains the attention compu-
tation to local windows. Information can be exchanged between windows
by shifting the windows between blocks [145] or by interleaving global atten-
tion [130].

4.4 Eventful Transformers

Our goal is to accelerate vision Transformers for video recognition, in the
situation where a Transformer is applied repetitively across frames or chunks
of frames (e.g., for video object detection or video action recognition, respec-
tively). Our key idea is to exploit temporal redundancy by re-using compu-
tation from previous time steps. In this section, we describe how to modify

Transformer blocks to add temporal redundancy awareness.

In Section 4.4.1, we present a token-gating module that monitors temporal
changes and determines which tokens to update. In Section 4.4.2, we integrate
our token gating logic into a Transformer block, creating a redundancy-aware
Eventful Transformer block. In Section 4.4.3, we explore policies for selecting
which tokens to update.

4.4.1 Token Gating: Detecting Redundancy

In this subsection, we propose two modules: token gates and token buffers.
These modules allow us to identify and update only those tokens that have

changed significantly since their last update.
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Figure 4.2: Token gating. A gating module compares incoming tokens
against a stored reference. If the difference between a token and its reference
is large, then the token is selected to be updated. See Section 4.4.3 for details
on selection policies. Images are from the VID [196] dataset.
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Gate module. A gate selects M < N of its input tokens to send to downstream
layers for re-computation. The gate maintains a set of reference tokens in
memory, which we denote as u € R¥*P, The reference tensor contains the
value of each token on the time step it was most recently updated. On each
time step, tokens are compared against their references; those that deviate

significantly from their reference are selected for an update.

Let ¢ € RV*P denote the current input to the gate. On each time step, we
update the gate’s state and determine its output according to the following
procedure (see Figure 4.2):

1. Compute the total error e = u —c.

2. Apply a selection policy to the error e. A selection policy returns a binary
mask m (equivalently, a list of token indices) indicating which M tokens
should be updated.

3. Extract the tokens selected by the policy. In Figure 4.2, we depict this as
the product ¢ X m; in practice, we achieve this with a “gather” operation
along the first axis of ¢. We denote the gathered tokens as ¢ € RM*P,

The gate returns € as its output.

4. Update the references for selected tokens. In Figure 4.2, we depict this
asu < e X (~ m) + ¢ X m; in practice, we apply a “scatter” operation
from € into u.

On the first time step, the gate updates all tokens (initializing u < ¢ and

returning ¢ = c).

Buffer module. A buffer module maintains a state tensor b € RN¥*P that
tracks the most recent known value for each of its input tokens. When receiv-
ing a new input f(¢) € RM*P, the buffer scatters the tokens from f(€) into
their corresponding locations in b. It then returns the updated b as its output.
See Figure 4.3.
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Figure 4.3: Accelerating token-wise operations. The gate reduces the
number of active tokens from N to M. Subsequent token-wise operations
operate on a smaller tensor and therefore have a lower computational cost
(proportional to M).

We pair each gate with a subsequent buffer. One simple usage pattern is
as follows. The gate output ¢ € RM*P is passed to a series of token-wise
operations f(€). The resulting tensor f(¢) € RM*P is then passed to a buffer,
which restores the full shape RN*P,

4.4.2 Building Redundancy-Aware Transformers
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In this subsection, we propose a modified Transformer block that exploits tem-
poral redundancy. Figure 4.4 shows our design for an Eventful Transformer
block. Our method accelerates token-wise operations (e.g., the MLP), as well
as the query-key and attention-value multiplications (Equations 4.4 and 4.5,
respectively).

Token-wise operations. Many of the operations in a Transformer block
are token-wise, meaning they do not involve information exchange between
tokens. These include the MLP and the linear transforms in the MSA. We
can save computation in token-wise operations by skipping those tokens not
selected by the gate. Due to token-wise independence, this does not change
the result of the operation for the selected tokens. See Figure 4.3.

Specifically, we place a gate-buffer pair around each contiguous sequence of
token-wise operations, including the W, transform (Equation 4.3), the W,
transform (Equation 4.5), and the MLP. Note that we add buffers before the
skip connections (Equations 4.1 and 4.2) to ensure that the tokens of the two

addition operands are correctly aligned.

The cost of a token-wise operation is proportional to the number of tokens. A
gate reduces the number of tokens from N to M. This, in turn, reduces the
computational cost of downstream token-wise operations by a factor of N /M.

The query-key product. We now consider the query-key product B = gk’
(part of Equation 4.4). Writing this matrix multiplication explicitly, we have

Bj=). qip(kT)pj. (4.6)
p

Element B;; needs to be updated if either (a) there is a change in the i™ row
of g, or (b) there is a change in the j® column of k”. Due to the gate that we
inserted before the W, transform (shown in Figure 4.4), only some rows of q
and some columns of kT have changed. Therefore, we only need to recompute

a subset of the elements of B.
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Let ¥’ € RM*P denote the output of the gate before the W iy transform. We
define § = X'W, and k = ¥ W, (following Equation 4.3). Let q and k denote
the outputs of the g and k buffers (shown in Figure 4.4). § contain k the
subset of tokens from q and k that are being updated.

Figure 4.5 depicts our method for sparsely updating B. The product gk’
contains the elements of B that need to be updated due to a change in §. We
compute gk, then scatter the result row-wise into the old B (the value of B
from the last time step). We use an analogous approach for the k-induced
updates; we compute gk” and scatter the result column-wise into B.

The overall cost of these updates is 2NMD, compared to a cost of N2D to
compute B from scratch. Note that the cost of our method is proportional to
M, the number of tokens selected by the gate. We save computation when
M < N /2 (when we update fewer than half of the tokens).

The above method for updating B involves some redundant computation.
Some elements of the first scattered matrix gk” are also present in the second
matrix gk”. These overlapping elements are computed twice. Eliminating
this redundancy would reduce the cost of our method to NMD < N2D. This
could be achieved by removing the tokens in § from q before computing gk”.
We would then scatter the result by indexing along both axes of B. We leave

this as an optimization for future implementations.

The attention-value product. We now describe a method for updating the
attention-value product Av (part of Equation 4.5). Writing this multiplication

explicitly, we have
(Av),; = D Apvy; (4.7)
p

Because of the gate before the W, transform, only some rows (tokens) of v
change on each time step. However, there are some updated values in every
column of v. Therefore, every element of Av will change on each time step.

This means we cannot use the same strategy that we used for B, where we
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Figure 4.5: The query-key product. We reduce the cost of computing B =
gk” by only updating a subset of its elements. We first compute changes
induced by updated rows in q (top-left), then compute changes induced by
updated columns in k7 (bottom).

only updated some of the output elements.

Instead, we propose a delta-based update strategy. Let A, and v, denote the
last known values for A and v. Let A, and v, denote changes in A and v.
Define A, = A, + A, and v, = v, + v,. We can compute the updated

attention-value product A, v, as

AU, = (Ay + ANV, +1,)
= A0, + AUy + A\, + ApU,
= A0, + (A, + Apv,y + Ap(V, +0,y) — Ay,
= A, U, + A, Uy + ApU, — ApV,. (4.8)

Therefore, on each time step, we can update Av by adding A,v,+AAV,,— AU,

to the previous result A, v,.

We obtain A,, v,, A,, and v, using delta gate modules. Delta gates are similar
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to the gates defined in Section 4.4.1, with one difference: instead of returning
¢, a delta gate returns u and & (where é is the result of gathering the selected
indices from e). u represents the effective current value of the gate’s output,
corresponding to A, or v,, in Equation 4.8. é represents the amount of change
on the current time step, corresponding to A, or v, in Equation 4.8.

Figure 4.6 illustrates our approach for efficiently computing the three delta
terms in Equation 4.8. We remove the columns of A, that correspond to
zero rows in v, (these columns will always be multiplied by zero). Let A4,
denote A, with these columns removed. We remove rows of v,, analogously

to produce U,,. We then compute
A, 0, + A0, — ApDy, (4.9

adding the result to the previous value of Av.

The product A,0, assumes the columns of A, are correctly aligned with
the rows of ¥,. We achieve this alignment by forcing the A gate to select
the same indices as the v gate. Using a separate policy in the A gate would
be possible, but would require a re-alignment operation before computing
A,U,. Further, forcing alignment allows us to eliminate a multiplication by

rearranging Equation 4.9 as
A, 0, + A,(0, — U0,). (4.10)

Equation 4.10 has a cost of 2M ND (assuming the addition has a negligible
cost), compared to N2D for a standard multiplication. We see savings when
M < N/2.

4.4.3 Token Selection Policies

An important design choice for an Eventful Transformer is the token selection
policy. Given a gate error tensor e, a policy generates a mask m indicating
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which tokens should be updated. We now discuss the design of selection

policies.

Top-r policy. This policy selects the r tokens whose error e has the largest
norm (we use the L2 norm). The top-r policy is lightweight and has a single
parameter that can be easily tuned by hand. Varying r gives direct control
over the model’s computation cost. These properties make the top-r policy a
good fit for applications with tight (potentially time-varying) computational
constraints. We use a top-r policy in our main experiments.

Threshold policy. This policy selects all tokens where the norm of the error
e exceeds a threshold h. A threshold policy is input-adaptive; the number of
tokens selected depends on the amount of change in the scene. This input
adaptivity can potentially lead to a better accuracy-cost tradeoff. However,
the best value for the threshold 4 depends on the distribution of token vectors
(which varies across layers) and is difficult to decide. In addition, a threshold
policy does not give a fixed compute cost. This policy is likely better suited to
applications with more flexible resources, where achieving the best possible
accuracy-cost tradeoff is critical.

Other policies. More sophisticated token selection policies could lead to an
improved accuracy-cost tradeoff. For example, we could use a learned policy
(e.g., a lightweight policy network). However, training the policy’s decision
mechanism might be challenging, due to the general non-differentiability
of the binary mask m. Another idea is to use an importance score (e.g., as
proposed in [55]) to inform the selection. We leave these ideas as potential
topics for future work.

4.5 Experiments

In this section, we present our experiments and results. We evaluate our
method for video object detection (Section 4.5.1) and video action recognition
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Figure 4.7: Video object detection results. Computation savings ratio
(positive axis) and relative reductions in mAP50 score (negative axis) for our
method. Results are for the ViTDet model [130] on the VID [196] dataset. See
the supplement to our paper [51] for tables.

(Section 4.5.2). We show additional analysis in Section 4.5.3.

4.5.1 Video Object Detection

Task and dataset. We test our method on video object detection using the
ILSVRC 2015 ImageNet VID dataset [196]. We report results on the validation
set, which contains 555 videos with lengths of up to 2895 frames. Following
prior works [38, 189], we evaluate the mean average precision (mAP) metric
with an IoU threshold of 0.5.

Implementation details. We consider the ViTDet model from [130], which
we apply to individual frames of an input video. ViTDet combines a plain
Transformer backbone (based on ViT-B [48]) with a standard detection head [24,
78]. The backbone consists of 12 blocks with interleaved global and windowed
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self-attention (blocks 3, 6, 9, and 12 use global attention). Windowed self-
attention uses a window size of 14x14 tokens (224x224 pixels). Token vectors
are 768-dimensional. Self-attention operators have 12 heads and employ
learned relative position embeddings.

Before the backbone, the model maps each 16x16 image patch to a token
vector using a linear transform. The model expects fixed-size inputs (due to
resolution-specific position embeddings). Therefore, following from [130],
we rescale and pad all video frames to a uniform size (e.g., 1024x1024) before
applying the model.

We convert the model to an Eventful Transformer following the method in
Section 4.4. In blocks that use windowed attention, we exploit temporal re-
dundancy only within token-wise operations (not within the query-key or
attention-value products). Our complete approach is compatible with win-
dowed attention; however, windowing leads to some implementation chal-
lenges (ragged tensor shapes across windows, making batched computation
more difficult). Note that for ViTDet, global self-attention represents the bulk
of the self-attention compute cost.

Experiment protocol and baselines. We fine-tune the original ViTDet
weights (trained on COCO) for VID object detection. See Section C.3 for train-
ing parameters. Note that we fine-tune before we add temporal redundancy
awareness to the model. We train and evaluate at resolution 1024x1024. To
understand the effect of token count (which strongly influences compute
cost), we also evaluate at resolution 672X672. Rather than training a separate
lower-resolution model, we adapt the 1024x1024 model by interpolating the
learned position embeddings. The resulting adapted model retains most of its

accuracy.

We compare against a version of the STGT method [131]. Due to unavailable
source code, we were unable to evaluate all components of this method (no-
tably, the use of a learned policy network). Instead, we consider a simplified
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Figure 4.8: Video object detection comparison and ablation. The
accuracy-cost tradeoff for our method, compared with STGT [131] and an
ablation that only accelerates token-wise operations. See the supplement to
our paper [51] for tables.

version that uses the same top-r policy as our method. This setup enables a
direct comparison of the core gating and update mechanisms. In addition, we
evaluate an ablated version of our approach that only accelerates token-wise
operations. We vary the policy r to explore the accuracy-compute tradeoff.
At resolution 1024, we test r = 256, 512, 768, 1024, 1536, and 2048 (from a
maximum of 4096 tokens). At resolution 672, we test r = 128, 256, 384, 512,
768, and 1024 (from a maximum of 1764).

Results. Figure 4.7 shows our results. Our method gives significant savings
with only minor reductions in accuracy. For example, at size 1024 with r = 768,
our approach reduces the cost from 467.4 GFlops to 122.3 GFlops (3.8x lower)
while reducing the mAP50 score from 82.93 to 81.25 (-1.68% in absolute
mAP50). At size 672 with r = 384, we reduce the cost by 3.7x with a -0.85%
change in mAP50.

In these experiments, some tokens correspond to padded space and are there-
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Figure 4.9: Video action recognition results. Our results for action recog-
nition on EPIC-Kitchens 100 using the ViViT model [8]. We report the total
TFlops per video (spatial + temporal sub-models). See the supplement to our
paper [51] for a table containing this data.

fore “easy” from a temporal redundancy standpoint. However, even in a
padding-free deployment (e.g., with a single, known training and inference
resolution) our method would still give strong computation savings. For ex-
ample, consider resolution 1024 with r = 768. We are skipping 66% of all
non-padded tokens here (based on a measured mean padding ratio of 44.6%
on VID—corresponding to a ~16:9 aspect ratio). This corresponds to a savings
of >2x, with an accuracy drop of only 1.68%. Note that our ViViT experiments
(Sections 4.5.2 and C.2) do not involve padding.

Figure 4.8 shows the accuracy-compute tradeoff for our method, along with
baselines. Our approach gives a considerable improvement in the accuracy-
compute tradeoff compared to STGT [131]. Further, adding redundancy
awareness to the query-key and attention-value products reduces the cost
significantly, especially at low r values.
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Table 4.1: Adding spatial redundancy to ViTDet. “Spatial” is a model
with pooling in k and v. “Spatiotemporal” is a model with both pooling and
temporal redundancy awareness.

Variant r mAP50 (%) GFlops
Base model — 82.93 467.4
Spatial — 80.15 388.1
Spatiotemporal 2048 80.14 217.0
Spatiotemporal 1536 80.07 169.3
Spatiotemporal 1024 79.50 121.0
Spatiotemporal 768 78.69 96.3
Spatiotemporal 512 76.96 70.9
Spatiotemporal 256 71.35 44.5

4.5.2 Video Action Recognition

Task and dataset. We evaluate our method on action recognition using the
EPIC-Kitchens 100 dataset [45]. EPIC-Kitchens 100 contains highly dynamic
egocentric videos annotated with 97 verb and 300 noun classes. We consider
the verb classification task. The training and validation set contains 67217
and 9668 action instances, respectively.

Implementation details. We use the ViViT model [8] with factorized spatial
and temporal sub-models based on ViT-B. The spatial sub-model (the bulk
of the compute cost) is applied sequentially to 16 2-frame input clips. The
outputs of the spatial model are concatenated and passed to the temporal
model, which returns a class prediction. The prediction is the average over 12
video views (4 temporal views, each divided into 3 spatial crops). Each view
has a shape of 320x320x32. Unlike ViTDet, ViViT adds a class embedding
token (see [48]), does not use windowed self-attention, and does not use
relative position embeddings.

We convert the spatial model to an Eventful Transformer. Naively replacing the
spatial model with an Eventful version leads to a considerable drop in accuracy
(about -10% with r = 100). We conjecture that the cause is a distribution shift
in the inputs to the temporal model (see Section C.1 for further discussion).
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We recover most of the lost accuracy by fine-tuning the non-Eventful temporal
model on the outputs of a frozen Eventful spatial model.

Experiment protocol. We start with ViViT pre-trained on EPIC-Kitchens 100
and fine-tune the temporal model as described above (on the EPIC-Kitchens
training set). We fine-tune different model variants with policy r values of 50,
100, and 200 (out of a maximum of 401 tokens). See Section C.3 for training
parameters. We report results using the top-1 accuracy metric, following
standard protocol [45].

Results. Figure 4.9 shows our results for the Eventful ViViT model. We
evaluate a range of r values for each of the fine-tuned variants. We test the
original fine-tuned r-value, along with +20% and +40% of this value. We
observe considerable computation savings with only moderate reductions
in accuracy. For example, with r = 140, we reduce the cost by 2.4x while
reducing the accuracy by only 1.62%. In addition, the model retains adaptivity
despite being fine-tuned with a single-r value, exhibiting a favorable accuracy-
compute tradeoff over a range of r-values.

4.5.3 Spatial Redundancy and Runtime

Considering spatial redundancy. Eventful Transformers exploit temporal
redundancy and thus complement prior works that leverage spatial redun-
dancy. Here we present a simple proof-of-concept experiment that considers
spatial redundancy in Eventful Transformers.

Specifically, we adopt a variant of [250], which applies spatial pooling to
the self-attention key and value tokens. We apply this method with 2x2
pooling to the global self-attention operators in the ViTDet model. We evaluate
this method both with and without temporal redundancy awareness. In the
temporal-redundancy model, we pool k and v after their respective buffers.
We pool k by first pooling the active indices (equivalent to max-pooling the
mask m), then gathering the buffered k using the pooled indices.
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Table 4.2: Runtimes (ms). ViTDet runtimes are for the Transformer back-
bone only. ViViT runtimes include the temporal sub-model.

Model Size  Variant r GPU CPU
ViTDet 1024 Base model — 86.6 5150
ViTDet 1024  Spatial — 589 3116
ViTDet 1024 Temporal 512 699 3570
ViTDet 1024 Spatiotemporal 512  38.1 1682
ViTDet 672  Base model — 283 1492
ViTDet 672  Spatial — 233 1055
ViTDet 672  Temporal 256  21.6 838
ViTDet 672  Spatiotemporal 256  20.8 478
ViViT 320  Base model — 950  5.45x10*
ViVviT 320 Temporal 50 545  2.15x10*

Table 4.1 shows our results for resolution 1024 (See the supplement to our pa-
per [51] for resolution 672). We see that the spatial and temporal methods are
complementary; both meaningfully contribute to reducing the computational
cost. See Section 4.6 for further discussion on spatial redundancy methods.

Runtime. We show preliminary runtime results on a CPU (Xeon Silver 4214,
2.2 GHz) and a GPU (NVIDIA RTX 3090). See Section C.3 for experiment
details. Table 4.2 shows our results. Adding temporal redundancy awareness
leads to speedups of up to 1.74x on the GPU and 2.48% on the CPU. These
results should be seen just as a proof of concept—we are confident that these
speedups could be improved with further engineering effort (e.g., by replacing
vanilla PyTorch operators with custom kernels or using a high-performance
inference framework).

Update visualization. Figure 4.10 shows an example video sequence. We
visualize the model predictions (top), the token-wise L2 norm of the error e
(middle), and the update mask m (bottom). We see that larger error values
correspond to dynamic regions in the image.
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Figure 4.10: Update visualization. The error e and update mask m, for the
pre-QKYV gate in block 3 of ViTDet. Video source: [196]

4.6 Discussion

Memory overhead. Our method reduces floating point operations at the
cost of higher memory usage. Each gate or buffer maintains a reference tensor
(u or b, respectively). The memory overhead for token gates and buffers
is generally modest. For, consider size-1024 ViTDet. The model has 4096
768-dimensional tokens, meaning a token gate or buffer takes 12.6/6.3 MB of
memory at full/half precision.

However, gating or buffering the attention matrix A can require a larger
amount of memory. For example, in the global attention layers of the size-
1024 ViTDet model, the A matrix has shape 4096x4096x12. Buffering this A
requires 805/403 MB at full/half precision. Fortunately, the situation dramati-

cally improves if we reduce the number of tokens or use windowed attention
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(due to the quadratic size of A). For example, the A matrices for the size-
672 ViTDet model (1764 tokens) and the ViViT model (301 tokens) occupy
149/75 MB and 4.3/2.2 MB, respectively. In applications where memory is
tight and the A matrix is large, it is possible to save memory by removing tem-
poral redundancy awareness in the query-key and/or attention-value products

(each eliminates one A-shaped state tensor).

Integration with spatial redundancy methods. A promising avenue for
future work the is further integration of our approach with spatial redundancy
methods. Conceptually, these methods summarize a large, redundant set of
tokens using a more compact set of tokens. The gating module in an Eventful
Transformer assumes that most of its inputs vary smoothly over time. When
combining our approach with spatial redundancy methods, we need to ensure
that the compact spatial summary is relatively stable. For example, with
adaptive token clustering [17, 155], we would need to sort the clusters in a
mostly-consistent order.

There are many potentially interesting questions regarding joint modeling of
spatial and temporal redundancy. For example, how is the temporal axis dif-
ferent from the spatial one? Should the temporal axis be modeled separately?

We leave such questions for future work.
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5 Stability and Robustness:
Instant Video Models

5.1 Introduction

Video is often processed frame-wise—meaning images are passed one by one to
a processing pipeline or model, and each output is independent of the previous
one. This design choice is often driven by practical considerations: single-
frame datasets are generally more diverse and accessible than video datasets,
training image-based models is far less demanding in terms of compute and
memory, and improvements in single-frame performance often carry over to
video-based tasks.

Unfortunately, frame-wise processing faces the inherent challenge of temporal
consistency, where model predictions fluctuate over time (Figure 5.1 (top-
middle)). This behavior is especially problematic in tasks such as denoising or
stylization, where temporal inconsistency can significantly reduce perceptual
quality. Even in applications where the model output is not intended for
human consumption, instability can impact downstream tasks. For example,
inconsistent monocular depth estimates could produce erratic behavior in a
collision avoidance system. Moreover, instability can reduce perceived relia-

bility and thereby undermine user trust, regardless of objective performance.

Temporal consistency is closely related to corruption robustness. In field de-
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ployments, vision systems often operate in non-ideal conditions. For example,
an autonomous vehicle may encounter inclement weather, sensor artifacts,
or low-light noise; robustness in these circumstances is vital for safe system
operation. These real-world corruptions are often transient, with an appear-
ance that changes between frames (Figure 5.1 (top-right)). While it may be
challenging to correct such degradations with a single frame, we can often
infer the underlying clean signal from recent context. In this case, we can

view robustness as a natural extension of temporal consistency.

Several prior works have proposed video-centric models with improved tem-
poral consistency [18, 143, 88, 254, 209, 249]. However, these methods are
often narrowly designed for one or a few tasks and require costly training
on large-scale video datasets. Consequently, they lack the flexibility to lever-
age the extensive ecosystem of frame-based imaging and perception models.
Further, few explicitly address robustness to transient corruptions or other
challenging conditions.

In this work, we improve the temporal consistency and robustness of pre-
trained, image-based models across various tasks. One of our primary chal-
lenges is that increasing stability may result in over-smoothing, which can,
in turn, reduce accuracy. We conceptually explore the tradeoffs between
output quality, corruption robustness, and temporal consistency, and intro-
duce a unified accuracy-robustness-stability loss to balance these objectives.
We provide a theoretical analysis of this loss and identify strategies to avoid
“over-smoothing reality,” such that there is no incentive for predictions to be
smoother than the true scene dynamics.

Guided by this analysis, we propose a class of versatile stabilization adapters
(Figure 5.1 (middle)). These adapters generate control signals, based on recent
spatiotemporal context, that modulate changes to the model’s features and
output. By operating in both the feature and output spaces, we allow the
adapters to model stability wherever it exists in the visual hierarchy. This
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Figure 5.1: Stabilizing image-based networks. (top) Applying single-
image models sequentially to the frames of a video can cause unstable predic-
tions and failures under time-varying corruptions. In the top-right example,
we see that randomly dropping patches causes artifacts in monocular depth es-
timates. (middle) We propose a method for injecting stabilizers into existing
networks and for training these stabilizers using a unified accuracy-stability-
robustness loss. (bottom) We demonstrate improvements in stability and
robustness for various tasks, without modifying the original image-based
models. Image sources: [63, 191, 202, 257].
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property is important for high-level vision tasks, where stability is often best

described in a feature space.

Our method offers several key benefits. First, our stabilization adapters are
lightweight and modular, and do not require modifying the original model
parameters. Second, our adapters operate causally; stabilized outputs de-
pend only on current and past inputs—a feature that is critical for processing
streaming video in latency-sensitive applications. Third, our approach is com-
patible with both low-level tasks, where stability can be described in terms of
pixel values, and higher-level tasks, where stability occurs at the level of scene
semantics. Finally, our method naturally enhances robustness to transient
corruptions, without requiring explicit corruption modeling.

We evaluate our method on a range of tasks: denoising, image enhancement,
monocular depth estimation, and semantic segmentation (Figure 5.1 (middle-
right)). We also demonstrate improved robustness against various transient
corruptions, including noise, dropped patches, elastic deformations, com-
pression artifacts, and adverse weather (Figure 5.1 (bottom)). In most cases,
these improvements do not reduce accuracy—on the contrary, we often see
significant improvements in task metrics. Overall, our experiments establish
the flexibility and practicality of our approach.

5.2 Related Work

Corruption robustness. Several prior works have addressed robustness
against input corruptions. Hendrycks and Dietterich [80] propose metrics for
measuring the robustness of image classifiers against common corruptions
(e.g., compression artifacts or weather); their metrics inspire our definitions
in Section 5.3. In general, natural corruptions have received less attention [49]
from the vision community than adversarial corruptions [2, 65, 153, 173, 204,
218, 237, 248], although a handful of methods and benchmarks exist [12, 118,
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139,162, 243]. Like these works, our paper emphasizes robustness to naturally
occurring corruptions rather than worst-case adversarial perturbations.

Consistent image enhancement. Frame-to-frame flickering is a significant
problem for low-level image enhancement models; as such, there have been
several works that improve temporal consistency for these tasks [18, 117, 124,
260, 267]. Blind video temporal consistency methods [18, 117, 124] treat the
frame-level model as a black box, which allows generalization across models
and applications. However, because they consider only the model input and
output, these methods cannot model higher-level (semantic) stability and
are prone to instability when the input is impacted by transient noise or
corruptions. In contrast, we model stability in both the output space and the
feature space, improving robustness against corrupted inputs and supporting
a wider range of tasks, including those where stability is best described in

semantic terms.

Task-specific video architectures. Many works propose video-optimized
architectures for specific tasks, with temporal consistency a stated priority
in many cases. This problem has been widely studied for ill-posed, low-level
tasks where the output is intended for a human viewer; examples include
video colorization [123, 143, 227, 259, 266, 271, 272], stylization [33, 36, 37,
47, 58, 59, 70, 88, 129, 141, 182, 195, 234, 251], and inpainting [32, 110, 122,
228, 254, 265]. Temporal consistency is also a concern in higher-level tasks,
including segmentation [9, 179, 187, 209, 229], object detection [14, 101, 140,
222, 249, 274], and depth estimation [103, 107, 116, 128, 149, 178, 236, 268].
Clockwork ConvNets [209] leverage the observation that semantic content
evolves more slowly and smoothly than pixel values; we share this motivation

in designing feature-domain stabilizers.

Our goal is not to design a task-specific method; in fact, we expect specialized
architectures to outperform our general approach on benchmarks. The appeal
of our approach lies in its practicality and versatility. Our method requires
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minimal training and no alterations to the original network, and can be
applied to a broad range of video inference tasks, including those where
highly optimized video architectures may not exist.

5.3 Defining Stability and Robustness

We start by defining temporal stability. Let f, : X' — Y be a frame-wise
predictor with parameters ¢, and let 5(y;, y,) be a metric defined on the space
Y. We use ¥ to indicate the model output and y for the target output (ground
truth, or features from a reference model). We formulate our definition as an
expectation over data distribution 2 containing (x, y) sequences of duration
7 indexed by discrete time step ¢ (the frame index). We define the stability S
as the negative expected difference between adjacent predictions, i.e.,

-1

8= =Exyoo z 5(f¢(xt)’ f¢(xt+1)) . (5.1)

The negation is added such that stability increases as frame-to-frame variation
decreases.

This notion of stability is closely related to robustness, i.e., the correctness of
the model predictions under input corruptions [80]. The same input corrup-
tions can cause both temporal instability and reduced prediction accuracy;
examples include sensor noise, image or video compression artifacts, rain,
and snow. Hendrycks and Dietterich [80] define corruption robustness R,
as the expected accuracy of a classifier under a distribution &£ of per-image
perturbation functions. We extend their definition to cover arbitrary metrics
0 and time series of duration T,

jzc = _|E5~8,(x,y,f)~D [Z 5 (fgb(gt(xt))a yt) ’ (5-2)
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where ¢, is the per-frame perturbation at time ¢. Again, y, is the target output.

We define the corruption stability S, similarly:

8 = —Eeoe ey | 2, 8 E&(x)), folEa (i) |- (5.3)
t=1

Both R, and 8, include input perturbations . R, measures how accurately a
model f predicts the target, while S, captures the temporal smoothness of the
model’s outputs. Notably, R, and S, can be applied to both the intermediate
features and the output of f.

5.4 Learning to Balance Stability and

Robustness

We now combine R, and S, to form a unified accuracy-stability-robustness
training loss U,, and analyze the conditions under which this loss leads to
well-behaved training.

Unified accuracy-stability-robustness loss. We define the unified loss U,
as

U, =—-(R.+18.) (5.4)
T -1
= Eeeg (xy,0~n Z 5(f¢(£t(xt)), y)+4 Z 5(f¢(£t(xt))7 f¢(£t+1(xt+1))) )
t=1 t=1
(5.5)

where 4 is a constant that weights stability relative to accuracy.

Theoretical analysis. If § can be expressed in terms of a norm on Y, we
can derive two bounds on A. The first, A < 1/2, which we call the oracle
bound, defines the range of 4 where the ground truth is the global minimizer
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Figure 5.2: Unified loss for one-dimensional predictions. We consider
a time series of duration T = 3 consisting of one-dimensional predictions,
with & defined as the L1 distance. We assume that the first prediction ¥, is
fixed (cannot be modified by a stabilization adapter). We show the value of
the second prediction y, along the x-axis and the value of the third y; along
the y-axis, with contours indicating the value of the unified loss as these
predictions vary. When 4 = 0, the minimum occurs at the ground truth
¥, = y, and y; = y;. When 1 is nonzero but below the oracle bound, the
minimum still occurs at the ground truth, but the loss increases more slowly
in the direction of stabler predictions. When A exceeds the collapse bound,
the global minimum is the collapse state y; = y, = y;.

of the loss in prediction space. Under this bound, a perfectly accurate (oracle)
model will never have an incentive to diverge from the correct prediction to
increase stability. For each training item x, the minimum loss occurs at the
ground truth y, implying zero gradients with respect to the prediction y. See
Appendix D.1 for a proof of this and the following bound.

The second bound, 1 > 7 — 1, is the collapse bound, and gives the range of 4
where the global loss minimizer corresponds to exact repetition of the initial
prediction, regardless of scene changes. Unlike the global accuracy minimizer
(the oracle state), which may be difficult or impossible to reach with gradient
descent, the collapse state is often easily achieved. For example, if there is an
EMA stabilizer (Section 5.5) on the output, we can achieve collapse simply by
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setting its decay to zero. In our experiments, we confirm that setting A above
the collapse bound leads to prediction collapse, provided the collapse state is
representable in the stabilizer parameter space.

Example. In Figure 5.2, we plot the loss as a function of two one-dimensional
predictions y, and s, for several values of 4. When the stability penalty is
introduced, the loss begins to tilt toward more stable predictions. When 4 is
within the oracle bound, the global minimizer is unchanged. When it exceeds
the collapse bound, the global minimizer is a repeated prediction.

Note that the oracle state is mutually exclusive with the collapse state (unless
the ground truth is itself collapsed), as for any time series with 7 > 1, we have
7 —1 > 0.5. Thus, we recommend training with 4 < 0.5 in general; doing
so ensures non-collapse and yields the correct behavior in the limiting case
where the model is perfectly accurate.

5.5 Designing Stabilization Adapters

Our goal is to improve the temporal stability and robustness of a pre-trained,
frame-wise predictor f for video tasks. We assume f is realized using a deep
neural network with pre-trained weights ¢,. While the unified loss U, allows
us to update ¢,, this fine-tuning may be computationally expensive or require
substantial training data. Instead, we consider adaptation of f, where a task-
specific, lightweight adapter parametrized by A¢ is learned to stabilize the
intermediate features and outputs of f. Under this formulation, we train only
the parameters A¢ of the adapter (i.e., the stabilizer), and the original weights
¢, remain fixed.

Design principles. The following principles guide our stabilizer design.
First, we consider only causal stabilizers, where the stabilized outputs at time
t are computed exclusively using information from times < ¢. This constraint
is critical for processing streaming videos. Second, we stabilize both network
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activations (features) and outputs. Output-only stabilization is sufficient for
some low-level operations such as colorization. Feature-domain stabilization
expands the potential scope of our method to include higher-level tasks; for
these tasks, the inherent stability of a scene is often best described in feature
space. Finally, we limit ourselves to designs that do not interfere with the
existing network architecture. Our stabilizers are layer-level adapters with
independent parameters and are designed to preserve the existing feature

representation.

Exponential moving average (EMA) stabilizer. As a starting point, we
consider a simple temporal smoothing operation applied to individual feature
values forming a one-dimensional time series. Let z, denote an activation
or feature value at time ¢, and let Z, denote the corresponding stabilized
activation. The exponential moving average (EMA) stabilizer produces a linear
combination of the current unstabilized output and the previous stabilized
output,

Zy =Pz, + (A =Pz, (5.6)

where 8 € [0, 1] is a decay-rate parameter. The recursive formulation here is
equivalent to convolving the input time series with an infinite exponentially
decaying weight kernel. The EMA stabilizer is memory-efficient (only Z,_; is
retained) and differentiable with respect to 5 and z. We use the EMA stabilizer

as the basis for more sophisticated designs.

Stabilization controllers. Simple smoothing operations (like the EMA
stabilizer) are limited in both their spatial context and their ability to model
complex changes in the scene. To address these limitations, we propose
a stabilization controller network, which considers prior context (e.g., the
current and previous input frames and feature maps) and predicts the amount
of stabilization that should be applied to each value.

Although the idea of controller-augmented stabilization can be applied to
many stabilization mechanisms, we focus here on the EMA stabilizer due to
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Figure 5.3: Stabilization controllers. Starting with the existing network
(red), we add stabilizers (yellow) to select layers. The degree of stabilization,
i.e., the decay (3, can be predicted by a stabilization controller (blue). This
controller consists of a shared backbone g and one head h; per stabilized layer.
Stabilizers can be added to both internal layers and the model output.

its differentiability and low memory requirements. In this case, the controller
predicts the decay 3 for each activation across layers. Our architecture, as
shown in Figure 5.3, consists of a shared backbone g and a stabilization head h;
per stabilized layer. Tog g compares the current and previous frames, offering
a shortcut connection from frames to features. h predicts the decay values
based on the output of g (resized to match the layer resolution), the current
unstabilized features z;, and the previous stabilized and unstabilized features
Z,_; and z,_,. Together, the parameters of g and {h;} form A¢.

Formally, the stabilized feature tensor Z;, for layer i and time ¢ is given by

Zi, =B Oz, +(1—=Bi) © %y, (5.7)
ﬁi,t = U(hi(g(xt’xt—l)’zi,t’zi,t—l’zi,t—l))’ (5.8)

where © denotes an element-wise product and z;, is the unstabilized feature
tensor.
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We note that our controller is conceptually similar to selective state space
models [68], although the design differs significantly. Equation 5.7 can be
viewed as a linear dynamical system defined on frame-level features with
parameters conditioned on the input, current, and previous features.

Controller with spatial fusion. Often, z takes the form of a 2D feature map.
If g and h are convolutional, the predicted decay £ is informed by the frames
and features within a local receptive field. However, with Equation 5.8, the
weighted fusion used to compute Z is still constrained to the time axis. Extend-
ing the weighted fusion to a spatial neighborhood can improve stabilization
in the presence of motion by allowing translation of features from previous
frames.

To perform spatial fusion, we modify the controller head h to predict a spatial
decay kernel 5 at each pixel rather than a single decay . For a neighborhood
that contains m locations (including the central pixel), the kernel 5 contains
m+1 elements. The first m elements weight the stabilized activations from the
previous time step (Z,_, ), for each location in the neighborhood. The (m +1)th
element weights the current unstabilized activation (z,) for the central pixel.
The kernel is softmax-normalized. The first m logits are predicted directly
by the controller head, and the last is set to zero (when m = 1, the softmax
reduces to the sigmoid in Equation 5.8). See Section D.4.3 for more details.

The spatial fusion stabilizer can represent a recursive shift projection, where
a feature vector is translated on each frame by an amount corresponding to
the object motion. The maximum trackable motion in this case is determined
by the spatial extent of the kernel 7.

5.6 Experiments

In Sections 5.6.1 and 5.6.2, we test our approach on image enhancement
and denoising, respectively. We ablate the components of our method and
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Figure 5.4: Image enhancement results. Introducing a controller and
spatial fusion to the stabilizer significantly improves the accuracy-stability
tradeoff. The spatial-fusion stabilizer reduces frame-to-frame variation by up
to & 35% while exceeding the quality of the base model. “Instability” here
refers to negative stability (—38); see Equation 5.1. The goal is to move toward
—x (lower instability) and +y (better image quality).

explore the tradeoff between stability and accuracy. In Section 5.6.3, we test
our stabilizers in the presence of various image corruptions, evaluating image
enhancement, denoising, and depth estimation. In Section 5.6.4, we consider
corruptions resulting from adverse weather (rain and snow).

Some low-level details (e.g., training hyperparameters) are omitted here for
brevity; see the appendices for a more exhaustive description of experiment
protocols. The appendices also include results for semantic segmentation and
an exploration of training-free stabilizer composition.

Variants and baselines. Across our experiments, we consider a common set
of variations (ablations of our approach) and baselines. The simple learned
variant adds a simple EMA stabilizer (Equation 5.6) to the output and features,
with one learned § value per channel. The controlled variant adds a learned
controller that predicts the stabilizer decay according to Equation 5.8. Finally,
the spatial variation augments the controlled stabilizer by adding spatial
fusion. As for baselines: the simple fixed method applies a simple EMA
stabilizer to internal features and the output, with one global, hand-tuned
B; the output fixed method applies a hand-tuned EMA stabilizer only to the
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model output.

5.6.1 Image Enhancement

Task, dataset, and base model. We first consider image enhancement, a
task where perceptual quality (including stability) is of primary importance.
We use the HDRNet model [63], which can be trained to reproduce many
low-level image transformations. Specifically, we target the local Laplacian
detail-enhancement operator [176], due to its known forward model and
readily available code. We consider two effect strengths: moderate (o = 0.4
and o = 0.5) and strong (o = 0.4 and a = 0.25). We generate training pairs by
applying the local Laplacian filter to each frame of the Need for Speed (NFS)
dataset [109]. NFS contains 100 videos (380k frames) collected at 240 FPS; we
randomly select 20 videos for validation and use the remaining 80 for training.
Videos are scaled to have a short-edge length of 360. We evaluate PSNR and
instability (Equation 5.1) with § = || - ||,.

Experiment protocol. We fine-tune the original HDRNet local_laplacian/strong_1024
weights for both effect strengths. After this fine-tuning, we attach a stabilizer

to the output of each convolution and the overall model output (because the

HDRNet architecture is extremely lightweight, this does not represent an

unreasonable overhead). We then freeze the fine-tuned weights and train the

stabilizers using BPTT on short video snippets (7 = 8). We use the unified

loss with 6 = || - ||,. We test several 4 values—0.1, 0.2, 0.4, 0.8, and 8.0—for

each effect strength and model variation. The first three values are within the

oracle bound, and the last exceeds the collapse bound.

Results. Figure 5.4 illustrates how PSNR and instability change as we vary the
degree of stabilization (4 for learned stabilizers, § for hand-tuned stabilizers).
We observe that for static (non-controlled) stabilizers, there is no benefit to
stabilizing in feature space. For the static methods (output fixed, simple fixed,
and simple learned), increasing stability brings a reduction in quality as we



107

Moderate noise (o =0.1) Strong noise (o = 0.2) Extreme noise (o = 0.6)

34.51
37.54 29.0 Base model
37.0 34.0 28.5- -e Output fixed

« -~ Simple fixed
’ 33.51 /\ 28.0 \ Simple learned
-e- Controlled
*| 33.01 ! 2751 - Spatial
27.01

26.51

L] L]
15 20 25 I5 20 25 30 0 20 30 40
Instability Instability Instability

~ J

g 36.5

7]

A~ 36.0
35.51

35.0

Figure 5.5: Denoising results. Because it attempts to stabilize an iid noise
residual, naive feature-space stabilization leads to worse PSNR and worse
stability. We achieve the best performance with a controlled stabilizer, usually
with spatial fusion.

begin to over-smooth the output. In contrast, for the controlled and spatial
stabilizers, there is a region where both PSNR and stability are improved over
the base model. Spatial fusion gives a significant improvement in output
quality—roughly 2 dB for the high-intensity effect. We suspect this is related
to the nature of the detail-enhancement task (its sensitivity to small-scale
motion). Finally, we confirm that setting A = 8 > v — 1 leads to prediction
collapse (instability < 103, indicating a constant prediction). This result
confirms that the global collapse minimum is easily reached, despite the

non-convex nature of the optimization in general.

5.6.2 Denoising

Task, dataset, and base model. Next, we evaluate image denoising under
AWGN. Denoising highlights the utility of our method when the input is
itself unstable. We use the NAFNet model [35], which employs a U-Net
architecture with modified convolutional blocks (NAFBlocks). We again use
the NFS dataset, with the same train/validation split as in Section 5.6.1. We
evaluate three noise levels: moderate (¢ = 0.1, for float images € [0, 1]),
strong (¢ = 0.2), and extreme (o = 0.6). See Appendix D.6.4 for additional
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results on the DAVIS [180] dataset.

Experiment protocol. We start by fine-tuning the unstabilized model for
each dataset and noise level, initializing with the nafnet_sidd_width32
weights published by the model authors. We then attach a stabilizer to the
output of each NAFBlock and to the model output. As before, we freeze the
fine-tuned weights and train only the stabilizer parameters, using the unified
loss with 6 = || - ||, and sweeping out 4 = 0.1, 0.2, 0.4, 0.8, and 8.0.

Results. Figure 5.5 shows PSNR and instability across noise levels. The “sim-
ple fixed” stabilizer gives a somewhat surprising result: adding stabilization
worsens both PSNR and instability. The reason is that the network backbone
predicts a noise residual, which is completely uncorrelated between frames.
Over-smoothing this residual inhibits the noise removal, which worsens PSNR
and increases frame-to-frame variation due to unremoved noise. Fortunately,
this behavior does not exist for the learned or controlled stabilizers, as they
target only those features that exhibit some temporal smoothness. Controlled
stabilizers improve both stability and PSNR when 4 < 0.4. We again confirm
that setting A = 8 > 7 — 1 leads to prediction collapse, i.e., instability < 107.

In most cases, we find that the spatial fusion stabilizer outperforms the non-
spatial controlled stabilizer. However, there is a notable exception in the case
of extreme noise, where the spatial fusion stabilizer is about 6 dB worse than
other methods (these points are outside the range of the plot in Figure 5.5 but
are included in Table D.5). Intriguingly, this quality gap only appears when
evaluating long sequences (hundreds of frames) and shrinks as we reduce
7. In Appendix D.6.6, we show that this problem can be at least partially
mitigated by increasing t during training.

The supplementary material includes video files comparing the stabilized and
unstabilized outputs. We encourage the reader to watch these videos for a
clear qualitative comparison (temporal inconsistency is much more obvious
in videos than in side-by-side static frames).
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Enhancement Denoising Depth estimation
Corruption Method PSNR Instability PSNR Instability AbsRel(|) Delta-1.25(1) Instability
Patch drop Base model 17.43 164.6 18.93 151.4 0.070 0.948 9.89
Ours 31.39 30.36 35.46 20.42 0.070 0.956 4.73
Elastic distortion ~Base model  24.00 64.23 27.99 47.31 0.052 0.968 7.76
Ours 26.63 24.97 30.78 21.04 0.057 0.967 4.75
Frame drop Base model  28.65 94.04 33.42 113.5 0.065 0.936 14.17
Ours 31.69 29.14 27.34 20.56 0.050 0.974 491
JPEG artifacts Base model  24.85 42.06 29.01 39.71 0.057 0.964 7.32
Ours 26.46 23.58 32.19 20.49 0.065 0.961 4.92
Impulse noise Base model  14.28 217.8 24.65 62.10 0.047 0.974 6.83
Ours 27.37 30.90 32.04 19.73 0.056 0.972 4.98

Table 5.1: Corruption robustness. Our method significantly improves
stability while preserving or improving prediction quality. The only notable
exception is reduced PSNR for denoising with dropped frames. However, we
note that PSNR (averaged over frames) does not capture the jarring perceptual
effect of dropped frames; thus, the high PSNR of the base model is somewhat
deceptive.

5.6.3 Corruption Robustness

Tasks, datasets, and base models. We again consider HDRNet for image
enhancement and NAFNet for denoising. We also include results for depth
estimation with Depth Anything v2 [257]. Depth Anything is notable for the
scale of data used in its training; it would be costly to develop a new video
architecture from scratch, making Depth Anything a good candidate for our
approach. See Appendix D.6.2 for results on semantic segmentation with
DeepLabv3+.

For depth training, we use the VisionSim framework [100] (Blender) to gen-
erate a dataset of simulated videos with ground-truth depth. The dataset
consists of 50 indoor scenes containing ego motion and is rendered at 50 FPS.
We randomly select 10 scenes for validation and use the rest for training. See
Appendix D.5 for further details on this dataset.
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Experiment protocol. For HDRNet and NAFNet, we train spatial-fusion
stabilizers using the same settings as in Sections 5.6.1 and 5.6.2. We train
HDRNet for the moderate effect strength (o = 0.5), and NAFNet for moderate
noise (o = 0.1) on NFS. Unlike other models, we do not fine-tune the base
Depth Anything model; we found that naive fine-tuning on a small dataset
like ours quickly led to overfitting. We add controlled stabilizers to instances of
DepthAnythingReassembleLayer, DepthAnythingFeatureFusionLayer, and
the model output.

We train and evaluate stabilized models for each of the following corruptions:
(1) randomly zeroing each 88 patch with probability 0.1, (2) elastic defor-
mation, see Appendix D.5 for details, (3) randomly zeroing each frame with
probability 0.1, (4) applying JPEG compression at quality 10/100, and (5)
adding impulse noise to each channel with probability 0.05 for both salt and
pepper. We set A = 0.2 when training stabilizers for corruption robustness.

Results. Table 5.1 shows accuracy and stability with and without stabiliz-
ers. Adding stabilizers leads to significant reductions in instability and, in
most cases, improvements in per-frame accuracy metrics. See Appendix Fig-
ures D.5, D.6, and D.7 for qualitative results.

5.6.4 Adverse Weather Robustness

Task, dataset, and base model. We now evaluate robustness under adverse
weather conditions. Specifically, we consider the rain and snow corruptions
from the RobustSpring [202] dataset. These corruptions differ from those in
Section 5.6.3 in their spatial complexity and temporal dynamics (raindrops
and snowflakes follow continuous paths, unlike simpler corruptions such as
randomly-dropped patches). RobustSpring contains 10 rendered sequences
(2000 total frames), each with left- and right-frame variants. Clean ground-
truth frames are provided for all sequences. We randomly select 2 videos for
validation and use the remaining 8 for training. Videos are downsized to 720p.
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We evaluate NAFNet denoising [35] with o = 0.1, adding noise after weather
effects.

Experiment protocol. We fine-tune the original nafnet_sidd_width32
weights with noise, but not weather corruptions. Following Section 5.6.2,
we then append a spatial-fusion stabilizer to each NAFBlock and the model
output. We train these stabilizers under noise + weather using 4 = 0.2.
Consistent with our other experiments, we train stabilizers with a frozen base
model.

In addition, we consider two variants with an unfrozen base model. In the first
variant, we fine-tune the base model on noise + weather without stabilizers.
In the other, we unfreeze the base model when training on noise + weather,
jointly training the stabilizer and base parameters. For both variants, we use

the same hyperparameters as the frozen stabilizer training.

Results. See Table 5.2 and Appendix Figure D.9 for results. Compared to
the unstabilized baseline, stabilizers substantially improve image quality and
stability. Likewise, fine-tuning the original weights (without stabilizers) with
weather corruptions gives a significant improvement. Compared to stabiliza-
tion, fine-tuning gives better single-image quality but higher instability. We
obtain the best overall results by combining fine-tuning with stabilization. In
general, we expect this joint training approach to be the best choice for small-
to medium-sized models. For larger models where training the base model is
infeasible, training only the stabilizers still gives reasonable results.

5.7 Discussion

Limitations. The bounds in Section 5.4 assume that the distance § can be
expressed in terms of a norm on the prediction space Y. This condition ex-

cludes many widely used loss functions, especially more sophisticated, multi-



112

Rain Snow
Stabilized? Unfrozen? PSNR SSIM Instability PSNR SSIM Instability
X X 21.43  0.617 151.76 18.62  0.577 262.48
v X 28.63 0.880 57.88 31.34 0914 59.31
X v 3219 0.937 70.84 3433 0.950 66.57
v v 32.61 0.938 58.30 3520 0.956 58.98

Table 5.2: Adverse weather robustness on RobustSPRING. Training sta-
bilizers with a frozen base model gives substantial improvement over the
unstabilized model. We obtain the best overall results by jointly training
stabilizers with the base parameters.

component losses. Nonconforming 6 may still work in practice, although they

may require more careful tuning of 4 due to the lack of theoretical guarantees.

We had some difficulty with sim-to-real generalization when training sta-
bilizers for Depth Anything. We conjecture that real video contains subtle
corruptions not present in simulated video—for example, sensor noise, com-
pression artifacts, or optical phenomena. These “baseline corruptions” could
explain some of the temporal instability we see when using apparently clean
input video.

Alternate metrics. In all of our experiments, we use a simple Euclidean
norm for §. However, other metrics may be a better choice, depending on
the task. For example, a variant of the Wasserstein metric may give improved
results for two-dimensional outputs and feature maps, due to its ability to
account for the spatial structure of the tensor. See Appendix D.2 for further

discussion.



113

6 Discussion and Outlook

6.1 Trends

There are still a lot of open questions around hardware development/trends
Sensing architecture trends—will SPADs catch on?

Compute architecture trends—monolithic vs sparse operations (point to a
few companies in this space)

Growth of models (foundation-style) and the increasing difficulty of training
something from scratch

6.2 Tradeoffs

Custom models for efficiency/stability vs our adapter-based approach

Compatibility of event network methods with stability method—train trunca-
tion for both stability and efficiency?

6.3 Why?

Is this worth our time? Does this matter? So what?
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We should be motivated by real problems. Not “a hammer that sees everything
asanail.” This is true for out methods specifically—we should not make broad
claims about our method being “better” but analyze case-by-case. There is a
solipsism or arrogance in this—that I have the answer, that I am the solution.

This is also true generally for the fields of computer vision and computer
science. “Progress” without a moral axis is better called “movement.”

This is perhaps true of our field and of ourselves. We are “hammers looking
for a nail.” But, I am becoming convinced that we are not what the world
needs.

The recurring question: “To what end?” to be repeated.

The problems of the human world are not a series of algorithmic puzzles, as
much as us quant types would like to think so. Or, if they are, the puzzle is of
such dizzying complexity as to absolutely defy our analysis. Too easily, we
strengthen what we seek to oppose.

Humanity is not lacking in power—it is lacking in wisdom. And wisdom,
unfortunately for us builders, cannot be built, but must be gently cultivated
and nourished.

This is not to say that our inventiveness and talent should be discarded. Rather,
we must remember to cultivate our capacity for listening, for compassion, for
stopping, for questioning. We must build, but we must do so with care and
attention.

We must discard our pride and remember that this story is not about us—this
world is not about us—we are just in it.

Dalai lama quote—the path to peace is in transforming the hearts of people.
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Bandwidth: Generalized

Event Cameras

This appendix expands on Chapter 2. Sections A.1 and A.2 provide further

details of our methods, Section A.3 contains an extended discussion, and the

remaining sections provide expanded experiment details and results.

The supplementary material for our paper [217] contains the following not

included here:

Details of our imaging setup and scene acquisition

Formal definitions of the proposed event camera algorithms
Additional high-speed results

Additional low-light results

Sample images from the dataset used for rate-distortion experiments

An illustration of the effect of Ultraphase algorithm modifications on
reconstruction quality

Sample images from the scene used for Ultraphase experiments
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Figure A.1: Algorithmic overview of generalized event cameras. Our
algorithms take as input the SPAD’s response, ®(x, t), and output a stream
of integrator values, i.e., a stream of tuples (x, ¢, (X, t)), where X represents
the integrator’s value. After sensor readout, we perform backtracking, which
takes the value of the integrator as the flux estimate between the current and
previous event timestamps at location x. We then sample these flux estimates
at any time ¢, providing a stack of backtracked frames. Notice the rich scene
information present in these backtracked frames. To alleviate artifacts (shown
in the insets here) arising from the pixel-wise independent emission of events,
we perform video restoration to recover high-quality outputs.

A.1 Pipeline Overview

Figure A.1 shows an overview of recovering scene intensity in a bandwidth-
efficient manner using generalized event cameras. This process begins from
the SPAD’s output response, ®(x, t) at pixel location x and (discrete) time
t, and culminates in a high-fidelity, high-temporal resolution video recon-
struction. In what follows, we go over the salient steps before laying down
specific algorithms (in Sections A.2.1, A.2.2, A.2.3, and A.2.4) and detailing
any algorithm-specific modifications to these steps.

Event generation. Each of our algorithms (Sections 2.4,2.4.1,2.4.2,and 2.4.3)
takes as input the high-speed binary frames produced by the SPAD, &(x, t),
and processes it in an online manner—without any buffering of photon detec-
tions. The output of our algorithms is an asynchronous (each pixel or patch
can emit events independently) spatiotemporal stream of event packets.

Event packets. For our methods, we assume events are sparsely encoded
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using a coordinate list (COO) format. In other words, we represent each event
as a tuple (x, t, A), where x is the spatial location, ¢ is the time, and A is the
event payload—which is typically the integrator’s value (X), except in the case
of coded-exposure events where we transmit a set of integrator values. For
the adaptive-EMA and Bayesian methods, A = Z,,,,;, the adaptive integrator.
For the spatiotemporal chunk method, A = Z,,,.,, the patch-wise cumulative
mean (a vector). For the coded method, A = (2o, {Zi odea))» the long exposure
and most recent coded exposures (note that we can exclude Z,,, if this is the
change detector’s first time step or if we produced an event on the time step
immediately preceding this one).

Backtracking. When an event is emitted at time ¢t = T,, the integrator’s
value, Z, is taken to be the flux estimate (or representation) between T, and
the previous event emission time (T,,)—if this is the first event emission, we
assume T, = 0. Thus, from the spatiotemporal event stream, we can construct
a piece-wise constant representation of the incident flux, by traversing the

event stream backward in time; we term this process as backtracking.

Sampling. After backtracking, we obtain a spatiotemporal cube of intensity
estimates. We can now sample this cube discretely to obtain one or more
frame-based samples. The main motivation for sampling the intensity cube,
rather than processing it in its entirety, is that existing video restoration models
are not capable of inference on very long video sequences (most models infer
on 32-64 video frames at a time). In this work, we consider a very simple
sampling strategy: temporally uniform sampling. There can be, however,
more sophisticated ways to sample, potentially based on the rate of events
across time [203]—we do not explore these more sophisticated variants in
this paper.

Restoration. Having obtained a frame-based sampling (video representation)
of our backtracked cube, we can now process it using video restoration tech-

niques. The purpose of video restoration here is to remove artifacts arising



Changes detected Backtracked Restored
Blue +ve, red -ve Seuml (2, t = 41.3 ms) 658 bps/pixel

Figure A.2: Intermediate outputs and recovered intensity from
adaptive-EMA. (left) We show the changes detected on the slingshot se-
quence, across 4000 binary frames. (middle) The backtracked frame bears
noticeable artifacts, (right) however this is substantially reduced by merg-
ing information from multiple backtracked frames using a video restoration
model. Improved reconstructions can be obtained using our more sophisti-
cated methods (Sections 2.4.1, 2.4.2, and 2.4.3) involving more robust change
detection procedures.

from the independence of events between pixels (or spatial patches). For
instance, neighboring pixels may fire events at different times, which tends
to produce jagged artifacts around motion boundaries. We show these asyn-
chronous artifacts (and their removal) in the insets of Figure A.1.

A.2 Method Details

A.2.1 Adaptive EMA Event Camera

The simplest version of our adaptive exposure technique was introduced
in Section 2.3 and further specified in Section 2.4. This technique uses a
fixed threshold applied to exponential moving averages (EMAs) to determine
changes in scene intensity. Such a choice of change detector is motivated by
early works in change-point detection that have utilized exponential moving
averages [192]. We show intermediate and final outputs of adaptive-EMA on
the slingshot sequence in Figure A.2.
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Changes detected Backtracked Restored
Blue +ve, red -ve Seuml (2, t = 41.3 ms) 495 bps/pixel

Figure A.3: Intermediate outputs and recovered intensity from
adaptive-Bayesian. (left to right) The change points detected by restarted-
BOCPD are more informative that those detected by an EMA-based change
detector. While there appears to be more change points here than in Fig-
ure A.2, the changes are transmitted more parsimoniously over time—as
a result, the overall readout is lower (495 bps/pixel for adaptive-Bayesian
versus 658 bps/pixel for adaptive-EMA). Using an improved change detector
(BOCPD) also results in backtracked images that preserve more detail, and
consequently a final reconstructed image that has significantly less blur (the
ping-pong ball is better recovered here).

A.2.2 Adaptive Bayesian Event Camera

Our generalized event camera from Section 2.4.1 uses (a variant of) restarted
Bayesian online change detection (R-BOCPD [4]) as the per-pixel change
detector. As mentioned in Section 2.4.1, our main modification is the use of
extreme pruning [239]: instead of storing one forecaster for each time step
(or per binary frame), we only retain the top-K forecasters. We found that
the performance of the change detector is not significantly impacted even
with substantial pruning where we retain just the top-3 forecasters. We now
describe a few variants of this algorithm.

Restarts and pseudo-distribution array. We can also consider the base
variant of BOCPD [1], which does not involve restarts or an array of pseudo-
distribution values. We use this simplification for our on-chip implementation
for UltraPhase [7].

Direct extensions to spatial patches. While BOCPD is a per-pixel tempo-
ral change detector, there are simple ways to exploit the correlated changes
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Figure A.4: Intermediate outputs and recovered intensity from the
spatiotemporal chunk method. (left to right) We first accumulate photon
measurements into temporal chunks of, e.g., 32 binary frames. We then apply
change detection on 4x4 spatial patches. Applying a restoration model to
the backtracked outputs removes patch-boundary artifacts (e.g., patches that
recently triggered an event may appear noisier than their neighbors).

observed in a patch—although these modifications should be seen as simple
extensions and not a more principled approach, such as what we describe
in Section 2.4.2. To reduce detection delay, we can fire events whenever a
changepoint is detected in any pixel in a patch. While this may be preemptive
for pixels where change has not yet been detected, being preemptive may not
be detrimental, as a change in one pixel indicates that changes may soon be
observed at other pixels in a patch.

We show intermediate and final outputs of adaptive-Bayesian on the slingshot
sequence in Figure A.3. Notice that the dynamics of the slingshot’s elastic
band and the propelled ping-pong ball are much better preserved in Figure A.3
(as compared to Figure A.2), while entailing a reduced sensor readout as well.
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A.2.3 Spatiotemporal-Chunk Event Camera

We now describe the spatiotemporal-chunk event camera. Recall from Sec-
tion 2.4.2 that this method generates an event whenever

||P((i)chunk(ya t) - i(:patch(y’ t))“ 2T. (Al)

Let p X p be the patch size, with ¢ = p* the number of pixels in a patch. We
use a patch size of 4x4 in all our experiments (except for Figure A.4, where
we use 8x8 for illustrative purposes). ®,.(y,t) € RY is the normalized
mean over a temporal chunk of m binary frames; we use m = 32 throughout
the paper. ipatch(y, t) € R?is the normalized cumulative mean since the last
event, excluding the current temporal chunk. P € R™1 is a feature matrix.
We use r = 16 in our main experiments; for UltraPhase experiments, we

reduce this to r = 4 due to on-chip memory constraints (see Section A.9).

We normalize via

(i)chunk(y’ t) = (I)chunk(Ya t) @c (AZ)
ipatch(y, t) = z:pattch(Y9 t) @c, (AS)

where @ indicates pointwise (Hadamard) division and c is given by

oy, ) = J P01 - B0 (147, (A4)
)X atc ( ’t)+q)c un ( 7t)
Py, ) = T T e (A5)

where m is the temporal chunk size, n is the number of temporal chunks
comprising 2., and the square root is pointwise. ¢* is an empirical estimate
of the variance in @, — Z,,cn Under a static assumption, in which case
@, nc and X, are binomial random variables with the same probability.
We use ghost sampling when computing p to prevent numerical instability
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near p = 0 and p = 1; specifically, we add 8 ghost Bernoulli measurements, 4
of which are successes.

Training matrix P. We use a specialized procedure to generate outputs
that can be used to train the matrix P via backpropagation through time
(BPTT). This procedure does not involve any branched control flow, and gives
identical outputs to the base algorithm. The event-generation decision is
represented by a binary value k. On the forward pass, k is computed using a
Heaviside function. On the backward pass, we approximate the gradients of
the Heaviside using a surrogate gradient approach. Specifically, we replace
the Heaviside gradients with those of a logistic sigmoid.

Our training procedure also includes an autodiff-compatible backtracking
step, where we fill in the values of B in time-reverse order. Unlike an indexing
operation, which is not differentiable with respect to its indices, this imple-
mentation is differentiable with respect to the values of k, which delimit the

piecewise-constant segments of B.

We train using interpolated videos from the XVFI dataset [211]. We interpolate
from the native 1 kHz frame rate to 16 kHz using RIFE [90], then linearly
interpolate over time by another factor of 8 (for a total binary frame rate of
128 kHz). We use the interpolated frames as the ground truth during training.
To generate SPAD frames, we treat the ground truth values (in the range [0,
1]) as the Bernoulli photon-detection probability.

We initialize P with uniformly-distributed random values in the range [-0.0125,
0.0125]. We train for 20 epochs, using vanilla SGD with a learning rate of 0.06,
reducing the learning rate by a factor of 5 after 10 epochs. Each epoch consists
of 200 batches, with each batch containing 64 patch time series. Throughout
training, we randomly vary the contrast threshold via uniform sampling in
the range [1/1.3,1/0.7].
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Changes detected Backtracked coded exposure Restored
(shown in white)

636 bps/pixel

3 gea (@, t = 41.3 ms)

Bucket #1 (j =1) Bucket #2 (j =2)

Figure A.5: Intermediate outputs and recovered intensity from (two-
bucket) coded-exposure events. (left) We show the changes detected
using the confidence-interval test between two coded measurements that
were computed across a temporal chunk of 1000 binary frames. (middle)

The coded-exposure measurements, Zio 4eq» differ predominantly in dynamic

regions, while being statistically similar in static regions—this fact forms the
basis of the change detector that we design for coded-exposure events. (right)
Reconstructions obtained using our video restoration model on a stack of
pre-processed (pseudo-inverse step) and backtracked coded exposures.

A.2.4 Coded-Exposure Event Camera

Mask pattern (coding) details. We choose J > 2 random binary mask
sequences of length N each, i.e., C’ € {0, 1}N. Each of these J sequences is
non-overlapping, which is

C/(n)C¥(n) =0V j#k, V1<n<N. (A.6)

The motivation behind such a choice is to ensure that the pseudo-inverse
step (Moore-Penrose inverse), which is applied to the coded measurements
as a processing step, can be computed efficiently. With these constraints, the
pseudo-inverse step involves multiplication (of the coded measurements) by
a diagonal matrix, which can be carried out efficiently.

One way to construct such a mask sequence is by choosing j* ~ Uniform(1,J)
at each sequence location n € 1,2,...,N, and then setting C/'(n) = 1 and
C/(n) = 0 for all other j # j*. In other words, we pick a random “bucket” at
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each subframe index n.

For instance, whenJ = 2, this amounts to picking to mask sequences, C*, C* €
{0, 1}N, such that

C'(n)=1-C?*n), V1<n<N. (A.7)

This choice corresponds to the “coded two-bucket” camera [242]. Thus, these
random binary masks can be seen as a generalization of computing a single

coded measurement to computing J coded measurements [216].

Finally, we remark that we do not consider the case of J = 1 here, since we im-
plement coded exposures computationally on single-photon sensors—hence,
the “complementary” coded exposure (or the two-bucket measurement) is al-
ways readily available. In other words, there is no drastic compute or memory
overhead of a (computational) two-bucket coded exposure over a single coded
exposure. This would not be the case if an optical setup (e.g., using digital mi-
cromirror devices, DMDs) were used to implement coded exposures—where
using a two-bucket measurement would likely entail a beam splitter and a
second DMD.

Pseudo-inverse step. After backtracking, we can sample a J bucket coded-
exposure measurement at any time ¢. Of course, if the pixel is static, we only get
1 static measurement at the pixel location—so we repeat static measurements
J times. Before applying our video restoration module, we perform a pseudo-
inverse step that is derived from the linear forward model of J-bucket coded
exposures and is similar to the pseudo-inverse pre-processing step adopted
for single-bucket compressive captures [263, 255]. This pre-processing step

involves computing

J

1
Y (x,n) =
o jZ Xy CIx,m)

> (x,)CI(x, n), (A.8)
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giving us N subframes from the J coded measurements.

To summarize, for coded-exposure events, we follow these steps: backtrack
and sample — repeat static regions by JX — pseudo-inverse pre-processing
— video restoration. We show intermediate and final outputs of (two-bucket)
coded-exposure events on the slingshot sequence in Figure A.5.

A.3 Extended Discussion

A.3.1 More Sophisticated Integrators

In this work, we propose two integrators: adaptive exposures and coded expo-
sures. There remains an extensive, unexplored space of alternate integrators.
Both adaptive and coded exposures are linear projections of a pixel’s photon
detections over time. We could consider more general linear mappings, such
as continuous-valued temporal codes. Further, we are not restricted to projec-
tions over time; it may also be advantageous to consider spatial projections,
e.g., frequency-domain transforms. With these alternate projections, we might

be able to reduce bandwidth while maintaining reconstruction quality.

We have so far assumed that our objective is intensity reconstruction. How-
ever, there may be situations where we know that the final goal is a specific
inference task. In such a scenario, we could design integrators that only
encode information relevant to the task at hand; this may be significantly
more bandwidth-efficient than transmitting a generic intensity encoding. This
integrator could take the form of a learned module, e.g., a neural network,
that operates near-sensor and computes a compressed, task-specific scene
representation. We could train this module end-to-end with the downstream
layers that perform final inference. The resulting system would involve a
neural network that spans multiple compute devices, with an event-based
communication layer in the middle. This setup somewhat resembles spiking
neural networks and other event-based networks, although the goal with such
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methods is generally reduced computation costs (arising from sparse layer
inputs) and not reduced bandwidth along a data-transfer interface.

A.3.2 Entropy Coding and Quantization

Generalized event cameras encode intensity levels, in the range [0, 1], rep-
resenting the photon-detection rate. In our experiments, we apply uniform
quantization to the transmitted values; this keeps our comparisons straight-
forward and fair.

However, in a practical deployment, it may be more bandwidth-efficient to
encode changes rather than values and apply entropy coding to the changes.
When transmitting changes, the first event encodes a value in [0, 1], and
subsequent events encode a difference in [-1, +1]. This approach is function-
ally equivalent to transmitting levels or values, assuming the event camera
correctly tracks quantization effects (to avoid drift). For natural scenes, the
distribution of changes is non-uniform. The shape of this distribution de-
pends in part on the change-detection algorithm; in general, we would expect
changes near zero to be unlikely, as these would not trigger an event. We can
apply entropy coding (e.g., Huffman coding) to exploit the non-uniformity in
the distribution and achieve some additional compression. Entropy coding
could give substantial bandwidth savings, albeit at the cost of some increased
near-sensor computation.

In addition to entropy coding, we could apply non-uniform quantization,
either to values or changes. For example, we could non-uniformly quantize
values in [0, 1] based on perceptual considerations (e.g., human sensitivity to
intensity differences). With changes, we could exclude portions of the range
[-1, +1] based on the characteristics of the change detector; for example, with
a fixed contrast threshold 7, there is no need to represent changes in (—z, 7).
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A.3.3 Spatial Compression

One advantage of patch-wise events (e.g., as described in Section 2.4.2) is that
they permit some spatial compression. For example, we can apply JPEG block
compression to the payload of an 8x8 patch-wise event. Such a change would
bring our techniques more in line with existing video-compression algorithms,
which compress in both space and time. The compression ratio we observe
would depend on the sensor resolution; with higher resolution, we would
expect image patches to be more uniform, and thus more easily compressible.
Likewise, patches with more noise (e.g., due to a short adaptive integration
window) would be more difficult to compress. Under ideal conditions, patch-
wise compression might give us an additional ~5X reduction in bitrate. We
leave this idea as a topic for future work.

A.3.4 Alternate Sparse Formats

As described in Section A.1, we assume a COO event format (x, t, A) when
evaluating the bandwidth requirements of our methods. We could improve
the sparse format to reduce bandwidth costs further. One such improvement
would be to use an implicit time encoding. Specifically, on each binary frame,
we would transmit a header (¢, n) indicating the current timestamp and the
number of events on this frame. We would then send n event packets (x, A).
If n > 1, this approach would virtually eliminate the overhead associated
with transmitting values of t. Note, however, that this approach assumes we
communicate events in time order; i.e., if t, > t;, all events at time ¢, are sent

before any events at time ¢,.

To reduce the overhead associated with x, we could employ sparse matrix
formats such as compressed sparse row (CSR) or compressed sparse column
(CSC). These formats compress one of the two spatial coordinates (the row
and column indices, respectively). The savings relative to COO would depend
on the density of events on each frame, with denser events leading to more
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compression with CSR or CSC.

For pixel-wise methods (i.e., adaptive-EMA, Bayesian, and coded), another
potential optimization is to adaptively group events into patch-wise packets.
Assume we are using the COO format (x, t, A). If a spatial patch contains many
events, it may be more efficient to transmit them in a single packet, as this
amortizes the overheads of x and ¢. To implement this optimization, we would
add an indicator bit b to each event packet. If b = 0, then the packet should
be treated as a pixel-wise event; if b = 1, it is a patch-wise event, meaning
A encodes integrator information for an entire patch. Within a patch-wise
event we would use dense format for A, marking the pixels that triggered an
event with a one-bit mask. Each patch would adaptively determine whether
to encode its events pixel-wise or patch-wise. This decision would be based on
the number of events, with the optimal threshold depending on the number
of bits required for x, t, and A, as well as the patch size.

A.3.5 Latency of the Adaptive Integrator

One limitation of the adaptive integrator X_,,,(X, T;) is that it creates some
latency in the intensity estimates. The estimate for the duration [T,, T;]—
which the adaptive integrator computes as the mean of ®(x, t) over [T, T;|—
is not known until T;. Thus, there is a latency of T; — ¢ to obtain an estimate
fort € [Ty, T,]. The expected delay depends on the frequency of events, with
lower delay in more dynamic regions. The latency of £_,,,./(X, T;) is not an
issue for offline reconstruction and inference (which we assume throughout
this paper). However, it may be of concern for certain real-time applications.

As a potential solution, we could introduce a second type of event, which we
call an eager event, in contrast to the change events we have considered thus
far. Assume again an event is generated at time T,. In addition to transmit-
ting ., mu(X, T;) at that moment, we could send an eager event encoding a
noisy estimate of ®(x, T;). We could then send periodic eager events encoding
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refinements to the value of the adaptive integrator. Assuming constant flux
after T, the adaptive integrator converges to the true flux value as time passes;
transmitting refinements would allow downstream components to leverage
this improved estimate in the absence of a subsequent change event. We
could consider various schedules for sending refinements—e.g., at exponen-
tially increasing intervals, or at fixed intervals until some maximum time has
passed. Note, however, that to keep the event camera’s bandwidth coupled
with (proportional to) the scene dynamics, there would need to be an upper
bound to the number of eager refinement events, i.e., with each change event
triggering at most N refinements.

The solution described above would involve some additional bandwidth costs.
We can thus imagine a generalized event camera that operates in two modes:
“online mode” and “offline mode,” with eager events only being used in the

online mode, where low latency is necessary.

A.4 Restoration Model Details

A.4.1 Model Architecture

While any video restoration model could be used, we choose the densely-
connected residual network proposed in Wang et al. [231] (EfficientSCI)
for our video restoration architecture—which was successful at restoring
backtracked outputs of all of our generalized event cameras (adaptive-EMA,
adaptive-Bayesian, spatiotemporal chunk, and coded-exposure events). We
also experimented with the spatial-temporal shift-based model of Li et al. [125]
(ShiftNet): while this architecture was successful at restoring three of our
four proposed events, it did not succeed at restoring backtracked coded expo-
sures. We attribute this to the fact that EfficientSCI was designed with video
compressive sensing in mind, whereas ShiftNet is targeted for more general
video-restoration tasks.
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The memory cost of EfficientSCI scales with the number of input frames.
Thus, we are constrained by the device memory in the number of frames we
can reconstruct. For example, with 24 GB of GPU memory and a resolution
of 512X256, we can reconstruct about 96 video frames—which can cover a
temporal extent of 3000-9000 binary frames (30-90 ms). Increasing the tem-
poral extent requires sampling the backtracked cube at an increased temporal
stride, which can lead to blurring and lower-quality results. One solution to
this problem might be to employ a recurrent architecture with a fixed-size
memory. However, forward-mode recurrent inference must be causal; i.e.,
the predicted frame at time ¢t may only consider backtracked samples from
times before ¢t. An efficient recurrent model may enable reconstructing videos
at frame-rates faster than what we show in this work (~3000 FPS)—indeed,
our methods that operate the granularity of individual binary frames (e.g.,
Section 2.4.1) can, in principle, provide reconstructions at the frame-rate of
SPAD photon-detections, i.e., 96.8 kHz.

A.4.2 Dataset

We use 4403 high-speed videos from the training split of the XVFI dataset [211]
to train our restoration models. We temporally interpolate these 1000 FPS
to 16000 FPS using RIFE [90] and treat each video frame, normalized be-
tween 0 and 1 as the photon-detection probability. We then draw 6 binary
frames per video frame (as a per-pixel Bernoulli random variable, based on the
photon-detection probabilities)—thereby giving us binary-valued responses
at 96 kHz. We remark that our dataset generation approach here (unlike in
Sections 2.5.3 and A.8) is not physically accurate, since we directly treat the
video’s values as photon-detection probabilities instead of average photon-
arrival rates. We adopt this approach for its simplicity and note that the
difference (between detection probabilities and Poisson rates) manifests as a
tone-mapping operation by the SPAD’s response function (f(x) = 1—e™). We
did not see any generalization issues when applying our models trained this
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synthetic dataset to real SPAD data—in both ambient and low-light scenarios.

A.4.3 Training Parameters

All restoration models were trained until convergence (40-60 epochs) using
the Adam optimizer [113] and the mean squared error (MSE) loss objective.
We used an initial learning rate of 10, which was decayed as per a cosine-
annealed scheduler [146] to a minimum value of 10®. When training the
spatiotemporal chunk method, we randomly choose 7 on each training itera-
tion from a uniform distribution covering the range [0.76, 1.43]. We also clip

the gradient norm to 1.0 to resolve instability during training.

A.5 Baseline Details

EDI++ construction. EDI [170] is a hybrid event-plus-frame technique
that can produce a series of sharp images from an event stream and a long
exposure spanning the same time duration. There are two practical difficulties
in implementing this method: (1) precise spatial- and temporal-alignment is
needed between the frames and events, (2) differences in imaging modalities
between conventional CMOS cameras and DVS event sensors. There is also
a third (DVS specific) difficulty, which Pan et al. [170] overcome by solving
an optimization problem (either across one pair of event streams and frames
or across multiple such inputs): the contrast threshold in conventional event
cameras is not necessarily known and can have inherent randomness [85, 67].
In contrast, when implementing EDI using SPAD-events and frames, we
have none of these difficulties: frames and events are perfectly aligned (by
construction), the same imaging modality (SPAD photon detection) is used to
obtain both events and frames, and finally, the forward (or event generation)
model is precisely controlled (no optimization problem has to be solved).
Thus, SPAD-based EDI can be thought of as an ideal version of EDI. We
further refine EDI outputs using a trained restoration model (with the same
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architecture used for video restoration of our generalized events), and call
this idealized, refined version of EDI “EDI++.”

8-bucket compressive sensing. We use the multi-bucket video compressive
sensing method described in Sundar et al. [216], with 8 buckets and spanning
32 subframes—where the sum of 64 binary frames comprises a single subframe.
For restoring these coded 8-bucket capture, we use EfficientSCI [231], while
retaining the same densely-connected residual architecture that constitutes
the video restoration model for the proposed generalized events.

Burst denoising baseline. We perform burst denoising on a stack of 32
short exposures—where the sum of 64 binary frames constitutes one short
exposure—using the align-and-merge technique of Hasinoff et al. [75]. Af-
ter the merging step, we additionally perform BM4D denoising [154] (with
o = 0.02, after binomial variance stabilization [262]). Further, we find that
BM4D applied directly to the stack of short exposures (with binomial variance
stabilization) results in poor performance (~28 dB PSNR on the rate-distortion
plot of Figure 2.8).

A.6 Camera Motion Experiments

In this subsection, we provide a qualitative analysis of the impact of ego-
motion on the event-generation rate and the output-image quality. We con-
sider three scenes with camera motion: the “building” sequence that features a
significant amount of spatial structure and image detail (downtown buildings);
the “Ramanujan bust” sequence, which is an indoor scene with a moderate
amount of texture (from the bust and metal plaque); and a nighttime driving
sequence where the SPAD was placed on the car’s dashboard.

We show the change points and reconstructions obtained using one of our
proposed generalized events (adaptive-Bayesian, Section 2.4.1) for these se-
quences in Figures A.6, A.7, and A.8. To bring out the effect of camera motion,
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we speed up the SPAD’s output response (by skipping binary frames) by fac-
tors of 2%, 4x and 8X. Thus, a 4X sped up sequence sees 4X as much camera
motion. For additional context, we also show the extent of motion using a
long exposure and the response of a (SPAD-based) event camera across the

same duration.

Across all sequences, we observe that even with an exaggerated amount of
camera motion (e.g., 4X and 8% sped-up sequences), we still see a significant
amount of compression (reported with respect to raw photon readout) and a

modest sensor readout (reported in bps/pixel).

A.7 Plug-and-Play Event Inference

Expanded results. Figure A.9 shows an expanded set of plug-and-play
inference results. This figure includes results for a 42 ms long exposure (4096
binary frames, second row) and a burst reconstruction method [150], run on
consecutive 0.3 ms short exposures (32 binary frames). The long exposure
fails to capture fast-moving objects; there is significant blur in the arm, racket,
and ball, causing inference to fail in these regions. The burst reconstruction
gives good-quality inference in both static and dynamic regions; however, it
requires a high readout bandwidth (about 30x higher than our method).

Experiment details. We manually trim the Prophesee outputs to a temporal
extent corresponding to the SPAD capture (consisting of 8192 binary frames).
We run a Prophesee-provided E2VID model on these events to reconstruct
a video. For our method and the burst reconstruction in Figure A.9, we
run pose detection, corner detection, object detection, and segmentation on
the reconstructed frame corresponding to the 2224 binary frame. For the
long exposure results in Figure A.9, we run these methods on the mean over
binary frames 0-4095. See below for optical flow extents. Below we provide
additional details for some of the experiments in Figures 2.7 and A.9.
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Figure A.6: Ego-motion results on the “building” sequence. We run
our generalized event technique on 8000 binary frames in each row. In the
second to fourth rows, we speed up photon-detections by processing only
every n-th binary frame (n =2, 4, 8)—this exaggerates ego-motion. (left to
right columns) We depict the extent of motion using a long exposure across
the same duration. We also show the changes detected by a (SPAD-based)
event camera [216]. With increasing ego-motion, our techniques output more
change points (as expected), but the reconstructions remain relatively sharp
(there is some amount of blur induced), even with 8x more motion.
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Figure A.7: Ego-motion results on the “Ramanujan bust” sequence.
The sequence comprises 8000 binary frames, each acquired at a frame rate
0f 96.8 kHz. Column and row descriptions are identical to Figure A.6. This
sequence has comparatively less texture than the building sequence, conse-
quently, the blur in our output reconstructions (at 8x the camera motion) is

far less perceptible.

+ HRNet pose: We use the HRNet-W48 version of the model.

« Harris corners: We run a standard Harris corner detector with o = 4.

« RAFT flow: For our method and the burst reconstruction in Figure A.9,

we run RAFT between the reconstructions corresponding to the 2224"

and 2864 binary frames. For the long exposure results in Figure A.9,
we consider the interval between the 0-4095 and 4096-8191 exposures.

We use the RAFT-Large version of the model.

« DETR detection: In most cases, we use a confidence threshold of 90%.


https://github.com/open-mmlab/mmpose/blob/ffcfa39b073d1b20add2bd8611bf3b5fca9fe576/configs/body_2d_keypoint/topdown_heatmap/coco/td-hm_hrnet-w48_8xb32-210e_coco-256x192.py
https://pytorch.org/vision/main/models/generated/torchvision.models.optical_flow.raft_large.html#torchvision.models.optical_flow.raft_large
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Figure A.8: Ego-motion results on the nighttime driving sequence.
Column and row descriptions are identical to Figure A.6. The SPAD was
operated at a lower speed in this sequence (16.6 kHz instead of 96.8 kHz)—
we report compression factors with respect to photon-detection readout at
16.6 kHz. While this sequence also has lesser texture than Figure A.6, the
low-light conditions here make it more challenging. When ego-motion is
exaggerated by 4x (or higher, last two rows), we observe that details of the
bushes are blurred out. However, the pedestrian crossing sign, which is has
better contrast, is still recovered.
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Conventional events (Prophesee EVK4, 331 bps/pixel)
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Figure A.9: Expanded plug-and-play results. In addition to the results
shown in Figure 2.7, we show results for long exposures (consisting of 4096
binary frames) and burst reconstructions [150].

We lower the threshold to 80% for the E2VID reconstruction given the
lack of high-confidence predictions. We use the ResNet-50 version of
the model.

« Arc* corners: We run the algorithm on the entire event sequence. We
temporally trim the predicted corners to a 0.8 ms window around the
target instant. In the figure, we show events within an 8 ms window to
provide visual context.

+ E-RAFT flow: We prepossess events into a voxel grid with 30 bins
(divided into 2 sub-durations), with a time span corresponding to that
used in the RAFT experiments.


https://huggingface.co/facebook/detr-resnet-50
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A.8 Rate-Distortion Evaluation

Dataset details. We source 15 videos from YouTube that were captured by a
Phantom Flex 4K camera at 1000 FPS. See the supplement of our paper [217]
for thumbnails depicting the scene content in each video. We download these
videos at a resolution of 854x480 pixels and further downsize (by 1.6x) and
vertically crop them to the SPAD’s resolution of 512X256 pixels.

We did not utilize the XVFI dataset [211], which we used for training our
video restoration models, for evaluating rate-distortion tradeoffs to prevent
the possibility of data leakage. Further, we find that these YouTube-sourced
videos have a more extreme range of motion than XVFI videos.

Simulating SPAD responses. To simulate SPAD photon detections from
high-speed videos, we adopt the following steps:

1. We interpolate videos at 1000 FPS by 16x using RIFE [90] to 16000 FPS.

2. We treat the videos as SRGB-encoded frames, convert them to linear
RGB images, and then grayscale.

3. Next, we determine the average count of incident photo-electrons as
N, t) =ad(x,t)+d, (A9)

where we J(x,t) represents a video frame, d is number of spurious
detections ((7.74x10*) counts per binary frame, using values reported
in Ulku et al. [223]). We choose a such that the average value of aJ(x, t)
over each pixel location x and time ¢ is 1—we find that our ambient
captures with the SwissSPAD2 have an average photon per pixel per
binary frame (PPP) of 1.
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4. Finally, we draw binary frames with the probability of a 1 given by
Prob{®(x,t) =1} =1 — e N&D, (A.10)

From each frame at 16000 FPS, we draw 6 binary frames, thereby simu-
lating photon detections at 96000 Hz.

Computing metrics. We evaluate perceptual distortion using PSNR (com-
puted from the average mean squared error across the entire video [108]),
SSIM (computed per-frame and averaged) and MS-SSIM (computed per-frame
and averaged) metrics. Both metrics are converted with respect to linear
values. Specifically, each of our generalized event cameras and baselines
(EDI++, burst denoising, coded 8-bucket) recovers the time-varying estimate
of 1 — e™N®D je., the probability of photon detection. Let us denote this by
p(x,t). We can obtain linear estimates by computing

1 1
a(log(—l ~ ek, t)) — d). (A.11)

Baseline parameter sweeps. We implement EDI++ with SPAD events,
with an exponential decay of 0.95, and sweep the threshold between 0.3-0.54.
The other baselines (burst denoising, long exposure, compressive sensing)
are frame-based, and do not feature a tunable parameter that controls their
readout rate.

Generalized-event parameter sweeps. For adaptive-EMA, we set the
exponential decay (of the EMA) to 0.95, and sweep the threshold between 0.3-
0.54. For adaptive-Bayesian (Section 2.4.1), we retain the top-3 forecasters and
vary the sensitivity y of BOCPD uniformly (on a logarithmic scale) between
107 and 102, For the spatiotemporal chunk method (Section 2.4.2), we use a
patch size of 4x4 pixels, average 32 binary frames per temporal chunk, and
vary the threshold (7) of the change detector uniformly between 0.6 to 1.28.
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For coded-exposure events, we use a chunk size of 1024 binary frames, with 4
coded buckets (measurements per chunk) that multiplex 16 subframes each—
thus, each subframe consists of 1024/16 = 64 binary frames. We vary the
confidence level of Wilson’s score (“a” parameter) uniformly between 1.2 to
6.8.

Extended results. In addition to the PSNR-based rate-distortion plot shown
in Figure 2.8, we include evaluations based on SSIM and MS-SSIM metrics
in Figure A.10 (top). Across metrics, we see that generalized event cameras
provide a pronounced difference in performance over the considered baselines
(shown in shades of gray). (bottom) We include another evaluation on 4096
binary frames (instead of 2048). We observe that the readout rate, measured
as bps/pixel, is lower across this extended duration—since the fixed readout
costs of static (and less dynamic) regions is amortized over a longer duration,
unlike frame-based cameras that involve fixed readout for all regions of an
image. Finally, we remark that the performance gap between EDI++ and our

techniques is further widened across this longer duration.

A.9 UltraPhase Experiments

System description. UltraPhase consists of 3X6 cores, each of which pro-
cesses data from a 4x4 patch of SPAD pixels. The chip operates at a frequency
of 0.42 GHz, implying a maximum of 4341 instructions per binary frame at
96.8 kHz. We additionally refer readers to Ardelean [7] for a detailed descrip-
tion of the chip architecture.

Implementing event cameras on UltraPhase. We implement our event
camera designs in UltraPhase assembly code. At this point, UltraPhase does
not have native hardware for computing divisions—so we modify our meth-
ods to work avoid division operations. For the Bayesian method, we skip
restarts and avoid division when computing the likelihood by multiplying
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Figure A.10: Extended rate-distortion evaluation. (top) Rate-distortion
evaluations based on PSNR, SSIM and MS-SSIM metrics across 2048 binary
frames. (bottom) When considering a longer temporal extent, i.e., 4096
binary frames, we see that the readout rate at which a significant PSNR (or
other metrics) drop-off is noticed becomes smaller—in other words, we obtain
more compression of raw photon detections.

arguments with their least common multiple—this is possible because the
min and argmax operations carried out in BOCPD are invariant to the scale
(of forecaster values). For the spatiotemporal chunk method, we skip the nor-
malization step and use a 4X16, 8-bit quantized feature matrix P, in contrast
to the 16Xx16 matrix we use in the rest of our experiments. For the coded-
exposure method, we consider (2-bucket, 8-subframe) masks; additionally, we
replace Wilson’s score by a fixed confidence interval (essentially amounting
to a fixed threshold operation). For most scenes, the above modifications do
not significantly reduce the quality of the results. See the supplement of our
paper [217] for a comparison.

Clock cycle measurements. Due to circumstances beyond our control, we
were unable to run our methods on a physical testbed system. We evaluate the
runtime characteristics of our methods by assembling them for UltraPhase
and measuring the number of compute cycles required to execute them. Given
the deterministic nature of the digital hardware, the compute and memory
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requirements we measure in this evaluation are identical to those we would

measure in physical hardware.

We confirm that all methods operate within the memory budget of the chip.
In Table A.1, we show the measured clock cycles (the average per binary
frame) for each method. In the case of branching, we assume the more
computationally expensive branch is taken. Therefore, all compute values are
an upper bound.

Readout estimation. The chip readout depends on the dynamics of the
scene. To estimate the readout, we run our methods on a 12x24 crop from
the tennis sequence in Figure 2.7, over 2500 binary frames. We show frames
from this crop in the supplement of our paper [217]. We scale the measured
readout values to units of kilobytes per second; see Table A.1 for results.

Power estimation. We estimate two components of power consumption:
compute power and chip readout power. We base our analysis on [216]. We
assume the chip consumes 3.5 picojoules per clock cycle spent executing an
instruction, and that the chip expends 54 nanowatts per kilobit of readout.
Table A.1 shows our estimated compute and readout power.



Table A.1: UltraPhase results. We measure the number of compute cycles (per binary frame) required to
implement each of our methods, and estimate the readout bandwidth. Based on these values, we estimate the
power required for on-chip computation and readout. All of our methods fit within the chip’s computational
budget of 4341 instructions per binary frame and give two orders of magnitude reduction in bandwidth compared
to reading out raw photon detections. Due to these bandwidth reductions, our methods are also much more
power efficient than raw photon readout.

Method Cycles Bandwidth estimate (kB/s) Compute power (W) Readout power (W)  Total power (W)
Raw photons 12 3600 5.43%107 1.57x10° 1.57x10°
Adaptive-EMA 2367 59.0 2.11x10* 2.57x107 2.37x10*
Bayesian 3095 57.6 3.62x10* 2.51x107 3.87x10*
Spatiotemporal chunk 380 53.3 5.45x10° 2.32x10? 2.87x10°
Coded 177 33.1 1.18x10°¢ 1.44x10° 1.56x107

134!
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B Compute: Event Neural
Networks

In this appendix we provide further details, results, and discussion for the
Event Neural Networks work in Chapter 3. The supplementary material of
our paper [50] contains additional result samples and complete result tables.

B.1 Results on Low-Level Tasks

In this section, we describe our experiments for low-level vision tasks. We
consider HDRNet [63] for image enhancement and PWC-Net [214] for optical
flow.

Note that these models include some specialized operations (i.e., the bilateral
transform for HDRNet [63] and flow warping in PWC-Net [214]). These
operations represent a small portion of the overall computational cost of the
models. For simplicity, we exclude them when counting multiply-accumulate
operations.

Image enhancement. HDRNet [63] can be trained to reproduce several
image enhancement effects. We use the Local Laplacian [177] version of
the model. HDRNet has two sub-networks: a deep, low-resolution feature
network and a shallow, high-resolution guidemap network. The guidemap
network represents only about 10% of the overall operations, and converting it
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to an EvNet has a noticeable effect on the visual quality of the output. There-
fore, we only convert the feature network to an EvNet. We report operation
savings for both the overall model (both sub-networks) and the feature net-
work (the EvNet portion). We refer to these operation counts as “HDRNet-a”
and “HDRNet-f,” respectively. We use a threshold of 4 = 0.1 and evaluate
using the PSNR metric. We resize all images to 540Xx960 before applying the
model.

We use the original authors’ pretrained weights. However, these weights were
trained on a non-public dataset. Therefore, instead of evaluating the model
against ground truth labels, we compute the agreement between the outputs
of the event model and conventional model. We evaluate on a subset of the
MPII video dataset [6] (see Section B.4 for details on the dataset). See Table B.1
and Table B.2 for results.

Optical flow. We also consider the PWC-Net model [214] for optical flow
computation. Unlike the other models (OpenPose, YOLO, HDRNet) which
take a single frame as input, this model takes a pair of frames. We use a
threshold of h = 0.01 and evaluate using the EPE metric [10]. We resize all
images to 288x512 before applying the model. We use the original authors’
weights trained on Sintel [22]. Like with HDRNet, we evaluate the agreement
between the event and conventional outputs. Results are shown in Table B.1
and Table B.2. We also evaluate on the ground-truth labels in the Sintel
training dataset. On this data, the conventional model achieves EPE 2.86 and
the event model achieves EPE 3.33.

B.2 Additional Analysis Experiments

Varying granularity. Table B.3 shows the effect of increasing the granularity
of the policy. We evaluate the OpenPose model [28] on the JHMDB dataset [99].
We test both a spatial chunking policy and a policy that chunks along the
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Table B.1: Results on low-level tasks. Results for image enhancement and
optical flow. The tables gives the overall computation savings, agreement
between the conventional and event models, and overhead percentages (num-
ber of extra operations expended for each operation saved).

Model Savings Agreement Math Load/Store

HDRNet-a  5.78X 39.4PSNR  2.57% 3.79%
HDRNet-f 23.9x 39.4PSNR  2.57% 3.79%
PWC-Net 2.68X 0.335 EPE  0.44% 0.74%

Table B.2: Camera motion for low-level tasks. The savings factor for
different levels of camera motion, evaluated on our custom MPII dataset (see
Section B.4).

Model None Minor Major

HDRNet-a 6.19x  6.02x  5.55X
HDRNet-f 34.9x  29.7x  20.0%
PWC-Net 541x  3.29x 211X

Table B.3: Varying granularity. Results for the OpenPose model on the
JHMDB dataset. Using larger chunks, especially channel chunks, reduces
the computational gains somewhat. However, chunking may have practical
benefits on some hardware.

Variant Threshold  PCK  Operations
Conventional — 0.7640  7.055x10'°
No chunking 0.05 0.7581  6.166x10°
2x2 chunks 0.05/4/2 07575  8.574x10°
4x4 chunks 0.05/4/4 07662 1.191x10'°
8x8 chunks 0.05/y/8 07431  1.646x10%

Channel chunks 0.02 0.7600  1.782x10'°

channel dimension (e.g., [72]). Because each neighborhood computes a mean
of several |d|, the thresholds must be reduced to keep the accuracy from drop-
ping. The threshold-setting strategy 0.05/ ﬁ is a heuristic that we found to
give relatively stable accuracy with varying n. The results show that increasing
the chunk size reduces the operation savings. However, chunking may, in
practice, allow more efficient execution on certain hardware.



147

Comparison against output interpolation. One alternate strategy for effi-
cient video inference is to run a model once every n frames and interpolate its
predictions for the remaining n—1 frames. We apply this strategy to OpenPose
on JHMDB and compare it to the EvNet approach. We use n =16 and linearly
interpolate the joint positions between model predictions (the value 16 was
chosen to give a computational cost close to the EvNet in Table 3.1). The in-
terpolated model expends 6.764x10° ops per frame on average and achieves a
PCK of 68.52% (a reduction of 7.88% from the conventional model). Compare
this to the EvNet in Table 3.1, which expends 6.780x10° ops on average while
achieving a PCK score of 76.37% (a reduction of 0.03% from the conventional
model). Compared to output interpolation, the EvNet gives much higher
accuracy at a similar computation cost. Note that we trim the inputs for the
interpolation model to have a length of kn + 1 frames, where k is a positive
integer. This ensures that the video can be divided into uniform blocks of n
frames (with one extra frame at the end). If we trim to the same length for
the EvNet, it achieves a PCK of 76.82% with average cost 7.265x10° ops. The
conventional model achieves PCK 76.67% at 7.055x10'° ops on the trimmed

video.

Temporal smoothness. We have anecdotally observed improved tempo-
ral smoothness in the outputs of EvNets. We hypothesize that this is one
of the reasons for the slightly increased accuracy for some models (e.g., Ta-
ble 3.1) over the conventional baselines. We quantitatively measure temporal
smoothness for OpenPose on JHMDB by measuring the mean L2 joint motion
between frames. The average joint motion for the conventional model is 10.3
pixels. For the EvNet with threshold & = { 0.01, 0.02, 0.04, 0.06, 0.08 }, the
average motion was { 9.77, 9.26, 7.98, 7.14, 5.81 } pixels. This confirms that the
EvNet outputs are more temporally smooth than those of the conventional
model, with smoothness increasing with the policy threshold.
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Table B.4: HRNet Results. Results for the HRNet model on JHMDB.

Model Threshold PCK Operations
Conventional — 90.37%  1.019x10'°
EvNet 0.05 90.43%  1.112x10°
EvNet 0.1 90.46%  7.361x108
EvNet 0.2 86.44%  4.187x10%
Skip-Conv 0.05 89.17% 1.035%x10°
Skip-Conv 0.1 84.45%  6.473x10%
Skip-Conv 0.2 78.72%  3.307x10%

B.3 HRNet Experiments

We test HRNet [215], a state-of-the-art model for various location-based tasks
(e.g., object detection) on the JHMDB pose recognition dataset [99]. We use
the HRNet-W32 version of the model.

Training procedure. We initialize with pretrained MPII weights from [215].
We fine-tune the model on JHMDB for 20 epochs using the Adam optimizer
and a learning rate of 10°. We set aside 20% of the training data for validation
and save the model at the epoch with the lowest validation loss. JHMDB
defines three train/test splits—we train and evaluate a model on each train-
ing split and average the results (accuracy and computation costs) over the
three splits. Where not otherwise specified, we adopt the training and data
augmentation parameters of [72]. All of our training code will be publicly
released and included with the supplementary material.

Evaluation. We evaluate three model variants: the conventional model, an
EvNet and Skip-Conv (without periodic resets). See Table B.4 for results. We
report the PCK metric (as in our experiments on OpenPose). The accuracy
and savings we observe are in line with our other experiments.
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B.4 Experiment Details

Custom MPII dataset. Here we describe the dataset that we use in our
camera motion experiments (Table B.2) and for evaluating HDRNet and PWC-
Net (Table B.1). We take a subset of the MPII video dataset [6]—specifically,
the first 246 videos that have exactly 41 frames (most, but not all videos in
MPII have 41 frames). We then label each video in this dataset as having “no
camera motion” (perfectly stationary camera), “minor camera motion” (slight
camera shake), or “major camera motion.” These splits contain 59, 46, and
141 videos, respectively.

Overhead counting. We count overhead operations as follows. An update
to an accumulator requires one load (a), one addition (a + g(A;,)), and one
store (a). An update to a gate requires two loads (b and d), three additions
(d + f(a) — b and |d| — h), and two stores (b and d). A transmission requires
one load (d), one subtraction (d — A,,,), and one store (d).

B.5 Derivation of Equation 3.4

The equation for a'” is a consequence of the update to a®® defined in Equa-
tion 3.3, combined with the linearity of g (g of a sum is equal to the sum of
the g). The equation for b is a direct consequence of the update rule in
Equation 3.3.

The equation for d” in Equation 3.4 comes from combining Equation 3.3 and
the post-transmission subtraction of A,,. Let d® = 0 as stated in Section 3.4.2.
With Equation 3.3, and noting that b® = f(a®),

T
d® =" (f(@®) - btV) = b® — p©®, (B.1)

t=1
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®

oup» WE have

Adding in the post-transmission subtraction of A

T
dD = bp® —p©O — 3 AL (B.2)

out”
t=1

B.6 Thoughts on Theoretical Guarantees

For certain special cases of transmission policies (e.g., a threshold policy
with h = 0), we can guarantee that the output of an EvNet will be equal to
that of the equivalent conventional network. As we make the policy more
selective (e.g., by increasing h), the efficiency of the EvNet improves, but its
output increasingly deviates from that of the conventional network. While
we currently describe this behavior qualitatively, developing the rigorous
theoretical tools necessary for a quantitative description is an important next

step.

We can describe a neural network as a composition of functions,

Y = qn(. (@2(q1 (X)) ..). (B.3)

We can think of an event network as perturbing the output of each g; by some
€;. That is,
Y = qu( (@(q1(x) +6) +6)...) + €y (B4)

If we assume a threshold policy with threshold h, then ||¢;||, < h. Given these
facts and some knowledge of the properties of the g; (e.g., the distribution of
their weights), can we bound the norm of y — y’? This question has important
implications for applications that require accuracy guarantees and should be
studied in future work.
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C Compute: Eventful
Transformers

This appendix expands on Chapter 4. The supplementary material for our
paper [51] contains additional result tables not included here.

C.1 Further Discussion

The ViViT temporal sub-model. Recall that, for ViViT action recognition,
we fine-tune the non-Eventful temporal model on the outputs of the Eventful
spatial model. We now provide some intuition as to why this is necessary to

preserve the prediction accuracy.

The outputs of an Eventful Transformer are approximations of the “correct”
outputs (those of the original, non-Eventful Transformer). In the case of
the ViViT spatial model, individual outputs are fairly close to the correct
values. However, the pattern of temporal changes between outputs may be
quite different from the original model. Token gates reduce the number of
updated tokens on each frame, but each update tends to be larger (a single
update may contain accumulated changes from several time steps). Given the
nature of the prediction task—action recognition on highly dynamic videos—
the temporal sub-model is sensitive to the pattern of temporal changes. Fine-

tuning allows us to correct for the shifts in these temporal changes that result
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from using an Eventful spatial model.

Compatibility with spatial redundancy methods. We now provide further
discussion regarding the compatibility of our method with spatial redundancy
approaches. Abstractly, we can think of spatial redundancy methods as sum-
marizing a set of tokens x € RV*? using a reduced set of tokens £ € RMxP,
The simple method in our experiments summarizes tokens using uniform
pooling; however, we could also use adaptive pruning or merging.

Assume we apply a gate to the reduced tokens xX. The gate assumes that the
definitions of its input tokens are relatively stable. This assumption clearly
holds for non-reduced or uniformly pooled tokens. However, we need to be
careful when applying arbitrary reductions to x.

For example, say we have an image containing a region of blue sky. An
adaptive token merging method might combine all sky-colored tokens from
x into a single token in X. Assume that on frame ¢ = 1, the first token in X
represents the sky. Ideally, on frame ¢ = 2, the first token in X should again
represent the sky. Note that this is not a strict constraint—our gating logic
can deal with non-consistent definitions for a few tokens. However, if the
definitions for all tokens in X completely change between frames, then the
gate will not be able to keep up (i.e., the number of tokens with significant
changes will exceed the policy r-value).

C.2 Additional Experiments

Video action recognition on Kinetics-400. We evaluate our method on the
Kinetics-400 action recognition dataset [106]. Kinetics-400 contains over 300k
video clips, each annotated with one of 400 action categories. We evaluate
top-1 accuracy. We use the same ViViT model architecture as in our EPIC-
Kitchens experiments; the only difference is the input size (224x224 rather
than 320x320).
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Table C.1: Kinetics-400 video action recognition. Results for Kinetics-400
action recognition using the ViViT model. We report the total TFlops per
video (spatial + temporal sub-models).

Variant r  Accuracy (%) TFlops
Base model — 79.06 3.360
Temporal 96 77.62 1.814
Temporal 48 75.88 1.016
Temporal 24 75.16 0.618

As in our EPIC-Kitchens experiments, we fine-tune the non-Eventful tempo-
ral model on the outputs of the Eventful spatial model. We fine-tune three
variants of the model with r =24, 48, and 96 (out of a maximum of 197 tokens).
We train for 10 epochs on a subset of the training set containing 39729 videos.
We use the AdamW optimizer [147] with a learning rate of 2x10°¢, weight
decay of 0.05, and a batch size of 16 videos. We add 50% dropout before the
final classification layer.

Table C.1 shows our results. The accuracy-compute tradeoff is generally
consistent with our results on EPIC-Kitchens. For example, with r = 96, we

sacrifice 1.48% accuracy for a speedup of approximately 2x.

A threshold policy. We evaluate the ViTDet object detection model with a
threshold policy. The threshold policy selects all tokens where the L2 norm of
e exceeds a threshold h. We test h = 0.2, 1.0, and 5.0. See Table C.2 for results.
The accuracy-compute tradeoff for the threshold policy is generally worse
than for the top-r policy. This is likely due to the use of a constant threshold
for all gates (we would ideally use a unique threshold for each gate).

C.3 Experiment Details

Fine-tuning ViTDet for VID. We initialize our model using COCO [138]
pre-trained weights, and then trained on a combination of the ImageNet VID
and ImageNet DET datasets, following common protocols in [38, 274]. We
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select images from the DET dataset that are of of the same 30 classes as in the
VID dataset. The training uses a batch size of 8, a maximum input resolution
of 1024x1024, an initial learning rate of 10, and a weight decay of 0.1. We
use the AdamW optimizer [147] with linear warmup for a total of 5 epochs,
with 10x learning rate decay from the 3rd epoch.

Fine-tuning the ViViT temporal model. We fine-tune the temporal sub-
model for 5 epochs. We use the AdamW optimizer [147] with a learning rate
of 107, weight decay of 0.05, and a batch size of 8 videos. We add 50% dropout

before the final classification layer.

Arithmetic precision. We compute the product Av at half precision in the
global self-attention operators of the Eventful model. Using half precision
reduces the model’s computational cost and memory footprint and has a
negligible effect on accuracy. When evaluating runtimes, we also compute
Av at half precision in the base model (this ensures a fair comparison).

Runtime experiments. For ViTDet, we evaluate CPU runtimes using one
random video from VID (ID 00023010, containing 242 frames). On the GPU,
we use 5 random videos. For ViViT, we evaluate CPU runtimes using 5 random
videos from EPIC-Kitchens. On the GPU, we use 100 random videos. We use

a consistent random seed across all experiment runs.

Operation counting. Our GFlop counts include the following types of oper-
ations: linear transforms, matrix multiplications, einsum operations (used in
relative position embeddings), and additions. We count a multiply-accumulate
as a single operation. In Eventful Transformers, we additionally count opera-
tions required for updating the gate (additions and subtractions) and the extra
additions in the sparse attention-value update. We only report operations
in the Transformer backbones (e.g., we do not count anything in the object
detection head).
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Table C.2: A threshold policy. Results for a threshold policy with the 1024-
resolution ViTDet model. The policy selects tokens where the error e exceeds

a threshold h.

Variant h  mAP50(%) GFlops
Base model — 82.93 467.4
Temporal 0.2 83.00 431.8
Temporal 1.0 82.75 294.1
Temporal 5.0 78.11 133.5




156

D Stability and Robustness:
Instant Video Models

D.1 Proofs

This section contains proofs of the oracle and collapse bounds from Section 5.4.

D.1.1 Oracle Bound

We assume that § takes the form &(a, b) = {(a — b) where ¢ is a norm on R¢.
We define

u(j)’y)=Za(yt’yt)+/125(j’tsyt+1) (D.1)
zzg(yl_yt)+/12§(j’t_yt+1) (D.2)

as the bracketed expression in Equation 5.4, using the shorthand y, = f(e,(x,)).
Our objective is to show that for any y # y, there exists some y' # P such

that u(y’, y) < u(p, y).

There are two possible cases: (1) , # y, for at least one of the endpoints,
meaning y, # y; or ¥, # y.; and (2) y, = y, at both endpoints.

We start with the first case. We assume that y, # y,, with the proof being
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symmetric for p, # y,. We propose y* where yl' =y, and y'[ =y fort>1.
Starting with the definition of u,

u(y',¥) =5 —y) + A8 = P2) + . (D.3)
=y, =) + ... (D.4)
w(,y) = —y1) + A4 — ) + ... (D.5)

By the triangle inequality and absolute homogeneity of ¢,

u@,y) =2 -9)+.. (D.6)
= =)+ P —P)) + . (D.7)
Sy =)+ AP = Po) + . (D.8)
=P —y) + AP — P2) + .. (D.9)

Assume that 1 < 1. Then,

u(y',y) < AP —y1) + AP —P2) + . (D.10)
<l =y)+ AP = P2) + ... (D.11)
=u(p,y). (D.12)

Therefore, u(y', y) < u(p,y).

To summarize, we have shown that if 1 < 1, any y where y, # y; cannot
minimize u. The same is true for y. # y,.

Now we consider the second case, where y # y but their endpoints are the
same. In this case, we must have y, # y, for some 1 < s < 7. We propose
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yI =y, and yj' = y, for t # 5. Starting again with the definition of u,

ot P =y —y) + A (Y = P + .. (D13)
=+ AP —Y) + ALY = D) + - (D.14)
u@,y) =+ AP =)+ —¥) + AP — Y1) +... (D.15)

u(y’,y)

By the triangle inequality and absolute homogeneity of ¢,

u@y,y) =+ 8@ — )+ Ay, - Vi) + - (D.16)
=+ AP =)+ @ =YD+ AV =)+ (P, = P +
(D.17)
S+ WP =)+ XK@ —y) + Ay — 1) + AP — Pig1) + -
(D.18)
=+ /lg(yt—l -y)+ 2/1§(j’t -y)+ lg(j’t - j’t+1) + .. (D.19)

Assume that 4 < 1/2. Then,

u(y,y) <+ APy = ) + 248, — ¥1) + AP, — Piy1) + ... (D.20)
<.t /lg(j’t—l - j’t) + {(j’t - .Vt) + Ag()’)t - j)t+1) + .. (D.21)
=u(®,y) (D.22)

Therefore, u(y', y) < u(y, y).

We have now shown that if 1 < 1/2, any y where y, # y,forl < s <t
cannot minimize u. Combining this with the result from the first case, we
have shown that for 1 < 1/2, y = y is the unique global minimizer of u. []

D.1.2 Collapse Bound

To prove the collapse bound, we first prove the convexity of u. We then show
that, if y, is fixed (cannot be modified by the stabilizer), y, = y, for1 <s <t
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is alocal minimizer of u for 1 > 7 —1. Because u is convex, this makes y, = y,

the global minimizer.

Define q as the concatenation (y, y), i.e., the vector input to u. Consider two
such inputs q and q'. u satisfies the triangle inequality;

-1

u@+qN=D{F =+ -y +AD LP = Ve + P - ¥, ) (D23)

t=1 t=1

T -1 T -1
<@ =Y+ AP = D) + 8P =YD+ AP -9,
t=1 t=1 =1 t=1

(D.24)
= u(q) +u(g"), (D.25)

and is absolutely homogeneous;
ueq) = 2 (P —cy) + 12,8 — cPinn) (D:26)

t=1 t=1
= [e| 24 =¥ +1cA 2, {0 = D) (D27)
=1 =1
= [clu(g). (D:28)
implying u is convex;

u(rg + (1 —r)q") < u(rq) + u((1 —r)q") (D.29)
= |rlu(g) + 11 - rlu(g") (D.30)
=ru(q) + (1 — ru(q"). (D.31)

where 0 < r < 1. Because u is jointly convex on gq, it is also convex with
respect to (5, ..., ¥;) when y and y, are fixed.

Our goal is now to show that, assuming y and y, are fixed, y, = y, for
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1 < 5 < tis alocal minimizer of u. That is, we want to find the 4 regime
where any small movement away from this point increases the value of u.
Assume a perturbed prediction

Y= +p. 3 +Ps .31+ D), (D.32)

where p, = 0. Starting with the definition of u,

T 7—1
u@.y) =2, =)+, - P) (D.33)
=2 ¢ - ) (D.34)

-1

u(y',y) = Z {1+ p—y)+4 Z S+ p)— D1+ piy))  (D35)

t=1 t=1

T -1
= Z S +p—y)+4 z S(pi — Pis1) (D.36)
t=1 t=1
Let
0 = argmax{(p,) (D.37)
tel:t

be the time step with the largest-magnitude perturbation, and let ¢ = {(p,) be
the magnitude of this perturbation. Applying the reverse triangle inequality



to the first summation in Equation D.36 (the accuracy term), we have

D+ P —y) =D, —y)-(=py)

> Z [E(P1 = y) = {(=po)]

= Z S —y) - Z S(py)

T

=>4 —-y)— 2. ¢(p)

t=2

>3 - y) - (- D¢

t=1
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(D.38)

(D.39)

(D.40)

(D.41)

(D.42)

So, introducing the perturbation reduces the accuracy term by at most (7 —1)¢.

Now considering the second summation (the stability term),

-1 ]
AZ S(P: — Pe1) 2 /12 $(Pi — Prs1)
t=1 t=1

> A{(p; — Pe)
= A$(ps)
= 1¢.

(D.43)

(D.44)
(D.45)
(D.46)

That is, introducing the perturbation increases the stability term by at least

2.

Therefore, if 1 > 7 — 1, the overall change in u is positive, and we have shown

that y, = p, for 1 < s < 7 is a local minimizer of u. By convexity of u, this

point is also a global minimizer. []
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D.2 Transport Metric

In this section, we propose an alternate metric for use with our unified loss.
Specifically, we describe a variant of the Wasserstein metric that accounts for
the spatial structure of an image or feature tensor.

Let z;, 2, € R™¥ be two image or feature map channels, and let a = z; — 2,.
We define the transport distance J(a) = {(a) = §(z;,2,) as the minimum
cost of a linear optimization. Intuitively, this optimization finds the short-
est correspondence from m to zero. The correspondence can employ three
mechanisms: (1) mass movement from a positive region to a negative region,
with cost proportional to mass and distance, (2) mass destruction, with cost
proportional to mass, and (3) mass creation, also with cost proportional to
mass. The cost to create or destroy a unit of mass is y.

Formally, we solve the following optimization:

J(a) = mi d..m; 4+ D.47
() = min ZJ M+ Y 2 (Pt ) (D.47)
subject to

a+p—c—ym;=0 Vi (D.48)

j
pi>0 Vi (D.49)
>0 Vi (D.50)
m;; >0 Vi, j (D.51)

where d;; is the distance (Euclidean) from pixel i to pixel j, m;; is the mass
moved from pixel i to pixel j, and p; and c; are the mass production and
consumption at pixel i. Both i and j are in the range 1... h X w.

At first glance, this problem may seem computationally infeasible because
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the number of d;; parameters equals the number of pixels squared, e.g., a
trillion parameters for a one-megapixel image. Fortunately, we can reduce
the number of parameters to ~ (h X w) by pruning all edges where d;; > 2y.
Intuitively, if d;; > 2y, the cost to destroy a unit of mass at location i and

recreate it at location j is less than the cost to move it from i to j.

Despite pruning, this optimization remains somewhat impractical. Finding
a solution takes ~seconds using the open-source solvers available in SciPy.
These runtimes make loss evaluation the primary bottleneck during training.
We might be able to reduce runtime using other solvers—either general-
purpose commercial solvers or specialized optimal transport solvers. We leave
this as future work.

D.3 Composing Stabilizers

Often, a deployed model will be faced with several simultaneous corruptions.
One option in this scenario is to train a single stabilizer on the expected
combination of corruptions. However, doing so requires full knowledge of the
corruptions at training time. In this section, we explore an alternate approach:
composing (fusing) single-purpose stabilizers without additional training.

We consider controlled stabilizers without spatial fusion. Assume we have
two single-corruption stabilizers, denoted by superscripts 1 and 2. The output
Z;, of the fused stabilizers at layer i is

Z,=FL02,+1-£)0O%, 1, (D.52)
z,=p,0z,+1-6)0OZ,_, (D.53)
Bi, = o(hi(g"(x:,x,_1))), (D.54)

2 = o(h (g% (%1 x,-1)))- (D.55)

Note that we have removed the feature-space inputs z;, Z,_;, and z,_; to the



164

stabilization heads. In experiments, we found this was necessary to prevent

unintended interactions between the stabilizers.

The above formulation is roughly equivalent to applying a single stabilizer
with decay g, © g7, We can modify the method slightly to make this strictly

1

true, thereby obtaining a commutative composition. We replace Z;, | in

Equation D.53 with Z;,_,, obtaining

Ziy = l-z,, © (ﬁil,t Oz, +1- 11[) Oz, +A- th) OZiias (D.56)
=B, OB, Oz, + B, — B, OB, +1—-B)OZy, (D.57)
= ﬁlz’[ Qﬁll,t ®zi,[ +(1 - iz,t Qﬁl‘l’[)in,t—l' (DSS)

Intuitively, the fused stabilizer retains the current features z,; only if both
decays are near one; this indicates that neither controller backbone detected

corruption-induced instability.

In our experiments, we use the initial non-commutative version (it was slightly
easier to implement). However, we expect the two formulations to give similar

results in general.

D.4 Method Details

This section provides further details of our method and implementation,
including the particular architecture we use for the controller, our approach
for training initialization, and a more formal definition of the spatial fusion

mechanism.

D.4.1 Controller Architecture

The controller backbone uses a simple convolutional architecture with 7 layers.
The backbone has 32 channels for HDRNet and NAFNet, and 16 channels
for Depth Anything. Controller heads have 4 layers. The number of channels
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in the last head layer depends on the shape of z and the size of the fusion
kernel. For other head layers, we use 64 channels for HDRNet and NAFNet,
and 32 channels for Depth Anything. All convolutions use a 3x3 kernel, and
all except the head outputs are followed by a leaky ReLU with negative slope
0.01.

D.4.2 Initialization

When training, we initialize such that the predicted 8 values are near 1. This
corresponds to a rapid decay of the past state and less stabilization; i.e., the
stabilizers are initialized close to an identity. For controlled stabilizers, this
can be achieved by adding a final bias to & (before the sigmoid) and initializing
this bias to a sufficiently positive value v. For the simple learned stabilizer
(without a controller), the trained parameters are logit values [ used to generate
a decay € [0,1] via § = o(l). Again, we initialize these logits to a positive
value v. For both the simple learned and controlled variants, we find that

v = 4 (resulting in 8 ~ 0.98) works well.

D.4.3 Spatial Fusion

Let V" be a spatial neighborhood around the pixel to be stabilized. Let c denote
the channel index, j the index of the stabilized pixel, k € V' the neighbor
pixel index, and [ € 1 : m an index into the kernel 5. The output Z, . ; of the
spatial fusion stabilizer is given by

Zt,c,k = 77t,c,m+lzt,c,j + Z 77t,c,th,c,k (D-Sg)
(k,He(N,1:m)

N = Softmax([h(g(x,,x,_,), 2,z — 1)] 0), (D.60)

cm:cm+m—1’°

The summation iterates over locations in the neighborhood, with the kernel

index [ always corresponding to the neighbor index k. The indexing on the
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output of h extracts the m channels needed to construct the kernel 5, .. Note
that we have dropped the layer index i here for brevity.

D.5 Experiment Details

This section contains experiment details and hyperparameter values.

D.5.1 Image Enhancement

Base model fine-tuning. We train for 80 epochs (2k iterations per epoch),
using the Adam optimizer [112], an MSE loss, and batches of 8 randomly
sampled frames. The learning rate is initially set to 10* and is scaled by 0.1
after epochs 40 and 60.

Stabilizer training and evaluation. Each training batch consists of one ran-
domly sampled video snippet containing 7 = 8 consecutive frames. Gradients
are computed using BPTT. Stabilizers are trained for 20 epochs (4k iterations
per epoch) using the Adam optimizer and our unified loss with § = || - ||.
The learning rate is initialized to 10~ for the simple learned stabilizer and 10*
for other variants, and is reduced by a factor of 10 after epochs 10 and 15. We
evaluate stabilizers on the validation set, processing each video in a single
pass per video (i.e., 7 > 8 at evaluation).

D.5.2 Video Denoising

Base model fine-tuning. Each batch consists of 8 randomly sampled, ran-
domly cropped patches of size 256x256. We train for 20 epochs (2k steps per
epoch) with Adam and an MSE loss. We set the initial learning rate to 10,
scaling by 0.1 after epochs 10 and 15.

Stabilizer training and evaluation. Each batch consists of one randomly
sampled, randomly cropped video snippet of size 256x256 containing 7 = 8
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Figure D.1: VisionSim sequences. Showing scenes bachelors-quarters,
classroom, library-homeoffice, and restaurant. For each, we show frames 10,
110, 210, 310, 410, and 510.

consecutive frames. We train for 20 epochs (2k steps per epoch) using Adam
and the unified loss with 6 = || - ||,. The initial learning rate is set to 10" for
the simple learned stabilizer and 10 for the controlled and spatial variants. In
all cases, we scale the learning rate by 0.1 after epochs 10 and 15. We evaluate
stabilizers on the validation set in a single pass per video (t > 8).

D.5.3 Corruption Robustness

Depth training dataset. We use the VisionSim [100] framework to generate
a dataset with ground-truth depth labels, according to the instructions pro-
vided at the following URL:
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Figure D.2: Elastic transform. A dummy image before and after applying the
elastic transform, using the same parameters as our experiments (magnitude
a = 50.0 and smoothness ¢ = 5.0). The image size is 256x256, and the lines
have width 16.

https://visionsim.readthedocs.io/en/latest/tutorials/large-dataset.
html

The resulting dataset contains 50 scenes with 59950 total frames and resolu-

tion 800x800. All scenes are indoor and exclusively contain ego-motion. See
Figure D.1 for several representative sequences.

Depth metrics. Depth Anything predicts relative disparity (inverse depth),
which requires an affine alignment to the ground truth before computing
metrics (see [183] for details). After this alignment, we evaluate the standard
AbsRel and Delta-1 (§ > 1.25) metrics. We exclude outliers by clipping
the aligned depth to a maximum of 200. It is critical to measure instability
after alignment; otherwise, the network can achieve arbitrarily low instability
without harming AbsRel and Delta-1 by scaling predictions to a small range
around zero.

Depth stabilizer training. We train Depth Anything stabilizers on randomly
sampled snippets of length 7 = 8, randomly cropped to size 512x512. We
train using Adam for 20 epochs (4k iterations per epoch) with a batch size of
one. The learning rate is initialized to 10* and reduced by 0.1 after epochs 10

and 15. We evaluate the unified loss (6 = || - ||,) after affine alignment.


https://visionsim.readthedocs.io/en/latest/tutorials/large-dataset.html
https://visionsim.readthedocs.io/en/latest/tutorials/large-dataset.html
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Image corruptions. We generate elastic distortions using the Torchvision
ElasticTransform class with default settings (magnitude « = 50.0 and
smoothness o = 5.0). See Figure D.2 for a visualization of the elastic trans-
form.

For image denoising, we add all corruptions after Gaussian noise. For example,

dropped frames contain zeros, not zero-mean Gaussian noise.

D.5.4 Adverse Weather Robustness

Base model fine-tuning. We use the same schedule and hyperparameters

as in Section D.5.2. Each epoch consists of 1k training steps.

Stabilizer training and evaluation. We again use the same schedule and
hyperparameters as in Section D.5.2. The initial learning rate is set to 10,
and each epoch consists of 800 steps.

D.5.5 Compute Requirements

We train and evaluate on a compute cluster largely using RTX A4500 GPUs.
Fine-tuning and stabilizer training take 1-2 days on a single GPU, and full
evaluation takes 1-3 hours.

D.6 Additional Results

D.6.1 Stabilizer Composition

We evaluate composed stabilizers (Appendix D.3) on the NFS denoising task
(o = 0.1) using the NAFNet model. We train single-purpose corruption stabi-
lizers using the same hyperparameters as other experiments, then evaluate
composition under all possible two-corruption pairings. Results are shown in
Table D.1. Generally, stabilizer composition is effective if the second corrup-
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Ours (stabilized) Base model (unstabilized)
First corruption ~ Second corruption PSNR SSIM Instability PSNR SSIM Instability
Patch drop Elastic distortion 29.53  0.838 22.64 18.56  0.660 152.40
Patch drop Frame drop 33.88 0.919 19.15 17.47  0.658 218.69
Patch drop JPEG artifacts 29.07 0.845 31.67 18.51  0.637 152.60
Patch drop Impulse noise 2483 0.769 60.89 1749  0.367 153.96
Elastic distortion ~ Patch drop 29.93  0.850 19.24 18.42  0.657 155.24
Elastic distortion =~ Frame drop 28.01 0.780 17.79 25.65 0.769 129.61
Elastic distortion  JPEG artifacts 29.11 0.842 18.46 2594  0.759 53.75
Elastic distortion = Impulse noise 27.20  0.785 16.22 2295 0.480 69.70
Frame drop Patch drop 33.84 0.916 19.79 17.50  0.659 218.18
Frame drop Elastic distortion 29.67 0.844 18.69 25.65 0.768 130.22
Frame drop JPEG artifacts 2599 0.737 17.59 26.56  0.720 124.21
Frame drop Impulse noise 28.95 0.807 57.28 23.14 0.467 103.00
JPEG artifacts Patch drop 30.55 0.857 21.88 18.41 0.638 154.20
JPEG artifacts Elastic distortion 29.19 0.844 18.16 2581 0.755 54.48
JPEG artifacts Frame drop 25.87 0.737 17.16 26.56  0.720 124.21
JPEG artifacts Impulse noise 28.40 0.810 19.74 2393 0.475 65.24
Impulse noise Patch drop 30.14 0.831 24.61 16.98 0.351 163.34
Impulse noise Elastic distortion 26.73  0.790 17.86 23.38  0.600 62.01
Impulse noise Frame drop 28.94 0.794 21.21 22.66  0.460 138.58
Impulse noise JPEG artifacts 2525 0.599 39.47 21.55 0.352 89.25

Table D.1: Stabilizer composition. The effectiveness of composing stabi-
lizers for different combinations and orderings of input corruptions. Results
are for NAFNet on the NFS dataset with moderate noise (¢ = 0.1). The base
model evaluated without corruptions achieves PSNR 36.6, SSIM 0.945, and
instability 26.2.

tion does not significantly change the appearance of the first. For example,
JPEG — impulse works better than impulse — JPEG. JPEG compression
obscures high-frequency impulse noise, thereby interfering with the impulse
noise controller backbone. This limitation could likely be addressed through
data augmentation during stabilizer training, which would make the back-
bones more robust to changes in corruption appearance.

D.6.2 Semantic Segmentation

Task, dataset, and base model. In this subsection, we analyze a higher-level
prediction task: semantic segmentation. We use the DeepLabv3+ model [34]—
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specifically, the MobileNet variant published by [54]. We train and evaluate
on the VIPER dataset [191], which contains video sequences captured in a
game engine (GTA V) and automatically labeled for various vision tasks. The
predefined training and validation splits contain 77 sequences (134097 frames)
and 47 sequences (49815 frames), respectively. We measure prediction quality
using pixel accuracy and mIoU on the predefined validation set. Due to the
discrete nature of predictions, we report categorical instability—the fraction
of pixels whose category changes between frames (equivalent to || - ||,).

Experiment protocol. We fine-tune the unstabilized model, starting with
the Cityscapes [43] weights published by [54]. A 1x1 convolution is applied to
the output logits to adapt the number of classes for VIPER. We fine-tune for 60
epochs (1925 batches per epoch), using a batch size of 16 and a cross-entropy
loss. Adam was used with an initial learning rate of 10, scaled by 0.1 after
epochs 20 and 40.

After fine-tuning, stabilizers are attached to the model input, the model out-
put, each InvertedResidual layer, the aspp block, the project block, and the
classifier block. We then freeze the fine-tuned weights and train stabilizers
on snippets of length 7 = 8 with 4 = 0.4. Here we tried both || - ||, and cross-
entropy for 8. Cross-entropy gave slightly better results, despite not satisfying
the formal criteria in Section 5.4 (e.g., it is not symmetric). Therefore, we
report results with cross-entropy in the remaining experiments.

When training stabilizers, each batch consists of one snippet of length 7 = 8
frames. We train for 60 epochs (3080 steps per epoch), using Adam with the
same learning rate schedule as in fine-tuning.

Results. The unstabilized model achieves categorical instability 0.079, mIoU
0.406, and pixel accuracy 0.900. After adding stabilizers, we obtain instability
0.059, mIoU 0.411, and pixel accuracy 0.901. Similar to other tasks, there
is a significant improvement in stability, along with an increase in accuracy
(mIoU).
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Corruption Method mloU Accuracy Instability
Patch drop Base model  0.060 0.164 0.454
Ours 0.405 0.896 0.064
Elastic distortion =~ Base model  0.377 0.888 0.090
Ours 0.403 0.898 0.064
Frame drop Base model  0.369 0.829 0.209
Ours 0.406 0.898 0.063
JPEG artifacts Base model  0.109 0.313 0.216
Ours 0.337 0.862 0.066
Impulse noise Base model  0.051 0.300 0.312
Ours 0.399 0.894 0.065

Table D.2: Segmentation robustness. For all corruptions, our method simul-
taneously improves mloU, pixel accuracy, and instability. The improvement is
largest for corruptions that significantly change the appearance of the input,
e.g., impulse noise.

D.6.3 Segmentation Robustness

Task, dataset, and base model. In this subsection, we evaluate the DeepLabv3+
segmentation model against the five corruptions from Section 5.6.3 (patch
drop, elastic distortion, frame drop, JPEG artifacts, and impulse noise). We
use the same dataset (VIPER) and metrics as in Section D.6.2.

Experiment protocol. We follow the same protocol as in Section D.6.2 when

training and evaluating corruption stabilizers.

Results. See Table D.6.3 for metric values, and Figure D.8 for sample pre-
dictions. Our method improves both task metrics and stability across all
corruptions. For patch drop, JPEG artifacts, and impulse noise, adding stabi-

lizers allows the model to recover from catastrophic prediction failures.

D.6.4 DAVIS Denoising

Task, dataset, and base model. In addition to NFS, we evaluate NAFNet
denoising on the standard DAVIS benchmark [133, 180, 219]. DAVIS contains
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50 videos (3455 frames) collected at 24 FPS. We use the dataset’s predefined
train/validation split and scale images to a short edge length of 480 [219].
Following from prior work [133, 219], we evaluate with a noise level of
40/255 = 0.16.

Experiment protocol. We fine-tune the base model and train stabilizers
following the same procedure as for NFS (see Sections 5.6.2 and D.5.2). Fine-
tuning epochs contain 3k steps, and stabilizer training epochs contain 2.4k
steps.

Results. See Figure D.3 and Table D.5 for results. Overall, the behavior is
similar to the NFS results in Section 5.6.2. However, the “win-win” region
(where both accuracy and stability are improved) is smaller for DAVIS. This is
likely caused by DAVIS’s 10x lower frame rate, which corresponds to higher

inter-frame motion and lower frame-to-frame correlation.

D.6.5 Adversarial Robustness

In addition to natural corruptions, we evaluate our method in the presence
of adversarial corruptions. We consider a setting where the attacker has
knowledge of the base model and its parameters, but not of the stabilizers.
We reason that because the stabilizers have fewer parameters than the base
model and can be trained more quickly, a defender could update the stabilizer
parameters after a weight leak rather than retrain the entire model.

Task and model. We evaluate adversarial robustness on a binary classifica-
tion task derived from the DAVIS dataset. Frames are processed by tightly
cropping around an object’s segmentation mask, treating individual instances
as separate images, and labeling each crop as human or nonhuman. As our
backbone, we use ResNet-50 [79] pre-trained on ImageNet. We replace the
original 1000-class output layer with a two-class linear layer.

Experiment protocol. We freeze all pre-trained weights except those in the
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final residual block (1ayer4) and the new classification head. We fine-tune
these parameters for 100 epochs on the binary classification task. We start
with a learning rate of 102, decreasing it by a factor of 0.1 at epochs 40 and
80, and employ frame-level data augmentation consisting of random rota-
tion, horizontal flip, and color jitter. To preserve temporal context for future
stabilizers, each training sample consists of a sequence of eight consecutive
frames.

Then, we generate adversarial examples using the iterative Fast Gradient
Sign Method (I-FGSM) with an overall perturbation bound ¢ = 0.1 and 20
iterations per image [65]. As the attacker does not know the ground-truth
class, for each image, we randomly apply either the sign of the gradient step
or its negation. We selected these hyperparameters because they produce
a substantial drop in baseline accuracy, creating a clear opportunity for the
stabilizers to improve performance. Then, to defend against the attack, we
add controlled stabilizers to each bottleneck block of the ResNet model. All
original ResNet parameters are frozen, and only stabilizers are trained for
20 epochs under the same I-FGSM attack settings as above. The stabilizer
training uses an initial learning rate of 10, reduced by a factor of 0.1 after
epochs 1 and 10, and each batch consists of two sequences of eight frames
to ensure well-defined gradients. No additional augmentations are applied
during this phase.

Results. Under our adversarial setup, the ResNet-50 fine-tuned baseline
achieves 77.0% accuracy, while our stabilizer-augmented model reaches 88.8%,
an absolute improvement of 11.8%. These results demonstrate that the pro-
posed stabilizer modules can significantly improve resilience to adversarial

attacks without requiring complete retraining.
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Figure D.3: DAVIS denoising. We obtain the best quality/stability tradeoff
when using a stabilization controller (“controlled” and “spatial”). On DAVIS,
spatial fusion does not offer a significant advantage compared to a basic
controlled stabilizer. DAVIS has relatively high inter-frame motion, which
often exceeds the size of the spatial kernel (i.e., the maximum translation
achievable with spatial fusion).

D.6.6 Spatial Fusion Failures

Discussion. In the denoising experiments (Section 5.6.2), we observed a sig-
nificant PSNR reduction when using the spatial fusion method under extreme

noise. This reduction only appears when evaluating on long sequences.

A closer examination of the outputs reveals blurring/ghosting artifacts that
appear after some time has passed. These artifacts look like hard edges “bleed-
ing out” into the surrounding regions. We believe these failures are related to
the spatial fusion stabilizer on the output layer. Without this stabilizer, the
network output is biased toward the current input frame (due to the network
architecture, which predicts a noise residual). Adding a spatial fusion stabi-
lizer to the output provides an independent mechanism for information to
flow between pixels, thereby weakening this bias.

Experiment protocol. We ran an experiment to determine whether spatial
fusion failures can be mitigated by training on longer sequences. We trained
the spatial fusion stabilizer under extreme noise on sequences of length 7 = 8
(the default in our other experiments) and 7 = 16. We reduced the training
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patch size from 256X256 to 180180 to compensate for increased training
memory requirements on longer sequences. For r = 8, we doubled the num-
ber of iterations per epoch due to the lower number of frames in each iteration.
We evaluated the resulting models on the full validation set containing long
sequences.

Results. Training with 7 = 8 gave validation PSNR 22.70 and instability
11.04, whereas training with 7 = 16 gave PSNR 23.80 and instability 10.16. We
expect this trend of improvement to hold as we further increase the training

sequence length.

D.6.7 Uncertainty Estimate

Experiment protocol. To estimate uncertainty in our results, we train and
evaluate the spatial fusion stabilizer eight times with different random seeds.
We consider image enhancement (HDRNet) for the moderate-strength local
Laplacian operator (a = 0.25). The random seed determines the stabilizer
weight initialization and the training data shuffle. The training and evaluation
protocol is identical to that in Sections 5.6.1 and D.5.1.

Results. PSNR ranges from a minimum of 32.17 to a maximum of 32.32, with
a mean of 32.25. SSIM has range 0.926-0.929 (mean 0.927), and instability
has range 28.61-28.80 (mean 28.71). For all metrics, variations around the
mean are < 0.5%.

D.6.8 Figures

Figure D.4 shows example sequences denoised under extreme Gaussian noise
(o = 0.6). We highlight regions of the image where instability is especially
prominent. Differences are more noticeable in videos; we encourage the

reader to view the video files included with the supplementary material.
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Unstabilized

Stabilized

Unstabilized

Stabilized

Figure D.4: Denoising under extreme noise. As we increase the level of
image noise, frame-wise temporal inconsistency becomes more severe, to
the point that it becomes apparent when comparing static images. In the
top sequence, we see shifting texture in the duck’s head in the unstabilized
features. In the jellyfish sequence, the denoiser hallucinates inconsistent
spatial structure between frames. In both cases, adding a stabilizer noticeably
improves temporal consistency. We encourage the reader to view the corre-
sponding video files included with the supplement.

Figures D.5, D.6, D.7, and D.8 contain examples of corruption robustness
for image enhancement, denoising, depth estimation, and segmentation,
respectively. Figure D.9 illustrates improved weather robustness for denoising
on RobustSpring D.9.
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Input Unstabilized Stabilized
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Figure D.5: Image enhancement robustness. The effect of stabilization
for image enhancement (HDRNet) under various image corruptions. See
Section 5.6.3.
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Figure D.6: Denoising robustness. The effect of stabilization for denoising
(NAFNet) under various image corruptions. See Section 5.6.3.
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Figure D.7: Depth estimation robustness. The effect of stabilization for
depth estimation (Depth Anything v2) under various image corruptions. Im-
provements are most prominent for the patch drop, elastic distortion, and
frame drop corruptions. The base model already has reasonable robustness to
JPEG artifacts and noise. See Section 5.6.3.
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Figure D.8: Segmentation robustness. The effect of stabilization for seg-
mentation (DeepLabv3+) under various image corruptions. See Section D.6.2.
Note that the method we use to generate the color map may cause color-class
correspondences to vary across rows.
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Input Unstabilized Stabilized

Rain

Snow

Figure D.9: Adverse weather robustness. The effect of stabilization for
denoising (NAFNet) under weather corruptions on the RobustSpring dataset.
See Section 5.6.4.

D.6.9 Tables

Table D.3 provides complete results for image enhancement (Figure 5.4).
Tables D.4 and D.5 contain complete results for denoising (Figures 5.5 and D.3).



183

Moderate intensity (o = 0.5) High intensity (o« = 0.25)

Method Strength  Instability PSNR SSIM Instability PSNR SSIM
Gaussian u =0.50 29.46 30.70 0.917 36.26 2573  0.852
Gaussian u =1.00 22.23 29.26  0.894 27.20 2490 0.824
Gaussian u=2.00 16.49 27.38 0.848 19.99 23.65 0.773
Gaussian u=3.00 13.34 26.18  0.811 16.09 2279 0.732
Gaussian u =4.00 11.29 25.33 0.782 13.57 22.15 0.700
Gaussian u=6.00 8.76 2418  0.739 10.49 21.26  0.654

Output fixed B =099 32.74 3092 0919 40.38 25.84 0.856
Output fixed B =0.98 3242 3091  0.919 39.99 25.83  0.856
Output fixed B =095 31.50 30.87  0.919 38.82 2581 0.855
Output fixed B =0.90 30.00 30.76  0.917 36.94 25.76  0.852
Output fixed B =0.80 27.16 30.40 0912 33.37 25.57 0.846
Output fixed B =0.60 21.80 29.26  0.893 26.65 2491 0.824

Simple fixed B =099 32.81 3092 0919 40.64 25.84 0.856
Simple fixed B =098 32.55 30.90 0.919 40.47 25.83  0.855

Simple fixed B =0.95 31.61 30.82 0.918 39.67 25.77 0.853
Simple fixed B =0.90 29.76 30.59 0914 37.59 25.62 0.848
Simple fixed B =0.80 25.88 29.90 0.903 32.57 2520 0.833
Simple fixed B =0.60 19.28 28.10  0.865 23.85 23.99 0.788
Simple learned 1 =0.1 32.44 30.92 0.920 39.58 25.84 0.856
Simple learned 1 =0.2 31.34 30.87 0.919 37.64 25.79  0.854
Simple learned 1 =04 28.96 30.66 0.917 33.74 25.60 0.849
Simple learned 1 =0.8 23.60 29.75  0.903 26.43 2490 0.825
Controlled A=01 31.78 31.25 0.922 38.31 26.26  0.865
Controlled A=02 30.57 31.13  0.920 36.11 26.11  0.859
Controlled A=04 28.00 30.86 0.917 31.98 2592  0.855
Controlled A=038 21.79 29.85 0.901 24.64 2517 0.824
Spatial A=0.1 32.38 32.81 0.934 40.32 2797 0.891
Spatial A=02 31.29 3270 0.933 38.29 27.79  0.890
Spatial A=04 28.66 32.30 0.928 34.22 2745 0.881
Spatial A=038 22.31 31.00 0.910 25.61 26.27 0.849

Table D.3: Image enhancement results. These results correspond to the
experiments in Section 5.6.1 (Figure 5.4). We additionally include results for
simple Gaussian smoothing of the output, where u is the standard deviation
of the smoothing kernel.



NFS moderate (¢ = 0.1)

NFS strong (o = 0.2)

Method Strength  Instability PSNR SSIM Instability PSNR SSIM
Gaussian 1 =0.50 22.87 36.77  0.945 24.50 33.52  0.903
Gaussian u=100  16.33 3541 0940  16.67 33.10 0904
Gaussian 1 =2.00 11.90 3296  0.920 11.77 31.64 0.889
Gaussian U= 3.00 9.63 31.31  0.900 9.45 3043 0.874
Gaussian 1 =4.00 8.18 30.15 0.883 8.01 29.50  0.860
Gaussian U = 6.00 6.39 28.60  0.857 6.25 28.17  0.837
Output fixed B =0.99 25.93 36.67 0.943 28.18 33.30  0.900
Output fixed B =0.98 25.64 36.70  0.943 27.83 33.33  0.900
Output fixed B =095 24.79 36.76  0.944 26.81 3340 0.901
Output fixed B =0.90 2343 36.79  0.945 25.20 33.50 0.902
Output fixed B =0.80 20.91 36.58  0.945 22.22 33.54  0.904
Output fixed B =0.60 16.37 3534  0.940 16.97 33.07 0.903
Simple fixed B =0.99 27.40 3595 0.927 32.19 3222 0.847
Simple fixed B =0.98 30.21 34.67 0.885 39.59 30.51 0.741
Simple fixed B =095 40.44 31.30  0.734 63.31 26.52  0.491
Simple fixed B =0.90 53.94 28.14  0.565 91.84 2311 0.322
Simple fixed B =0.80 65.09 25.62 0.437 114.95 20.51 0.226
Simple fixed B =0.60 56.70 24.89  0.405 100.92 19.83  0.205
Simple learned 4 =0.1 22.98 36.82  0.947 22.34 33.58  0.908
Simple learned 1 =10.2 21.80 36.74  0.947 20.58 33.51 0.908
Simple learned 1 =0.4 19.46 36.36  0.946 17.63 3321 0.907
Simple learned 4 =0.8 15.38 35.00 0.939 13.48 3224 0.898
Controlled A=01 22.21 37.51 0.952 21.41 3436 0.916
Controlled 1=02 21.28 3741 0951 20.21 3430 0915
Controlled A=04 19.01 37.00 0.949 17.24 33.93 0912
Controlled 1=0.38 14.61 3576 0.942 12.95 33.05 0.903
Spatial A=01 22.13 37.65 0.953 21.08 3452 0.917
Spatial 1=02 21.10 37.57 0.952 19.80 3445 0.917
Spatial A=04 18.94 37.15 0.950 16.99 34.06 0.913
Spatial 1=0.38 14.25 3494 0931 11.84 32.53  0.895
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Table D.4: Denoising results, part 1/2. These results correspond to the
experiments in Section 5.6.2 (Figure 5.5). We additionally include SSIM and
results for simple Gaussian smoothing of the output, where u is the standard
deviation of the smoothing kernel. See Table D.5 for the second half of the

data.



NFS extreme (o = 0.6)

DAVIS (o = 40/255)

Method Strength  Instability PSNR SSIM Instability PSNR SSIM
Gaussian um = 0.50 30.23 2798 0.794 105.62 30.67 0.864
Gaussian u=1.00 18.55 28.26  0.804 70.68 26.18 0.795
Gaussian M =2.00 11.82 28.02 0.803 45.38 23.22 0.717
Gaussian u=3.00 9.12 27.59  0.797 34.27 21.92 0.677
Gaussian um=4.00 7.59 27.17  0.790 27.95 21.15 0.653
Gaussian U =6.00 5.84 26.45 0.778 21.01 20.25 0.626
Output fixed B =0.99 35.64 27.72  0.787 121.46 31.65 0.873
Output fixed B =0.98 35.13 27.75 0.788 119.95 31.64 0.872
Output fixed B =0.95 33.65 27.83  0.790 115.50 3148 0.871
Output fixed B =0.90 31.30 27.94  0.793 108.36 30.96 0.867
Output fixed B =0.80 26.98 28.12  0.798 94.92 29.54  0.853
Output fixed B =0.60 19.53 28.27 0.804 70.52 26.60 0.810
Simple fixed B =0.99 45.83 26.35 0.616 120.92 31.14 0.844
Simple fixed B =0.98 64.92 24.36  0.415 121.40 30.05 0.777
Simple fixed B =0.95 119.74 20.09 0.191 130.25 26.85 0.581
Simple fixed B =0.90 180.81 16.56  0.105 148.51 23.76  0.415
Simple fixed B =0.80 230.73 13.86 0.067 164.16 21.26  0.309
Simple fixed B =0.60 205.99 12.97 0.059 137.79 20.09 0.270
Simple learned A=0.1 20.24 28.29  0.812 118.48 31.63 0.873
Simple learned 1 =10.2 17.73 28.27 0.813 114.84 3149 0.871
Simple learned A=04 14.25 28.13  0.812 107.17 30.94 0.865
Simple learned A1=08 10.21 27.69  0.806 80.09 27.89  0.821
Controlled A=0.1 19.47 29.22  0.824 117.58 31.85 0.876
Controlled A1=02 17.26 29.15 0.824 113.44 31.69 0.873
Controlled A=04 13.67 28.92  0.822 104.21 31.02 0.864
Controlled A1=038 10.12 28.45 0.813 77.15 27.86  0.815
Spatial A=0.1 15.20 22.00 0.665 117.57 31.86 0.876
Spatial A1=0.2 16.55 21.73  0.637 113.49 31.70 0.874
Spatial A=04 9.09 22.28  0.692 104.26 31.05 0.865
Spatial A1=038 11.66 22.45  0.669 81.86 28.15 0.824
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Table D.5: Denoising results, part 2/2. These results correspond to the
experiments in Section 5.6.2 (Figure 5.5). We additionally include SSIM and
results for simple Gaussian smoothing of the output, where u is the standard
deviation of the smoothing kernel. See Table D.4 for the first half of the data.
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D.7 Licenses and Copyright

Code. We use our own implementation of HDRNet. For NAFNet, we use

the authors’ code (https://github.com/megvii-research/NAFNet, MIT li-

cense). For Depth Anything, we use the depth-anything/Depth-Anything-V2-Small-hf
HuggingFace module (available under an Apache 2.0 license). VisionSim

is released under the MIT license. All scenes are licensed under a Creative

Commons variant; see this Google Drive folder for attributions and further

license details:
https://drive.google.com/drive/folders/1gRxhL3rbGDTfgKytre8WkbBu-QDJFy15

Datasets and assets. We were unable to find license information for the
Need for Speed dataset. DAVIS uses the BSD license. We use frames from the

following YouTube videos in our figures:
« https://www.youtube.com/watch?v=ANeMCOpx_84
« https://www.youtube.com/watch?v=HZ8VFOEdITk
e https://www.youtube.com/watch?v=MPZbIEQ3Wjs

« https://www.youtube.com/watch?v=obSH5F2DYvk


https://github.com/megvii-research/NAFNet
https://drive.google.com/drive/folders/1gRxhL3rbGDTfgKytre8WkbBu-QDJFy15
https://www.youtube.com/watch?v=ANeMCOpx_84
https://www.youtube.com/watch?v=HZ8VF0EdITk
https://www.youtube.com/watch?v=MPZb9EQ3Wjs
https://www.youtube.com/watch?v=obSH5F2DYvk
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